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About this information

This information provides guidance information that you can use to perform a variety of administrative
tasks with Db2 for z/OS (Db2).

Throughout this information, "Db2" means "Db2 12 for z/OS". References to other Db2 products use
complete names or specific abbreviations.

Important: To find the most up to date content for Db2 12 for z/0S, always use IBM® Documentation
or download the latest PDF file from PDF format manuals for Db2 12 for z/OS (Db2 for z/OS in IBM
Documentation).

Most documentation topics for Db2 12 for z/OS assume that the highest available function level is
activated and that your applications are running with the highest available application compatibility level,
with the following exceptions:

« The following documentation sections describe the Db2 12 migration process and how to activate new
capabilities in function levels:

— Migrating to Db2 12 (Db2 Installation and Migration)
— What's new in Db2 12 (Db2 for z/OS What's New?)
— Adopting new capabilities in Db2 12 continuous delivery (Db2 for z/OS What's New?)

« FL 501 A label like this one usually marks documentation changed for function level 500 or higher,
with a link to the description of the function level that introduces the change in Db2 12. For more
information, see How Db2 function levels are documented (Db2 for z/OS What's New?).

The availability of new function depends on the type of enhancement, the activated function level, and
the application compatibility levels of applications. In the initial Db2 12 release, most new capabilities are
enabled only after the activation of function level 500 or higher.

Virtual storage enhancements
Virtual storage enhancements become available at the activation of the function level that introduces
them or higher. Activation of function level 100 introduces all virtual storage enhancements in
the initial Db2 12 release. That is, activation of function level 500 introduces no virtual storage
enhancements.

Subsystem parameters
New subsystem parameter settings are in effect only when the function level that introduced them or
a higher function level is activated. Many subsystem parameter changes in the initial Db2 12 release
take effect in function level 500. For more information about subsystem parameter changes in Db2
12, see Subsystem parameter changes in Db2 12 (Db2 for z/OS What's New?).

Optimization enhancements
Optimization enhancements become available after the activation of the function level that introduces
them or higher, and full prepare of the SQL statements. When a full prepare occurs depends on the
statement type:

« For static SQL statements, after bind or rebind of the package

« For non-stabilized dynamic SQL statements, immediately, unless the statement is in the dynamic
statement cache

- For stabilized dynamic SQL statements, after invalidation, free, or changed application compatibility
level

Activation of function level 100 introduces all optimization enhancements in the initial Db2 12
release. That is, function level 500 introduces no optimization enhancements.

SQL capabilities
New SQL capabilities become available after the activation of the function level that introduces them
or higher, for applications that run at the equivalent application compatibility level or higher. New SQL
capabilities in the initial Db2 12 release become available in function level 500 for applications that
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run at the equivalent application compatibility level or higher. You can continue to run SQL statements
compatibly with lower function levels, or previous Db2 releases, including Db2 11 and DB2°® 10. For
details, see Application compatibility levels in Db2 (Db2 Application programming and SQL)

Who should read this information

This information is primarily intended for system and database administrators. It assumes that the user is
familiar with:

« The basic concepts and facilities of Db2
Time Sharing Option (TSO) and Interactive System Productivity Facility (ISPF)
« The basic concepts of Structured Query Language (SQL)

- The basic concepts of Customer Information Control System (CICS®)
« The basic concepts of Information Management System (IMS)

« How to define and allocate z/OS data sets using job control language (JCL).
Certain tasks require additional skills, such as knowledge of Transmission Control Protocol/Internet
Protocol (TCP/IP) or Virtual Telecommunications Access Method (VTAM®) to set up communication

between Db2 subsystems, or knowledge of the IBM System Modification Program (SMP/E) to install IBM
licensed programs.

Db2 Utilities Suite for z/0S

Important: Db2 Utilities Suite for z/OS is available as an optional product. You must separately order
and purchase a license to such utilities, and discussion of those utility functions in this publication is not
intended to otherwise imply that you have a license to them.

Db2 12 utilities can use the DFSORT program regardless of whether you purchased a license for DFSORT
on your system. For more information about DFSORT, see https://www.ibm.com/support/pages/dfsort.

Db2 utilities can use IBM Db2 Sort for z/OS as an alternative to DFSORT for utility SORT and MERGE
functions. Use of Db2 Sort for z/OS requires the purchase of a Db2 Sort for z/OS license. For more
information about Db2 Sort for z/0S, see Db2 Sort for z/OS documentation.

Related concepts
Db2 utilities packaging (Db2 Utilities)

Terminology and citations

When referring to a Db2 product other than Db2 for z/0S, this information uses the product's full name to
avoid ambiguity.

The following terms are used as indicated:

Db2
Represents either the Db2 licensed program or a particular Db2 subsystem.

IBM rebranded DB2 to Db2, and Db2 for z/OS is the new name of the offering that was previously
known as "DB2 for z/OS". For more information, see Revised naming for IBM Db2 family products on
IBM z/0S platform. As a result, you might sometimes still see references to the original names, such
as "DB2 for z/0OS" and "DB2", in different IBM web pages and documents. If the PID, Entitlement
Entity, version, modification, and release information match, assume that they refer to the same
product.

IBM OMEGAMON?® for Db2 Performance Expert on z/0S
Refers to any of the following products:

« IBM IBM OMEGAMON for Db2 Performance Expert on z/0OS
« IBM Db2 Performance Monitor on z/0S
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- IBM Db2 Performance Expert for Multiplatforms and Workgroups

« IBM Db2 Buffer Pool Analyzer for z/OS
C, C++, and C language
Represent the C or C++ programming language.
CICs
Represents CICS Transaction Server for z/OS.
IMS
Represents the IMS Database Manager or IMS Transaction Manager.

Mvs™
Represents the MVS element of the z/OS operating system, which is equivalent to the Base Control
Program (BCP) component of the z/OS operating system.

RACF®
Represents the functions that are provided by the RACF component of the z/OS Security Server.

Accessibility features for Db2 for z/0S

Accessibility features help a user who has a physical disability, such as restricted mobility or limited
vision, to use information technology products successfully.

Accessibility features

The following list includes the major accessibility features in z/OS products, including Db2 for z/OS. These
features support:

« Keyboard-only operation.

« Interfaces that are commonly used by screen readers and screen maghnifiers.

« Customization of display attributes such as color, contrast, and font size

Tip: IBM Documentation (which includes information for Db2 for z/OS) and its related publications are

accessibility-enabled for the IBM Home Page Reader. You can operate all features using the keyboard
instead of the mouse.

Keyboard navigation

For information about navigating the Db2 for z/OS ISPF panels using TSO/E or ISPF, refer to the z/0S
TSO/E Primer, the z/0S TSO/E User's Guide, and the z/OS ISPF User's Guide. These guides describe how
to navigate each interface, including the use of keyboard shortcuts or function keys (PF keys). Each guide
includes the default settings for the PF keys and explains how to modify their functions.

Related accessibility information

IBM and accessibility

See the IBM Accessibility Center at http://www.ibm.com/able for more information about the commitment
that IBM has to accessibility.

How to send your comments about Db2 for z/0S documentation

Your feedback helps IBM to provide quality documentation.

Send any comments about Db2 for z/OS and related product documentation by email to
db2zinfo@us.ibm.com.

To help us respond to your comment, include the following information in your email:

« The product name and version
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« The address (URL) of the page, for comments about online documentation

« The book name and publication date, for comments about PDF manuals

« The topic or section title

« The specific text that you are commenting about and your comment

Related concepts

About Db2 12 for z/OS product documentation (Db2 for z/OS in IBM Documentation)

Related reference
PDF format manuals for Db2 12 for z/OS (Db2 for z/OS in IBM Documentation)

How to read syntax diagrams

Certain conventions apply to the syntax diagrams that are used in IBM documentation.
Apply the following rules when reading the syntax diagrams that are used in Db2 for z/OS documentation:
- Read the syntax diagrams from left to right, from top to bottom, following the path of the line.

The =~ ~—— symbol indicates the beginning of a statement.

The —» symbol indicates that the statement syntax is continued on the next line.

The »~—— symbol indicates that a statement is continued from the previous line.

The —~ < symbol indicates the end of a statement.
« Required items appear on the horizontal line (the main path).

»— required_item -»<

« Optional items appear below the main path.
»— required_item >«
L optional_item —J

If an optional item appears above the main path, that item has no effect on the execution of the
statement and is used only for readability.

f_ optional_item T
»— required_item >

« If you can choose from two or more items, they appear vertically, in a stack.

If you must choose one of the items, one item of the stack appears on the main path.
»— required_item T required_choicel j—N
required_choice2
If choosing one of the items is optional, the entire stack appears below the main path.
»— required_item <
toptional_choicel j
optional_choice2

If one of the items is the default, it appears above the main path and the remaining choices are shown
below.
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default_choice

optional_choice j

optional_choice

»— required_item

A

T 1)

An arrow returning to the left, above the main line, indicates an item that can be repeated.

<
<

),.ﬁ

»— required_item repeatable_item

If the repeat arrow contains a comma, you must separate repeated items with a comma.

<
» €

),.ﬁ

»— required_item repeatable_item

A repeat arrow above a stack indicates that you can repeat the items in the stack.

Sometimes a diagram must be split into fragments. The syntax fragment is shown separately from the
main syntax diagram, but the contents of the fragment should be read as if they are on the main path of
the diagram.

fragment-name

»— required_item >«
L optional_name —J

For some references in syntax diagrams, you must follow any rules described in the description for that
diagram, and also rules that are described in other syntax diagrams. For example:

— For expression, you must also follow the rules described in Expressions (Db2 SQL).

— For references to fullselect, you must also follow the rules described in fullselect (Db2 SQL).

— For references to search-condition, you must also follow the rules described in Search conditions
(Db2 SQL).

With the exception of XPath keywords, keywords appear in uppercase (for example, FROM). Keywords
must be spelled exactly as shown.

XPath keywords are defined as lowercase names, and must be spelled exactly as shown.

Variables appear in all lowercase letters (for example, column-name). They represent user-supplied
names or values.

If punctuation marks, parentheses, arithmetic operators, or other such symbols are shown, you must
enter them as part of the syntax.

Related concepts
Commands in Db2 (Db2 Commands)

Db2 online utilities (Db2 Utilities)

Db2 stand-alone utilities (Db2 Utilities)
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Part 1. Desighing and implementing Db2 databases

The objects in a relational database are organized into sets called schemas. A schema provides a logical
classification of objects in the database. The schema name is used as the qualifier of SQL objects such as
tables, views, indexes, and triggers.

You define, or create, objects by executing SQL statements. This information summarizes some of the
naming conventions for the various objects that you can create. Also in this information, you will see
examples of the basic SQL statements and keywords that you can use to create objects in a Db2
database. (This information does not document the complete SQL syntax.)

Tip: When you create Db2 objects (such as tables, table spaces, views, and indexes), you can precede
the object name with a qualifier to distinguish it from objects that other people create. (For example,
MYDB.TSPACE1 is a different table space than YOURDB.TSPACEZ1.) When you use a qualifier, avoid using
SYS as the first three characters. If you do not specify a qualifier, Db2 assigns a qualifier for the object.
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Chapter 1. Database objects and relationships

The general tasks that are necessary to design a database are logical data modeling and physical data
modeling.

In logical data modeling, you design a model of the data without paying attention to specific functions and
capabilities of the DBMS that will store the data. In fact, you could even build a logical data model without
knowing which DBMS you will use. The logical data modeling topics focus on the entity-relationship model
and provides an overview of the Unified Modeling Language (UML) and IBM Rational® Data Architect.

Physical data modeling begins when you move closer to a physical implementation. The primary purpose
of the physical design stage is to optimize performance while ensuring the integrity of the data.

After completing the logical and physical design of your database, you implement the design.

Logical database design with the entity-relationship model

Before you implement a database, you should plan or design the database so that it satisfies all
requirements.

Designing and implementing a successful database, one that satisfies the needs of an organization,
requires a logical data model. Logical data modeling is the process of documenting the comprehensive
business information requirements in an accurate and consistent format. Analysts who do data modeling
define the data items and the business rules that affect those data items. The process of data modeling
acknowledges that business data is a vital asset that the organization needs to understand and carefully
manage. This section contains information that was adapted from Handbook of Relational Database
Design.

Consider the following business facts that a manufacturing company needs to represent in its data model:

« Customers purchase products
« Products consist of parts

Suppliers manufacture parts
« Warehouses store parts
« Transportation vehicles move the parts from suppliers to warehouses and then to manufacturers

These are all business facts that a manufacturing company's logical data model needs to include. Many
people inside and outside the company rely on information that is based on these facts. Many reports
include data about these facts.

Any business, not just manufacturing companies, can benefit from the task of data modeling. Database
systems that supply information to decision makers, customers, suppliers, and others are more
successful if their foundation is a sound data model.

Modeling your data

Data analysts can perform the task of data modeling in a variety of ways.

Procedure
To model data:
1. Build critical user views.
a) Carefully examining a single business activity or function.
b) Develop a user view, which is the model or representation of critical information that the business
activity requires.

This initial stage of the data modeling process is highly interactive. Because data analysts cannot
fully understand all areas of the business that they are modeling, they work closely with the actual
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users. Working together, analysts and users define the major entities (significant objects of interest)
and determine the general relationships between these entities.

In a later stage, the analyst combines each individual user view with all the other user views into a
consolidated logical data model.

2. Add key business rules to user views
Key business rules affect insert, update, and delete operations on the data.

For example, a business rule might require that each customer entity have at least one unique
identifier. Any attempt to insert or update a customer identifier that matches another customer
identifier is not valid. In a data model, a unique identifier is called a primary key.

3. Add detail to user views and validate them.
a) Add other descriptive details that are less vital.
b) Associate these descriptive details, called attributes, to the entities.

For example, a customer entity probably has an associated phone number. The phone number is a
non-key attribute of the customer entity.

c) Validate all the user views

To validate the views, analysts use the normalization process and process models. Process models
document the details of how the business will use the data.

4. Determine additional business rules that affect attributes.
a) Clarify the data-driven business rules.

Data-driven business rules are constraints on particular data values. These constraints need to be
true, regardless of any particular processing requirements.

The advantage to defining data-driven business rules during the data design stage, rather than
during application design is that programmers of many applications don't need to write code to
enforce these business rules.

For example, assume that a business rule requires that a customer entity have a phone number,
an address, or both. If this rule doesn't apply to the data itself, programmers must develop, test,
and maintain applications that verify the existence of one of these attributes. Data-driven business
requirements have a direct relationship with the data, thereby relieving programmers from extra
work.

5. Integrate user views.
a) Combine the newly created different user views into a consolidated logical data model.

b) Integrate other data models that already exist in the organization with the new consolidated logical
data model.

At this stage, analysts also strive to make their data model flexible so that it can support the current
business environment and possible future changes.

For example, assume that a retail company operates in a single country and that business plans
include expansion to other countries. Armed with knowledge of these plans, analysts can build the
model so that it is flexible enough to support expansion into other countries.

Recommendations for logical data modeling
To build sound data models, analysts follow a well-planned methodology.
Follow these recommendation for building quality data models:

« Work interactively with the users as much as possible.
« Use diagrams to represent as much of the logical data model as possible.
« Build a data dictionary to supplement the logical data model diagrams.

A data dictionary is a repository of information about an organization's application programs, databases,
logical data models, users, and authorizations. A data dictionary can be manual or automated.

4 Db2 12 for z/OS: Administration Guide (Last updated: 2024-03-29)



Practical examples of data modeling

To better understand the key activities that are necessary for creating valid data models, investigate one
or more real-life data modeling scenarios.

You begin by defining your entities, the significant objects of interest. Entities are the things about which
you want to store information. For example, you might want to define an entity, called EMPLOYEE, for
employees because you need to store information about everyone who works for your organization. You
might also define an entity, called DEPARTMENT, for departments.

Next, you define primary keys for your entities. A primary key is a unique identifier for an entity. In the
case of the EMPLOYEE entity, you probably need to store a large amount of information. However, most
of this information (such as gender, birth date, address, and hire date) would not be a good choice for
the primary key. In this case, you could choose a unique employee ID or number (EMPLOYEE_NUMBER)
as the primary key. In the case of the DEPARTMENT entity, you could use a unique department number
(DEPARTMENT_NUMBER) as the primary key.

After you have decided on the entities and their primary keys, you can define the relationships that exist
between the entities. The relationships are based on the primary keys. If you have an entity for EMPLOYEE
and another entity for DEPARTMENT, the relationship that exists is that employees are assigned to
departments. You can read more about this topic in the next section.

After defining the entities, their primary keys, and their relationships, you can define additional attributes
for the entities. In the case of the EMPLOYEE entity, you might define the following additional attributes:

« Birth date
Hire date

« Home address
 Office phone number
- Gender

* Resume

Lastly, you normalize the data.

Related concepts

Entity normalization
After you define entities and decide on attributes for the entities, you normalize entities to avoid
redundancy.

Entities for different types of relationships
In a relational database, you can express several types of relationships.

Consider the possible relationships between employees and departments. If a given employee can work
in only one department, this relationship is one-to-one for employees. One department usually has
many employees; this relationship is one-to-many for departments. Relationships can be one-to-many,
many-to-one, one-to-one, or many-to- many.

Database designers and data analysts can be more effective when they have a good understanding of
the business. If they understand the data, the applications and the business rules, they can succeed in
building a sound database design.

When you define relationships, you have a large influence on how smoothly your business runs. If you
define relationships poorly, your database and associated applications are likely to have many problems,
some of which might not manifest themselves for years.

Subsections:

« “One-to-one relationships” on page 6

« “One-to-many and many-to-one relationships” on page 6

« “Many-to-many relationships” on page 6
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« “Business rules for relationships” on page 7

The type of a given relationship can vary, depending on the specific environment. If employees of a
company belong to several departments, the relationship between employees and departments is many-
to-many.

You need to define separate entities for different types of relationships. When modeling relationships,
you can use diagram conventions to depict relationships by using different styles of lines to connect the
entities.

One-to-one relationships

When you are doing logical database design, one-to-one relationships are bidirectional relationships,
which means that they are single-valued in both directions. For example, an employee has a single
resume; each resume belongs to only one person. The previous figure illustrates that a one-to-one
relationship exists between the two entities. In this case, the relationship reflects the rules that an
employee can have only one resume and that a resume can belong to only one employee.

An employee
has a resume

Employee Resume
Aresume is owned
by an employes

Figure 1. Assigning one-to-one facts to an entity

One-to-many and many-to-one relationships

A one-to-many relationship occurs when one entity has a multivalued relationship with another entity. In
the following figure, you see that a one-to-many relationship exists between the two entities—employee
and department. This figure reinforces the business rules that a department can have many employees,
but that each individual employee can work for only one department.

Many employees work
for one department
Employee < ® Department
One department can
have many employees

Figure 2. Assigning many-to-one facts to an entity

Many-to-many relationships

A many-to-many relationship is a relationship that is multivalued in both directions. The following figure
illustrates this kind of relationship. An employee can work on more than one project, and a project can
have more than one employee assigned.

Employees workon
many projects

r

Employee |
Projects are worked on
by many emplryees

Frojects

Figure 3. Assigning many-to-many facts to an entity

Try to answer the following questions using the information in the Db2 sample tables (Introduction to Db2

for z/OS):
« What does Wing Lee work on?
« Who works on project number OP2012?

Both questions yield multiple answers. Wing Lee works on project numbers OP2011 and OP2012. The
employees who work on project number OP2012 are Ramlal Mehta and Wing Lee.

6 Db2 12 for z/OS: Administration Guide (Last updated: 2024-03-29)


https://www.ibm.com/docs/en/SSEPEK_12.0.0/intro/src/tpc/db2z_sampletablesdescription.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/intro/src/tpc/db2z_sampletablesdescription.html

Business rules for relationships

Whether a given relationship is one-to-one, one-to-many, many-to-one, or many-to-many, your
relationships need to make good business sense. Therefore, database designers and data analysts can be
more effective when they have a good understanding of the business. If they understand the data, the
applications, and the business rules, they can succeed in building a sound database design.

When you define relationships, you have a big influence on how smoothly your business runs. If you don't
do a good job at this task, your database and associated applications are likely to have many problems,
some of which may not manifest themselves for years.

Entity attributes

When you define attributes for the entities, you generally work with the data administrator to decide on
names, data types, and appropriate values for the attributes.

Attribute names

Naming conventions for attributes help database designers ensure consistency within an organization.
Most organizations have naming guidelines. In addition to following these guidelines, data analysts also
base attribute definitions on class words.

A class word is a single word that indicates the nature of the data that the attribute represents.

The class word NUMBER indicates an attribute that identifies the number of an entity. Therefore, attribute
names that identify the numbers of entities should include the class word of NUMBER. Some examples
are EMPLOYEE_NUMBER, PROJECT_NUMBER, and DEPARTMENT_NUMBER.

When an organization does not have well-defined guidelines for attribute names, data analysts try to
determine how the database designers have historically named attributes. Problems occur when multiple
individuals are inventing their own naming guidelines without consulting one another.

Data types of attributes

You must specify a data type for each attribute of an entity. Most organizations have well-defined
guidelines for using the different data types.

Subsections:

« “String data types” on page 7

« “Numerical data types” on page 8

 “Datetime data types” on page 8

« “Examples” on page 8

String data types

Data that contains a combination of letters, numbers, and special characters. String data types are listed
below:

« CHARACTER: Fixed-length character strings. The common short name for this data type is CHAR.
« VARCHAR: Varying-length character strings.

« CLOB: Varying-length character large object strings, typically used when a character string might exceed
the limits of the VARCHAR data type.

« GRAPHIC: Fixed-length graphic strings that contain double-byte characters.

« VARGRAPHIC: Varying-length graphic strings that contain double-byte characters.
- DBCLOB: Varying-length strings of double-byte characters in a large object.

- BINARY: A sequence of bytes that is not associated with a code page.

« VARBINARY: Varying-length binary strings.
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- BLOB: Varying-length binary strings in a large object.
« XML: Varying-length string that is an internal representation of XML.

Numerical data types
Data that contains digits. Numerical data types are listed below:

e SMALLINT: for small integers.
« INTEGER: for large integers.
« BIGINT: for bigger values.

« DECIMAL(p,s) or NUMERIC(p,s), where p is precision and s is scale: for packed decimal numbers with
precision p and scale s. Precision is the total number of digits, and scale is the number of digits to the
right of the decimal point.

« DECFLOAT: for decimal floating-point numbers.
- REAL: for single-precision floating-point numbers.
- DOUBLE: for double-precision floating-point numbers.

Datetime data types
Data values that represent dates, times, or timestamps. Datetime data types are listed below:

« DATE: Dates with a three-part value that represents a year, month, and day.
- TIME: Times with a three-part value that represents a time of day in hours, minutes, and seconds.

« TIMESTAMP: Timestamps with a seven-part value that represents a date and time by year, month, day,
hour, minute, second, and microsecond

Examples
You might use the following data types for attributes of the EMPLOYEE entity:

EMPLOYEE_NUMBER: CHAR(6)
EMPLOYEE_LAST_NAME: VARCHAR(15)
EMPLOYEE_HIRE_DATE: DATE
EMPLOYEE_SALARY_AMOUNT: DECIMAL(9,2)

The data types that you choose are business definitions of the data type. During physical database design,
you might need to change data type definitions or use a subset of these data types. The database or

the host language might not support all of these definitions, or you might make a different choice for
performance reasons.

For example, you might need to represent monetary amounts, but Db2 and many host languages do not
have a data type MONEY. In the United States, a natural choice for the SQL data type in this situation is
DECIMAL(10,2) to represent dollars. But you might also consider the INTEGER data type for fast, efficient
performance.

Related concepts

Data types of columns (Introduction to Db2 for z/OS)
Related reference

CREATE TABLE (Db2 SQL)

SQL data type attributes (Db2 Programming for ODBC)
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Appropriate values for attributes

When you design a database, you need to decide what values are acceptable for the various attributes of
an entity.

For example, you would not want to allow numeric data in an attribute for a person's name. The data
types that you choose limit the values that apply to a given attribute, but you can also use other
mechanisms. These other mechanisms are domains, null values, and default values.

Subsections:

- “Domain” on page 9

« “Null values” on page 9

 “Default values” on page 9

Domain

A domain describes the conditions that an attribute value must meet to be a valid value. Sometimes
the domain identifies a range of valid values. By defining the domain for a particular attribute, you apply
business rules to ensure that the data will make sense.

Example 1: A domain might state that a phone number attribute must be a 10-digit value that contains
only numbers. You would not want the phone number to be incomplete, nor would you want it to contain
alphabetic or special characters and thereby be invalid. You could choose to use either a numeric data
type or a character data type. However, the domain states the business rule that the value must be a
10-digit value that consists of numbers.

Example 2: A domain might state that a month attribute must be a 2-digit value from 01 to 12. Again, you
could choose to use datetime, character, or numeric data types for this value, but the domain demands
that the value must be in the range of 01 through 12. In this case, incorporating the month into a datetime
data type is probably the best choice. This decision should be reviewed again during physical database
design.

Null values

When you are designing attributes for your entities, you will sometimes find that an attribute does not
have a value for every instance of the entity. For example, you might want an attribute for a person's
middle name, but you can't require a value because some people have no middle name. For these
occasions, you can define the attribute so that it can contain null values.

A null value is a special indicator that represents the absence of a value. The value can be absent because
it is unknown, not yet supplied, or nonexistent. The DBMS treats the null value as an actual value, not as a
zero value, a blank, or an empty string.

Just as some attributes should be allowed to contain null values, other attributes should not contain null
values.

Example: For the EMPLOYEE entity, you might not want to allow the attribute EMPLOYEE_LAST_NAME to
contain a null value.

Default values

In some cases, you may not want a given attribute to contain a null value, but you don't want to require
that the user or program always provide a value. In this case, a default value might be appropriate.

A default value is a value that applies to an attribute if no other valid value is available.

Example: Assume that you don't want the EMPLOYEE_HIRE_DATE attribute to contain null values and
that you don't want to require users to provide this data. If data about new employees is generally added
to the database on the employee's first day of employment, you could define a default value of the current
date.
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Entity normalization

After you define entities and decide on attributes for the entities, you normalize entities to avoid
redundancy.

An entity is normalized if it meets a set of constraints for a particular normal form, which this section
describes. Normalization helps you avoid redundancies and inconsistencies in your data. This section
summarizes rules for first, second, third, and fourth normal forms of entities, and it describes reasons why
you should or shouldn't follow these rules.

Subsections:

« “First normal form” on page 10

« “Second normal form” on page 10

e “Third normal form” on page 11

« “Fourth normal form” on page 12

The rules for normal form are cumulative. In other words, for an entity to satisfy the rules of second
normal form, it also must satisfy the rules of first normal form. An entity that satisfies the rules of fourth
normal form also satisfies the rules of first, second, and third normal form.

In the context of logical data modeling, an instance is one particular occurrence. An instance of an entity
is a set of data values for all of the attributes that correspond to that entity.

Example: The following figure shows one instance of the EMPLOYEE entity.

Employee
EMPLOYEE EMPLOYEE
EMPLOYEE _FIRST _LAST DEPARTMENT EMPLOYEE
_NUMBER _NAME _NAME _NUMBER _HIRE_DATE
000010 CHRISTINE HAAS A00 1975-01-01

Figure 4. The EMPLOYEE entity

First normal form

A relational entity satisfies the requirement of first normal form if every instance of an entity contains only
one value, never multiple repeating attributes. Repeating attributes, often called a repeating group, are
different attributes that are inherently the same. In an entity that satisfies the requirement of first normal
form, each attribute is independent and unique in its meaning and its name.

Example: Assume that an entity contains the following attributes:

EMPLOYEE_NUMBER

JANUARY _SALARY_AMOUNT
FEBRUARY_SALARY_AMOUNT
MARCH_SALARY_AMOUNT

This situation violates the requirement of first normal form, because JANUARY_SALARY_AMOUNT,
FEBRUARY_SALARY_AMOUNT, and MARCH_SALARY_AMOUNT are essentially the same attribute,
EMPLOYEE_ MONTHLY_SALARY_AMOUNT.

Second normal form

An entity is in second normal form if each attribute that is not in the primary key provides a fact that
depends on the entire key. A violation of the second normal form occurs when a nonprimary key attribute
is a fact about a subset of a composite key.

Example: An inventory entity records quantities of specific parts that are stored at particular warehouses.
The following figure shows the attributes of the inventory entity.
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PART WAREHOUSE = QUANTITY = WAREHOUSE_ADDRESS
Figure 5. Entity in violation of the second normal form

Here, the primary key consists of the PART and the WAREHOUSE attributes together. Because the
attribute WAREHOUSE_ADDRESS depends only on the value of WAREHOUSE, the entity violates the rule
for second normal form. This design causes several problems:

Each instance for a part that this warehouse stores repeats the address of the warehouse.

If the address of the warehouse changes, every instance referring to a part that is stored in that
warehouse must be updated.

Because of the redundancy, the data might become inconsistent. Different instances could show
different addresses for the same warehouse.

If at any time the warehouse has no stored parts, the address of the warehouse might not exist in any
instances in the entity.

To satisfy second normal form, the information in the previous figure would be in two entities, as the
following figure shows.

PART ~ WAREHOUSE QUANTITY

~——— Key ————
1 1

WAREHOUSE WAREHOUSE_ADDRESS

Figure 6. Entities that satisfy the second normal form

Third normal form

An entity is in third normal form if each nonprimary key attribute provides a fact that is independent of
other non-key attributes and depends only on the key. A violation of the third normal form occurs when a
nonprimary attribute is a fact about another non-key attribute.

Example: The first entity contains the attributes EMPLOYEE_NUMBER and DEPARTMENT_NUMBER.
Suppose that a program or user adds an attribute, DEPARTMENT_NAME, to the entity. The new attribute
depends on DEPARTMENT_NUMBER, whereas the primary key is on the EMPLOYEE_NUMBER attribute.
The entity now violates third normal form.

Changing the DEPARTMENT_NAME value based on the update of a single employee, David Brown,

does not change the DEPARTMENT_NAME value for other employees in that department. The updated
version of the entity as shown in the previous figure illustrates the resulting inconsistency. Additionally,
updating the DEPARTMENT_ NAME in this table does not update it in any other table that might contain a
DEPARTMENT_NAME column.
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Employee_Department table before updating

-——Key—=1
I 1
EMPLOYEE EMPLOYEE

EMPLOYEE _FIRST _LAST DEPARTMENT DEPARTMENT
_NUMBER _NAME _NAME _NUMBER _NAME
000200 DAVID BROWN D11 MANUFACTURING
000320 RAMAL MEHTA E21 SOFTWARE
000220 JENIFFER LUTZ D11 MANUFACTURING

Employee_Department table after updating
i— — —Key ——,

EMPLOYEE EMPLOYEE

EMPLOYEE _FIRST _LAST DEPARTMENT DEPARTMENT
_NUMBER _NAME _NAME _NUMBER _NAME

000200 DAVID BROWN D11 INSTALLATION
000320 RAMAL MEHTA =24 SOFTWARE
000220 JENIFFER LUTZ D11 MANUFACTURING

Figure 7. Results of an update in a table that violates the third normal form

You can normalize the entity by modifying the EMPLOYEE_DEPARTMENT entity and creating two new
entities: EMPLOYEE and DEPARTMENT. The following figure shows the new entities. The DEPARTMENT
entity contains attributes for DEPARTMENT_NUMBER and DEPARTMENT_NAME. Now, an update such as
changing a department name is much easier. You need to make the update only to the DEPARTMENT

entity.

Employee table

-——Key—=—1

| 1

EMPLOYEE  EMPLOYEE

EMPLOYEE  _FIRST _LAST
_NUMBER _NAME _NAME
000200 DAVID BROWN
000320 RAMAL MEHTA
000220 JENIFER LuTZ

Department table

-——Key = ===

| I
DEPARTMENT DEPARTMENT
_NUMBER _NAME
D11 MANUFACTURING
E21 SOFTWARE

Employee_Department table

- Key = === ===~ |
DEPARTMENT EMPLOYEE
_NUMBER _NUMBER
D11 000200
D11 000220
E21 000320

Figure 8. Employee and department entities that satisfy the third normal form

Fourth normal form

An entity is in fourth normal form if no instance contains two or more independent, multivalued facts
about an entity.

Example: Consider the EMPLOYEE entity. Each instance of EMPLOYEE could have both SKILL_CODE and
LANGUAGE_CODE. An employee can have several skills and know several languages. Two relationships
exist, one between employees and skills, and one between employees and languages. An entity is not in
fourth normal form if it represents both relationships, as the previous figure shows.
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EMPID SKILL_CODE LANGUAGE_CODE SKILL_PROFICIENCY LANGUAGE_PROFICIENCY
Figure 9. Entity in violation of the fourth normal form

Instead, you can avoid this violation by creating two entities that represent both relationships, as the
following figure shows.

————— Key— ===+
1 1

EMPID SKILL_CODE SKILL_PROFICIENCY

EMPID LANGUAGE_CODE |ANGUAGE_PROFICIENCY
Figure 10. Entities that satisfy the fourth normal form

If, however, the facts are interdependent (that is, the employee applies certain languages only to certain
skills), you should not split the entity.

You can put any data into fourth normal form. A good rule to follow when doing logical database design is
to arrange all the data in entities that are in fourth normal form. Then decide whether the result gives you
an acceptable level of performance. If the performance is not acceptable, denormalizing your design is a
good approach to improving performance.

Related concepts

Practical examples of data modeling
To better understand the key activities that are necessary for creating valid data models, investigate one
or more real-life data modeling scenarios.

Denormalization of tables
During physical design, analysts transform the entities into tables and the attributes into columns.

Logical database design with Unified Modeling Language

You can use the Unified Modeling Language (UML) to create a model of your database design.

The Object Management Group is a consortium that created the UML standard. UML modeling is based
on object-oriented programming principles. The basic difference between the entity-relationship model
and the UML model is that, instead of designing entities, you model objects. UML defines a standard set
of modeling diagrams for all stages of developing a software system. Conceptually, UML diagrams are like
the blueprints for the design of a software development project.

Some examples of UML diagrams are as follows:

Class
Identifies high-level entities, known as classes. A class describes a set of objects that have the same
attributes. A class diagram shows the relationships between classes.

Use case
Presents a high-level view of a system from the user's perspective. A use case diagram defines the
interactions between users and applications or between applications. These diagrams graphically
depict system behavior. You can work with use-case diagrams to capture system requirements, learn
how the system works, and specify system behavior.

Activity
Models the workflow of a business process, typically by defining rules for the sequence of activities
in the process. For example, an accounting company can use activity diagrams to model financial
transactions.

Interaction
Shows the required sequence of interactions between objects. Interaction diagrams can include
sequence diagrams and collaboration diagrams.
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- Sequence diagrams show object interactions in a time-based sequence that establishes the roles of
objects and helps determine class responsibilities and interfaces.

« Collaboration diagrams show associations between objects that define the sequence of messages
that implement an operation or a transaction.

Component
Shows the dependency relationships between components, such as main programs and subprograms.

Developers can graphically represent the architecture of a database and how it interacts with applications
using one of many available UML modeling tools. Similarities exist between components of the entity-
relationship model and UML diagrams. For example, the class structure corresponds closely to the entity
structure.

The logical data model provides an overall view of the captured business requirements as they pertain to
data entities. The data model diagram graphically represents the physical data model. The physical data
model applies the logical data model's captured requirements to specific DBMS languages. Physical data
models also capture the lower-level detail of a DBMS database.

Database designers can customize the data model diagram from other UML diagrams, which allows them
to work with concepts and terminology, such as columns, tables, and relationships, with which they are
already familiar. Developers can also transform a logical data model into a physical data model.

Because the data model diagram includes diagrams for modeling an entire system, it allows database
designers, application developers, and other development team members to share and track business
requirements throughout development. For example, database designers can capture information, such
as constraints, triggers, and indexes, directly on the UML diagram. Developers can also transfer between
object and data models and use basic transformation types such as many-to-many relationships.

Physical database design

After you complete the logical design of your database, you now move to the physical design. The purpose
of building a physical design of your database is to optimize performance, while ensuring data integrity by
avoiding unnecessary data redundancies.

During physical design, you transform the entities into tables, the instances into rows, and the attributes
into columns. You and your colleagues must decide on many factors that affect the physical design, such
as:

- How to translate entities into physical tables

What attributes to use for columns of the physical tables
« Which columns of the tables to define as keys
What indexes to define on the tables

What views to define on the tables

« How to denormalize the tables
« How to resolve many-to-many relationships

Physical design is the time when you abbreviate the names that you chose during logical design.

For example, you can abbreviate the column name that identifies employees, EMPLOYEE_NUMBER, to
EMPNO. The column name size has a 30- byte maximum, and the table name size has a 128-byte
maximum. For more information about the conventions and rules for database object names, see Naming
conventions (Db2 SQL) and Identifiers in SQL (Db2 SQL).

The task of building the physical design is a job that never ends. You need to continually monitor the
performance and data integrity characteristics of a database as time passes. Many factors necessitate
periodic refinements to the physical design.

Db2 lets you change many of the key attributes of your design with ALTER SQL statements. For example,

assume that you design a partitioned table so that it will store 36 months of data. Later you discover that
you need to extend that design to hold 84 months of data. You can add or rotate partitions for the current
36 months to accommodate the new design.

14 Db2 12 for z/OS: Administration Guide (Last updated: 2024-03-29)


https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_namingconventions.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_namingconventions.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sqlidentifiers.html

Denormalization of tables
During physical design, analysts transform the entities into tables and the attributes into columns.

Denormalization is a key step in the task of building a physical relational database design. It is the
intentional duplication of columns in multiple tables, and the consequence is increased data redundancy.

Consider an inventory entity that records quantities of specific parts that are stored at particular
warehouses. The warehouse address column first appears as part of a table that contains information
about parts and warehouses. To further normalize the design of the table, analysts remove the warehouse
address column from that table. Analysts also define the column as part of a table that contains
information only about warehouses.

Normalizing tables is generally the recommended approach. What if applications require information
about both parts and warehouses, including the addresses of warehouses? The premise of the
normalization rules is that SQL statements can retrieve the information by joining the two tables. The
problem is that, in some cases, performance problems can occur as a result of normalization. For
example, some user queries might view data that is in two or more related tables; the result is too

many joins. As the number of tables increases, the access costs can increase, depending on the size of
the tables, the available indexes, and so on. For example, if indexes are not available, the join of many
large tables might take too much time. You might need to denormalize your tables. Denormalization is the
intentional duplication of columns in multiple tables, and it increases data redundancy.

Example: Consider the design in which both tables have a column that contains the addresses of
warehouses. If this design makes join operations unnecessary, it could be a worthwhile redundancy.
Addresses of warehouses do not change often, and if one does change, you can use SQL to update all
instances fairly easily.

Tip: Do not automatically assume that all joins take too much time. If you join normalized tables, you

do not need to keep the same data values synchronized in multiple tables. In many cases, joins are the
most efficient access method, despite the overhead they require. For example, some applications achieve
44-way joins in subsecond response time.

When you are building your physical design, you and your colleagues need to decide whether to
denormalize the data. Specifically, you need to decide whether to combine tables or parts of tables

that are frequently accessed by joins that have high performance requirements. This is a complex
decision about which this book cannot give specific advice. To make the decision, you need to assess

the performance requirements, different methods of accessing the data, and the costs of denormalizing
the data. You need to consider the trade-off: is duplication, in several tables, of often-requested columns
less expensive than the time for performing joins?

Recommendations:

« Do not denormalize tables unless you have a good understanding of the data and the business
transactions that access the data. Consult with application developers before denormalizing tables
to improve the performance of users' queries.

« When you decide whether to denormalize a table, consider all programs that regularly access the table,
both for reading and for updating. If programs frequently update a table, denormalizing the table affects
performance of update programs because updates apply to multiple tables rather than to one table.

In the following figure, information about parts, warehouses, and warehouse addresses appears in two
tables, both in normal form.

PARTNO WRH_NO PART_QTY WAREHOUSE WRH_ADDRESS
Figure 11. Two tables that satisfy second normal form

The following figure illustrates the denormalized table.
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PARTNO WRHS_NO PART_QTY WRH_ADDRESS
Figure 12. The denormalized table

Resolving many-to-many relationships is a particularly important activity because doing so helps maintain
clarity and integrity in your physical database design. To resolve many-to-many relationships, you
introduce associative tables, which are intermediate tables that you use to tie, or associate, two tables to
each other.

Example: Employees work on many projects. Projects have many employees. In the logical database
design, you show this relationship as a many-to-many relationship between project and employee. To
resolve this relationship, you create a new associative table, EMPLOYEE_PROJECT. For each combination
of employee and project, the EMPLOYEE_PROJECT table contains a corresponding row. The primary key
for the table would consist of the employee number (EMPNO) and the project number (PROINO).

Another decision that you must make relates to the use of repeating groups.

Example: Assume that a heavily used transaction requires the number of wires that are sold by month in
a given year. Performance factors might justify changing a table so that it violates the rule of first normal
form by storing repeating groups. In this case, the repeating group would be: MONTH, WIRE. The table
would contain a row for the number of sold wires for each month (January wires, February wires, March
wires, and so on).

Recommendation: If you decide to denormalize your data, document your denormalization thoroughly.
Describe, in detail, the logic behind the denormalization and the steps that you took. Then, if your
organization ever needs to normalize the data in the future, an accurate record is available for those who
must do the work.

Related concepts
Entity normalization

After you define entities and decide on attributes for the entities, you normalize entities to avoid
redundancy.

Database design with denormalization (Introduction to Db2 for z/OS)

Views to customize what data users see
A view offers an alternative way of describing data that exists in one or more tables.

Some users might find that no single table contains all the data they need; rather, the data might be
scattered among several tables. Furthermore, one table might contain more data than users want to see,
or more than you want to authorize them to see. For those situations, you can create views.

You might want to use views for a variety of reasons:
- To limit access to certain kinds of data

You can create a view that contains only selected columns and rows from one or more tables. Users
with the appropriate authorization on the view see only the information that you specify in the view
definition.

Example: You can define a view on the EMP table to show all columns except SALARY and COMM
(commission). You can grant access to this view to people who are not managers because you probably
don't want them to have access to salary and commission information.

« To combine data from multiple tables

You can create a view that uses UNION or UNION ALL operators to logically combine smaller tables, and
then query the view as if it were one large table.

Example: Assume that three tables contain data for a period of one month. You can create a view that
is the UNION ALL of three fullselects, one for each month of the first quarter of 2004. At the end of the
third month, you can view comprehensive quarterly data.
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You can create a view any time after the underlying tables exist. The owner of a set of tables implicitly
has the authority to create a view on them. A user with administrative authority at the system or database
level can create a view for any owner on any set of tables. If they have the necessary authority, other
users can also create views on a table that they did not create.

Related concepts
Db2 views (Introduction to Db2 for z/OS)

Indexes on table columns

If you are involved in the physical design of a database, you will be working with other designers to
determine what columns you should index.

You will use process models that describe how different applications are going to be accessing the data.
This information is important when you decide on indexing strategies to ensure adequate performance.

The main purposes of an index are:

« To optimize data access
In many cases, access to data is faster with an index than without an index. If the DBMS uses an index
to find a row in a table, the scan can be faster than when the DBMS scans an entire table.

« To ensure uniqueness
A table with a unique index cannot have two rows with the same values in the column or columns that

form the index key. For example, if payroll applications use employee numbers, no two employees can
have the same employee number.

Unique indexes can include additional columns that are not part of a unique constraint. Those columns
are called INCLUDE columns. When you specify INCLUDE columns in a unique index, queries can use
the unique index for index-only access. Including these columns can eliminate the need to maintain
extra indexes that are used solely to enable index-only access.

- To enable clustering
A clustering index keeps table rows in a specified sequence to minimize page access for a set of rows.

In general, users of the table are unaware that an index is in use. Db2 decides whether to use the index to
access the table.

Related concepts

Creation of indexes (Introduction to Db2 for z/OS)

Implementing Db2 indexes

Indexes provide efficient access to table data, but can require additional processing when you modify
datain a table.

Index access (ACCESSTYPE is 'T', 'IN', 'I1', 'N', 'MX', or 'DX") (Db2 Performance)

Related tasks

Designing indexes for performance (Db2 Performance)

Hash access on tables
You can use hash access to optimize data access for certain kinds of tables.
Introductory concepts

Db2 hash spaces (deprecated) (Introduction to Db2 for z/QOS)

If you are involved in the physical design of a database, you work with other designers to determine when
to enable hash access on tables.

The main purposes of hash access is to optimize data access. If your programs regularly access a single
row in a table and the table has a unique identifier for each row, you can use hash access to directly
retrieve the data from individual rows. Hash access requires that tables have at least one column with
values that are unique to each row.
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Related concepts

Hash access (ACCESSTYPE='H', 'HN', or 'MH') (deprecated) (Db2 Performance)
Related tasks

Monitoring hash access (deprecated) (Db2 Performance)

Maintaining archive data
Suppose that you have historical data that you want to save but do not intend to reference frequently. Db2
can store and maintain that data for you in a separate table that is called an archive table.
About this task

An archive table is associated with a particular base table that is called an archive-enabled table.

Introductory concepts

Archive-enabled tables and archive tables (Introduction to Db2 for z/OS)

Procedure

To maintain archive data:
1. Create an archive table.

2. Turn archiving on and off as needed by using the SYSIBMADM.MOVE_TO_ARCHIVE built-in global
variable, as described in “Creating an archive table” on page 102.

When archiving is turned on, you cannot update the archive-enabled table.

3. For queries against the archive-enabled table, set them to include or exclude archive data as needed
by using the SYSIBMADM.GET_ARCHIVE built-in global variable, as described in Archive-enabled
tables and archive tables (Introduction to Db2 for z/OS).

Related reference
GET_ARCHIVE (Db2 SQL)
MOVE_TO_ARCHIVE (Db2 SQL)
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Chapter 2. Implementing your database design

Implementing your database design involves implementing Db2 objects, loading and managing data, and
altering your design as necessary.

Tip: GUPIYou can simplify your database implementation by letting Db2 implicitly create certain objects
for you. For example, if you omit the IN clause in a CREATE TABLE statement, Db2 creates a table space
and database for the table, and creates other required objects such as:

« The primary key enforcing index and the unique key index
« The ROWID index (if the ROWID column is defined as GENERATED BY DEFAULT)

 LOB table spaces and auxiliary tables and indexes for LOB columns* GUPI

Related concepts

Altering your database design

After using a relational database for a while, you might want to change some aspects of its design.
Related tasks

Designing databases for performance (Db2 Performance)

Compressing your data (Db2 Performance)

Related reference

CREATE TABLE (Db2 SQL)

Implementing Db2 databases

Db2 databases are a set of Db2 structures that include a collection of tables, their associated indexes,
and the table spaces in which they reside.

Use Db2 databases to collect and control data.

Related concepts
Db2 databases (Introduction to Db2 for z/OS)

Creating Db2 databases

You can create a Db2 database by defining a database at the current server.

About this task

Creating a set of objects in a specific database has the following advantages.

 You can start and stop an entire database as a unit. You can display the status of all objects in the
database by using a single command that names only the database. Therefore, place a set of related
tables into the same database. (The same database holds all indexes on those tables.)

- If you want to improve concurrency and memory use, keep the number of tables in a single database
relatively small (maximum of 20 tables). For example, with fewer tables, Db2 performs a reorganization
in a shorter length of time.

- Having separate databases allows data definitions to run concurrently and also uses less space for
control blocks.

A Db2 database name must not be the same as the name of any other Db2 database.

Procedure

To create a database, use one of the following approaches:
« Issue a CREATE DATABASE statement.
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« Issue a CREATE TABLE statement and omit the IN clause.
Db2 implicitly creates the table space and database for the table. The name of the database is
DSNxxxxx, where xxxxx is the next five-digit number from a sequence.

However, if you do not specify the IN clause in a CREATE TABLESACE statement, the table space is
created in database DSNDBO4.

Example
GUPI" The following example CREATE DATABASE statement creates a database named MYDB:

CREATE DATABASE MYDB
STOGROUP MYSTOGRP
BUFFERPOOL BP8K4
INDEXBP BP4;

The STOGROUP, BUFFERPOOL, and INDEXBP clauses that this example shows establish default values.
You can override these values on the definitions of the table space or index space. “GUPI

Related concepts

Db2 databases (Introduction to Db2 for z/OS)
Related tasks

Dropping Db2 databases

You can drop a Db2 database by removing the database at the current server. When you drop a database,
all of its table spaces, tables, index spaces, and indexes are dropped, too.

Related reference
CREATE DATABASE (Db2 SQL)

Dropping Db2 databases

You can drop a Db2 database by removing the database at the current server. When you drop a database,
all of its table spaces, tables, index spaces, and indexes are dropped, too.

Procedure
Issue the DROP DATABASE statement.

Related concepts
Db2 databases (Introduction to Db2 for z/OS)
Related tasks

Creating Db2 databases
You can create a Db2 database by defining a database at the current server.

Related reference
DROP (Db2 SQL)

Implementing Db2 storage groups

A storage group is a set of storage objects on which Db2 for z/OS data can be stored. Db2 uses storage
groups to allocate storage for table spaces and indexes, and to define, extend, alter, and delete VSAM
data sets.

You have the following options for creating storage groups and managing Db2 data sets:

 You can let Db2 manage the data sets. This option means less work for Db2 database administrators.

 You can let SMS manage some or all of the data sets, either when you use Db2 storage groups or
when you use data sets that you have defined yourself. This option offers a reduced workload for
Db2 database administrators and storage administrators. For more information, see “Enabling SMS to
control Db2 storage groups” on page 23.
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 You can define and manage your own data sets using VSAM Access Method Services. This option gives
you the most control over the physical storage of tables and indexes.
Related tasks

Altering Db2 storage groups
To change the description of a storage group at the current server, use the ALTER STOGROUP statement.

Advantages of storage groups
Allowing Db2 to manage your data sets by using Db2 storage groups offers several advantages.

The following list describes some of the things that Db2 does for you in managing your auxiliary storage
requirements:

- When a table space is created, Db2 defines the necessary VSAM data sets using VSAM Access Method
Services. After the data sets are created, you can process them with access method service commands
that support VSAM control-interval (CI) processing (for example, IMPORT and EXPORT).

Exception: You can defer the allocation of data sets for table spaces and index spaces by specifying the
DEFINE NO clause on the associated statement (CREATE TABLESPACE and CREATE INDEX), which also
must specify the USING STOGROUP clause.

When a table space is dropped, Db2 automatically deletes the associated data sets.

« When a data set in a segmented or simple table space reaches its maximum size of 2 GB, Db2 might
automatically create a new data set. The primary data set allocation is obtained for each new data set.

« When needed, Db2 can extend individual data sets.

« When you create or reorganize a table space that has associated data sets, Db2 deletes and
then redefines them, reclaiming fragmented space. However, when you run REORG with the REUSE
option and SHRLEVEL NONE, REORG resets and reuses Db2-managed data sets without deleting and
redefining them. If the size of your table space is not changing, using the REUSE parameter could be
more efficient.

Exception: When reorganizing a LOB table space with the SHRLEVEL NONE option, Db2 does not delete
and redefine the first data set that was allocated for the table space. If the REORG results in empty data
sets beyond the first data set, Db2 deletes those empty data sets.

« When you want to move data sets to a new volume, you can alter the volumes list in your storage group.
Db2 automatically relocates your data sets during the utility operations that build or rebuild a data set
(LOAD REPLACE, REORG, REBUILD, and RECOVER).

Restriction: If you use the REUSE option, Db2 does not delete and redefine the data sets and therefore
does not move them.

For a LOB table space, you can alter the volumes list in your storage group, and Db2 automatically
relocates your data sets during the utility operations that build or rebuild a data set (LOAD REPLACE and
RECOVER).

To move user-defined data sets, you must delete and redefine the data sets in another location.

Related tasks

Defining your own user-managed data sets

You can use Dbh2 storage groups to let Db2 manage the VSAM data sets. However, you can also define
your own user-managed data sets. With user-managed data sets, Db2 checks whether you have defined
your data sets correctly.

Related information
Managing Db2 data sets with DFSMShsm
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You can use the Hierarchical Storage Management functional component (DFSMShsm) of DFSMS to
manage space and data availability among the storage devices in your system.

Control interval sizing

A control interval is an area on disk where VSAM stores records and creates distributed free space. A
control interval is a unit of information that VSAM transfers between virtual and auxiliary storage.

Db2 page sets are defined as VSAM linear data sets. Db2 can define data sets with variable VSAM control
intervals. One of the biggest benefits of variable VSAM control intervals is an improvement in query
processing performance.

The VARY DS CONTROL INTERVAL parameter on installation panel DSNTIP7 allows you to control
whether Db2-managed data sets have variable VSAM control intervals:

« Avalue of YES indicates that a Db2-managed data set is created with a VSAM control interval that
corresponds to the size of the buffer pool that is used for the table space. This is the default value.

- Avalue of NO indicates that a Db2-managed data set is created with a fixed VSAM control interval of 4
KB, regardless of the size of the buffer pool that is used for the table space.

The following table shows the default and compatible control interval sizes for each table space page size.
For example, a table space with pages that are 16 KB in size can have a VSAM control interval of 4 KB or
16 KB. Control interval sizing has no impact on indexes. Index pages are always 4 KB in size.

Table 1. Default and compatible control interval sizes

Compatible control interval

Table space page size Default control interval size sizes

4 KB 4 KB 4 KB

8 KB 8 KB 4 KB, 8 KB
16 KB 16 KB 4 KB, 16 KB
32 KB 32 KB 4 KB, 32 KB

Creating Db2 storage groups

You can create Db2 storage groups by using the CREATE STOGROUP statement. Db2 storage groups are a
set of volumes on disks that hold the data sets in which tables and indexes are stored.

Procedure

GUPI ‘To create a Db2 storage group:
1. Issue the SQL statement CREATE STOGROUP.
2. Specify the storage group name.

Db2 storage group names are unqualified identifiers of up to 128 characters. A Db2 storage group
name cannot be the same as any other storage group name in the Db2 catalog.” GUPI

Results

After you define a storage group, Db2 stores information about it in the Db2 catalog. (This catalog is not
the same as the integrated catalog facility catalog that describes Db2 VSAM data sets). The catalog table
SYSIBM.SYSSTOGROUP has a row for each storage group, and SYSIBM.SYSVOLUMES has a row for each
volume. With the proper authorization, you can retrieve the catalog information about Db2 storage groups
by using SQL statements.

Related reference
CREATE STOGROUP (Db2 SQL)
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Enabling SMS to control Db2 storage groups

Managing data sets with the Storage Management Subsystem (SMS) family of products can reduce
workload for database administrators and storage administrators.

Procedure

To enable SMS to control Db2 storage groups:
1. Issue a CREATE STOGROUP SQL statement to define a Db2 storage group.
You can specify SMS classes when you create a storage group.
2. Indicate how you want SMS to control the allocation of volumes in one of the following ways:

« Specify an asterisk (*) for the VOLUMES attribute.
« Specify the DATACLAS, MGMTCLAS, or STORCLAS keywords.

What to do next

If you use Db2 to allocate data to specific volumes, you must assign an SMS storage class with
guaranteed space, and you must manage free space for each volume to prevent failures during the initial
allocation and extension. Using guaranteed space reduces the benefits of SMS allocation, requires more
time for space management, and can result in more space shortages. You should only use guaranteed
space when space needs are relatively small and do not change.

Related tasks

Migrating to DFSMShsm
If you decide to use DFSMShsm for your Db2 data sets, you should develop a migration plan with your
system administrator.

Related reference
CREATE STOGROUP (Db2 SQL)

Deferring allocation of Db2-managed data sets

When you execute a CREATE TABLESPACE statement with the USING STOGROUP clause, Db2 generally
defines the necessary VSAM data sets for the table space. However, you might want to define a table
space without immediately allocating the associated data sets.

About this task

For example, you might be installing a software program that requires that many table spaces be created,
but your company might not need to use some of those table spaces. You might prefer not to allocate data
sets for the table spaces that you will not be using.

The deferral of allocating data sets is recommended when:

« Performance of the CREATE TABLESPACE statement is important
« Disk resource is constrained

Procedure
Issue a CREATE TABLESPACE statement with the DEFINE NO clause.

The DEFINE NO clause is allowed on some Db2 objects, such as explicitly created LOB table spaces,
auxiliary indexes, and XML indexes. Additionally, the IMPDSDEF subsystem parameter specifies whether
Db2 defines the underlying data set for implicitly created table spaces and index spaces. When you
specify this subsystem parameter as NO, the data set is not defined when the table space or index space
is implicitly created.
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Restriction: The DEFINE NO clause is not allowed for table spaces in a work file database, or for
user-defined data sets. (In the case of user-defined data sets, the table space is created with the USING
VCAT clause of the CREATE TABLESPACE statement).

Do not use the DEFINE NO clause on a table space if you plan to use a tool outside of Db2 to propagate
data into a data set in the table space. When you use DEFINE NO, the Db2 catalog indicates that the data
sets have not yet been allocated for that table space. Then, if data is propagated from a tool outside of
Db2 into a data set in the table space, the Db2 catalog information does not reflect the fact that the data
set has been allocated. The resulting inconsistency causes Db2 to deny application programs access to
the data until the inconsistency is resolved.

Results

The table space is created, but Db2 does not allocate (that is, define) the associated data sets until a

row is inserted or loaded into a table in that table space. The Db2 catalog table SYSIBM.SYSTABLEPART

contains a record of the created table space and an indication that the data sets are not yet allocated.
GUPI

How Db2 extends data sets

When a data set is created, Db2 allocates a primary allocation space on a volume that has available
space and that is specified in the Db2 storage group. Any extension to a data set always gets a secondary
allocation space.

If new extensions reach the end of the volume, Db2 accesses all candidate volumes from the Db2 storage
group and issues the Access Method Services command ALTER ADDVOLUMES to add these volumes to
the integrated catalog facility (ICF) catalog as candidate volumes for the data set. Db2 then makes a
request to allocate a secondary extent on any one of the candidate volumes that has space available.
After the allocation is successful, Db2 issues the command ALTER REMOVEVOLUMES to remove all
candidate volumes from the ICF catalog for the data set.

Db2 extends data sets when either of the following conditions occurs:

- The requested space exceeds the remaining space in the data set.
« 10% of the secondary allocation space (but not over 10 allocation units, based on either tracks or
cylinders) exceeds the remaining space.

If Db2 fails to extend a data set with a secondary allocation space because of insufficient available space
on any single candidate volume of a Db2 storage group, Db2 tries again to extend with the requested
space if the requested space is smaller than the secondary allocation space. Typically, Db2 requests only
one additional page. In this case, a small amount of two units (tracks or cylinders, as determined by
DFSMS based on the SECQTY value) is allocated. To monitor data set extension activity, use IFCID 258 in
statistics class 3.

Nonpartitioned spaces

For a nonpartitioned table space or a nonpartitioned index space, Db2 defines the first piece of the page
set starting with a primary allocation space, and extends that piece by using secondary allocation spaces.
When the end of the first piece is reached, Db2 defines a new piece (which is a new data set) and extends
that new piece starting with a primary allocation space.

Exception: When a table space requires a new piece, the primary allocation quantity of the new piece is
determined as follows:

The primary quantity is the maximum of the following values:

« The quantity that is calculated through sliding scale methodology
« The primary quantity from rule 1
» The specified SECQTY value
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Partitioned spaces

For a partitioned table space or a partitioned index space, each partition is a data set. Therefore, Db2
defines each partition with the primary allocation space and extends each partition's data set by using a
secondary allocation space, as needed.

Extension failures

If a data set uses all possible extents, Db2 cannot extend that data set. For a partitioned page set, the
extension fails only for the particular partition that Db2 is trying to extend. For nonpartitioned page sets,
Db2 cannot extend to a new data set piece, which means that the extension for the entire page set fails.

To avoid extension failures, allow Db2 to use the default value for primary space allocation and to use a
sliding scale algorithm for secondary extent allocations.

Db2 might not be able to extend a data set if the data set is in an SMS data class that constrains

the number of extents to less than the number that is required to reach full size. To prevent extension
failures, make sure that the SMS data class setting for the number of allowed extents is large enough to
accommodate 128 GB and 256 GB data sets.

Related concepts

Primary space allocation
Db2 uses default values for primary space allocation of Db2-managed data sets.

Secondary space allocation
Db2 can calculate the amount of space to allocate to secondary extents by using a sliding scale algorithm.

Related tasks
Avoiding excessively small extents (Db2 Performance)

Db2 space allocation

Primary and secondary space allocation sizes are the main factors that affect the amount of disk space
that Db2 uses.

In general, the primary space allocation must be large enough to handle the storage needs that you
anticipate. The secondary space allocation must be large enough for your applications to continue
operating until the data set is reorganized.

If the secondary space allocation is too small, the data set might have to be extended more times to
satisfy those activities that need a large space.

Primary space allocation

Db2 uses default values for primary space allocation of Db2-managed data sets.
The default values are:

« 1 cylinder (720 KB) for non-LOB table spaces

» 10 cylinders for LOB table spaces

« 1 cylinder for indexes

To indicate that you want Db2 to use the default values for primary space allocation of table spaces and
indexes, specify a value of 0 for the following parameters on installation panel DSNTIP7, as shown in the
following table.

Table 2. DSNTIP7 parameter values for managing space allocations

Installation panel DSNTIP7 parameter Recommended value
TABLE SPACE ALLOCATION 0
INDEX SPACE ALLOCATION 0
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Thereafter:

« On CREATE TABLESPACE and CREATE INDEX statements, do not specify a value for the PRIQTY option.
« On ALTER TABLESPACE and ALTER INDEX statements, specify a value of -1 for the PRIQTY option.

Primary space allocation quantities do not exceed DSSIZE or PIECESIZE clause values.

For those situations in which the default primary quantity value is not large enough, you can specify a
larger value for the PRIQTY option when creating or altering table spaces and indexes. Db2 always uses a
PRIQTY value if one is explicitly specified.

If you want to prevent Db2 from using the default value for primary space allocation of table spaces
and indexes, specify a non-zero value for the TABLE SPACE ALLOCATION and INDEX SPACE ALLOCATION
parameters on installation panel DSNTIP7.

Related reference
DSNTIP7: SQL OBJECT DEFAULTS PANEL 1 (Db2 Installation and Migration)

Secondary space allocation
Db2 can calculate the amount of space to allocate to secondary extents by using a sliding scale algorithm.

The first 127 extents are allocated in increasing size, and the remaining extents are allocated based on
the initial size of the data set:

« For 32 GB, 64 GB, 128 GB, and 256 GB data sets, each extent is allocated with a size of 559 cylinders.

 For data sets that range in size from less than 1 GB to 16 GB, each extent is allocated with a size of 127
cylinders.

This approach has several advantages:

- It minimizes the potential for wasted space by increasing the size of secondary extents slowly at first.
- It prevents very large allocations for the remaining extents, which would likely cause fragmentation.

It does not require users to specify SECQTY values when creating and altering table spaces and index
spaces.

It is theoretically possible to reach maximum data set size without running out of secondary extents.

In the case of severe DASD fragmentation, it can take up to 5 extents to satisfy a logical extent request. In
this situation, the data set does not reach the theoretical data set size.

You can modify the Extent Constraint Removal option. By setting the Extent Constraint
Removal option to YES in the SMS data class, the maximum number of extents can be up to 7257.
However, the limits of 123 extents per volume and a maximum volume count of 59 per data set remain
valid. For more information, see Using VSAM extents (DFSMS Using Data Sets).

Maximum allocation is shown in the following table. This table assumes that the initial extent that is
allocated is one cylinder in size.

Table 3. Maximum allocation of secondary extents

Maximum allocation, in Extents required to reach full

Maximum data set size, in GB cylinders size
1 127 54

2 127 75

4 127 107
8 127 154
16 127 246
32 559 172
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Table 3. Maximum allocation of secondary extents (continued)

Maximum allocation, in Extents required to reach full
Maximum data set size, in GB cylinders size
64 559 255
128 1785 145
256 1785 254

GUPI Dh2 uses a sliding scale for secondary extent allocations of table spaces and indexes when:

 You do not specify a value for the SECQTY option of a CREATE TABLESPACE or CREATE INDEX
statement

« You specify a value of -1 for the SECQTY option of an ALTER TABLESPACE or ALTER INDEX statement.

Otherwise, Db2 always uses a SECQTY value for secondary extent allocations, if one is explicitly
specified.  GUPI

Exception: For those situations in which the calculated secondary quantity value is not large enough,
you can specify a larger value for the SECQTY option when creating or altering table spaces and indexes.
However, if you specify a value for the SECQTY option, Db2 uses the value of the SECQTY option to
allocate a secondary extent only if the value of the option is larger than the value that is derived from the
sliding scale algorithm. The calculation that Db2 uses to make this determination is:

Actual secondary extent size = max ( min ( ss_extent, MaxAlloc ), SECQTY )

In this calculation, ss_extent represents the value that is derived from the sliding scale algorithm, and
MaxAlloc is the maximum allocation in cylinders, which depends on the maximum potential data set size,
as described in Table 3 on page 26. This approach allows you to reach the maximum page set size faster.
Otherwise, Db2 uses the value that is derived from the sliding scale algorithm.

If you do not provide a value for the secondary space allocation quantity, Db2 uses the following
calculation to determine a secondary space allocation value.

Actual secondary extent size = max (ss_extent, min ( 0.1 x PRIQTY, MaxAlloc))

That is, Db2 uses the following process to determine the secondary space allocation quantity:
1. Db2 first determines the lessor the following two values:

« 10% of the primary space allocation (PRIQTY) value.

« The maximum allocation in cylinders (MaxAlloc), as described in Table 3 on page 26.

2. Db2 then compares the result of the preceding step to the value determined by the sliding scale
algorithm (ss_extent) and uses the greater of these two values for the actual secondary space
allocation quantity.

Secondary space allocation quantities do not exceed DSSIZE or PIECESIZE clause values.

If you do not want Db2 to extend a data set, you can specify a value of O for the SECQTY option. Specifying
0 is a useful way to prevent DSNDBO7 work files from growing out of proportion.

Related concepts
How Db2 extends data sets
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When a data set is created, Db2 allocates a primary allocation space on a volume that has available
space and that is specified in the Db2 storage group. Any extension to a data set always gets a secondary
allocation space.

Example of primary and secondary space allocation

Primary and secondary space allocation quantities are affected by a CREATE statement and two
subsequent ALTER statements.

This example assumes a maximum data set size of less than 32 GB, and the following parameter values
on installation panel DSNTIP7:

» TABLE SPACE ALLOCATION =0
« INDEX SPACE ALLOCATION =0

Table 4. Example of specified and actual space allocations

Specified Actual primary Specified Actual secondary
Action PRIQTY quantity allocated SECQTY quantity allocated
CREATE TABLESPACE 100 KB 100 KB 1000 KB 2 cylinders
ALTER TABLESPACE -1 1 cylinder 2000 KB 3 cylinders
ALTER TABLESPACE 1 cylinder -1 1 cylinder

Partition-by-range table spaces with relative page numbering

Partition-by-range (PBR) table spaces with relative page numbering allow larger partition sizes than
partition-by-range table spaces with absolute page numbering.

Partition-by-range table spaces with relative page numbering allow the following improvements in space
allocation:

« Data partition sizes can be up to 1 TB.

« Greater flexibility in growing your partitions. With partition-by-range table spaces with relative page
numbering, you can grow partitions by any number of gigabytes. With absolute page numbering,
partition growth is restricted to gigabytes in powers of 2.

« DSSIZE can be increased for individual partitions as an immediate ALTER, without requiring a REORG.

The page numbering used for a PBR table space is controlled by the PAGENUM clause of the CREATE
TABLE SPACE and ALTER TABLE statements. The PAGESET_PAGENUM subsystem parameter value
specifies the default value for the PAGENUM clause. The default for PAGESET_PAGENUM is ABSOLUTE.

Related concepts

Increased partition sizes and simplified partition management for partition-by-range table spaces with
relative page numbering (Db2 for z/OS What's New?)

Related reference

PAGE SET PAGE NUMBERING field (PAGESET_PAGENUM subsystem parameter) (Db2 Installation and
Migration)

CREATE TABLESPACE (Db2 SQL)

ALTER TABLESPACE (Db2 SQL)

Managing Db2 data sets with DFSMShsm

You can use the Hierarchical Storage Management functional component (DFSMShsm) of DFSMS to
manage space and data availability among the storage devices in your system.

You can also use DFSMShsm to move data sets that have not been recently used to slower, less expensive
storage devices. Moving the data sets helps to ensure that disk space is managed efficiently.
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Related concepts

Advantages of storage groups
Allowing Db2 to manage your data sets by using Db2 storage groups offers several advantages.

Related tasks

Defining your own user-managed data sets

You can use Db2 storage groups to let Db2 manage the VSAM data sets. However, you can also define
your own user-managed data sets. With user-managed data sets, Db2 checks whether you have defined
your data sets correctly.

Migrating to DFSMShsm

If you decide to use DFSMShsm for your Db2 data sets, you should develop a migration plan with your
system administrator.

About this task

With user-managed data sets, you can specify DFSMS classes on the Access Method Services DEFINE
command. With Db2 storage groups, you can specify SMS classes in the CREATE STOGROUP statement,
develop automatic class selection routines, or both.

Restriction: If you use the BACKUP SYSTEM utility to create system-level backups, do not use DFSMShsm
to migrate Db2 table spaces and indexes. You can use DFSMShsm to migrate or recall archive log data
sets.

Procedure

To enable DFSMS to manage your Db2 storage groups:

1. Issue either a CREATE STOGROUP or ALTER STOGROUP SQL statement.

2. Specify one or more asterisks as volume-ID in the VOLUMES option, and optionally, specify the SMS
class options.

The following example causes all database data set allocations and definitions to use nonspecific
selection through DFSMS filtering services.

GUPI

CREATE STOGROUP G202

VOLUMES ('%')

VCAT vcat name

DATACLAS dataclass name
MGMTCLAS management class name
STORCLAS storage class name;

GUPI

3. Define the SMS classes for your table space data sets and index data sets.

4. Code the SMS automatic class selection (ACS) routines to assign indexes to one SMS storage class and
to assign table spaces to a different SMS storage class.

Example
GUPI The following example shows how to create a storage group in a SMS managed subsystem:

CREATE STOGROUP SGOS0101
VCAT REGSMS
DATACLAS REGSMSDC
MGMTCLAS REGSMSMC
STORCLAS REGSMSSC;

GUPI
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Related concepts

How archive logs are recalled by DFSMShsm

DFSMShsm can automatically migrate and recall archive log data sets and image copy data sets. If Db2
needs an archive log data set or an image copy data set that DFSMShsm has migrated, a recall begins
automatically and Db2 waits for the recall to complete before continuing.

The RECOVER utility and the DFSMSdss RESTORE command
The RECOVER utility can run the DFSMSdss RESTORE command, which generally uses extensions that are
larger than the primary and secondary space allocation values of a data set.

Considerations for using the BACKUP SYSTEM utility and DFSMShsm

If you plan to use the BACKUP SYSTEM utility to take volume-level copies of data and logs, all of the Db2
data sets must reside on volumes that are managed by DFSMSsms. You can take volume-level copies of
the data and logs of a data sharing group or a non-data-sharing Db2 subsystem.

Incremental system-level backups

You can use the BACKUP SYSTEM utility to take incremental FlashCopy backups of the data of a non-data
sharing Db2 subsystem or a Db2 data sharing group. All of the Db2 data sets must reside on volumes that
are managed by DFSMSsms.

Related tasks

Letting SMS manage your Db2 storage groups
Using the SMS product Data Facility Storage Management Subsystem (DFSMS) to manage your data sets
can result in a reduced workload for Db2 database and storage administrators.

Enabling SMS to control Db2 storage groups
Managing data sets with the Storage Management Subsystem (SMS) family of products can reduce
workload for database administrators and storage administrators.

How archive logs are recalled by DFSMShsm

DFSMShsm can automatically migrate and recall archive log data sets and image copy data sets. If Db2
needs an archive log data set or an image copy data set that DFSMShsm has migrated, a recall begins
automatically and Db2 waits for the recall to complete before continuing.

For processes that read more than one archive log data set, such as the RECOVER utility, Db2 anticipates
a DFSMShsm recall of migrated archive log data sets. When a Db2 process finishes reading one data set, it
can continue with the next data set without delay, because the data set might already have been recalled
by DFSMShsm.

If you accept the default value YES for the RECALL DATABASE parameter on the Operator Functions panel
(DSNTIPO), Db2 also recalls migrated table spaces and index spaces. At data set open time, Db2 waits for
DFSMShsm to perform the recall. You can specify the amount of time Db2 waits while the recall is being
performed with the RECALL DELAY parameter, which is also on panel DSNTIPO. If RECALL DELAY is set to
zero, Db2 does not wait, and the recall is performed asynchronously.

You can use System Managed Storage (SMS) to archive Db2 subsystem data sets, including the

Db2 catalog, Db2 directory, active logs, and work file databases (DSNDBO7 in a non-data-sharing
environment). However, before starting Db2, you should recall these data sets by using DFSMShsm.
Alternatively, you can avoid migrating these data sets by assigning them to a management class that
prevents migration.

If a volume has a STOGROUP specified, you must recall that volume only to volumes of the same device
type as others in the STOGROUP.

In addition, you must coordinate the DFSMShsm automatic purge period, the Db2 log retention period,
and MODIFY utility usage. Otherwise, the image copies or logs that you might need during a recovery
could already have been deleted.

Related concepts
The RECOVER utility and the DFSMSdss RESTORE command
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The RECOVER utility can run the DFSMSdss RESTORE command, which generally uses extensions that are
larger than the primary and secondary space allocation values of a data set.

Considerations for using the BACKUP SYSTEM utility and DFSMShsm

If you plan to use the BACKUP SYSTEM utility to take volume-level copies of data and logs, all of the Db2
data sets must reside on volumes that are managed by DFSMSsms. You can take volume-level copies of
the data and logs of a data sharing group or a non-data-sharing Db2 subsystem.

Incremental system-level backups

You can use the BACKUP SYSTEM utility to take incremental FlashCopy backups of the data of a non-data
sharing Db2 subsystem or a Db2 data sharing group. All of the Db2 data sets must reside on volumes that
are managed by DFSMSsms.

Related tasks

Migrating to DFSMShsm
If you decide to use DFSMShsm for your Db2 data sets, you should develop a migration plan with your
system administrator.

The RECOVER utility and the DFSMSdss RESTORE command

The RECOVER utility can run the DFSMSdss RESTORE command, which generally uses extensions that are
larger than the primary and secondary space allocation values of a data set.

The RECOVER utility runs this command if the point of recovery is defined by an image copy that was
taken by using the CONCURRENT option of the COPY utility.

When the RECOVER utility chooses a system-level backup for object-level recovery, DFSMShsm is used to
restore the data sets from the system-level backup.

The DFSMSdss RESTORE command extends a data set differently than Db2, so after this command runs,
you must alter the page set to contain extents that are defined by Db2.

Related concepts

How archive logs are recalled by DFSMShsm

DFSMShsm can automatically migrate and recall archive log data sets and image copy data sets. If Db2
needs an archive log data set or an image copy data set that DFSMShsm has migrated, a recall begins
automatically and Db2 waits for the recall to complete before continuing.

Considerations for using the BACKUP SYSTEM utility and DFSMShsm

If you plan to use the BACKUP SYSTEM utility to take volume-level copies of data and logs, all of the Db2
data sets must reside on volumes that are managed by DFSMSsms. You can take volume-level copies of
the data and logs of a data sharing group or a non-data-sharing Db2 subsystem.

Incremental system-level backups

You can use the BACKUP SYSTEM utility to take incremental FlashCopy backups of the data of a non-data
sharing Db2 subsystem or a Db2 data sharing group. All of the Db2 data sets must reside on volumes that
are managed by DFSMSsms.

Related tasks

Migrating to DFSMShsm
If you decide to use DFSMShsm for your Db2 data sets, you should develop a migration plan with your
system administrator.

Altering a page set to contain Db2-defined extents
After you use the RECOVER utility to run the DFSMSdss RESTORE command, you must alter the page set
to contain extents that are defined by Db2.

Related reference
RECOVER (Db2 Utilities)
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Considerations for using the BACKUP SYSTEM utility and DFSMShsm

If you plan to use the BACKUP SYSTEM utility to take volume-level copies of data and logs, all of the Db2
data sets must reside on volumes that are managed by DFSMSsms. You can take volume-level copies of
the data and logs of a data sharing group or a non-data-sharing Db2 subsystem.

Restriction: If you use the BACKUP SYSTEM utility to create system-level backups, do not use DFSMShsm
to migrate Db2 table spaces and indexes.

The BACKUP SYSTEM utility uses copy pools. A copy pool is a named set of storage groups that can
be backed up and restored as a unit; DFSMShsm processes the storage groups collectively for fast
replication. Each Db2 subsystem has up to two copy pools, one for databases and one for logs.

Copy pools are also referred to as source storage groups. Each source storage group contains the name
of an associated copy pool backup storage group, which contains eligible volumes for the backups. The
storage administrator must define both the source and target storage groups. Use the following Db2
naming convention for a copy pool:

DSN$locn-name$cp-type

The variables that are used in this naming convention are described in the following table.

Table 5. Naming convention variables for a copy pool

Variable Meaning

DSN The unique Db2 product identifier

$ A delimiter. You must use the dollar sign ($) character.
locn-name The Db2 location name

cp-type The copy pool type. Use DB for database and LG for log.

The Db2 BACKUP SYSTEM and RESTORE SYSTEM utilities invoke DFSMShsm to back up and restore the
copy pools. DFSMShsm interacts with DFSMSsms to determine the volumes that belong to a given copy
pool so that the volume-level backup and restore functions can be invoked.

Tip: The BACKUP SYSTEM utility can dump the copy pools to tape automatically if you specify the options
that enable that function.

Related concepts

How archive logs are recalled by DFSMShsm

DFSMShsm can automatically migrate and recall archive log data sets and image copy data sets. If Db2
needs an archive log data set or an image copy data set that DFSMShsm has migrated, a recall begins
automatically and Db2 waits for the recall to complete before continuing.

The RECOVER utility and the DFSMSdss RESTORE command
The RECOVER utility can run the DFSMSdss RESTORE command, which generally uses extensions that are
larger than the primary and secondary space allocation values of a data set.

Incremental system-level backups

You can use the BACKUP SYSTEM utility to take incremental FlashCopy backups of the data of a non-data
sharing Db2 subsystem or a Db2 data sharing group. All of the Db2 data sets must reside on volumes that
are managed by DFSMSsms.

Related tasks

Migrating to DFSMShsm
If you decide to use DFSMShsm for your Db2 data sets, you should develop a migration plan with your
system administrator.

Managing DFSMShsm default settings when using the BACKUP SYSTEM, RESTORE SYSTEM, and RECOVER
utilities
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In some data mirroring situations, you might need to set or override the DFSMShsm default settings for
the BACKUP SYSTEM, RESTORE SYSTEM, and RECOVER utilities.

Related reference

BACKUP SYSTEM (Db2 Utilities)

RESTORE SYSTEM (Db2 Utilities)

Incremental system-level backups

You can use the BACKUP SYSTEM utility to take incremental FlashCopy backups of the data of a non-data
sharing Db2 subsystem or a Db2 data sharing group. All of the Db2 data sets must reside on volumes that
are managed by DFSMSsms.

An incremental FlashCopy relationship is established for each source volume in the copy pool with
corresponding target volumes. Multiple incremental FlashCopy backup versions are supported.

The following BACKUP SYSTEM utility keywords support this feature:

ESTABLISH FCINCREMENTAL
Specifies that a persistent incremental FlashCopy relationship is to be established, if none exists for
source copy volumes in the database copy pool. Use this keyword once to establish the persistent
incremental FlashCopy relationships. Subsequent invocations of BACKUP SYSTEM (without this
keyword) will automatically process the persistent incremental FlashCopy relationship.

END FCINCREMENTAL
Specifies that a last incremental FlashCopy backup be taken and for the persistent incremental
FlashCopy relationship to be withdrawn for all of the volumes in the database copy pool. Use this
keyword only if you do not need additional incremental FlashCopy backups of the database copy pool.

The first time that you use the ESTABLISH FCINCREMENTAL keyword in an invocation of the BACKUP
SYSTEM utility the persistent incremental FlashCopy relationship is established. The incremental
FlashCopy relationship exists until you withdraw it by specifying the END FCINCREMENTAL keyword in the
utility control statement.

For the first invocation of BACKUP SYSTEM that specifies the ESTABLISH FCINCREMENTAL keyword, all
of the tracks of each source volume are copied to their corresponding target volumes. For subsequent
BACKUP SYSTEM requests, only the changed tracks are copied to the target volumes.

If you keep more than one DASD FlashCopy version of the database copy pool, you need to create
full-copy backups for versions other than the incremental version.

For example, you decide to keep two DASD FlashCopy versions of your database copy pool. You invoke
the BACKUP SYSTEM utility with the ESTABLISH FCINCREMENTAL keyword. A full-copy of each volume is
created, because the incremental FlashCopy relationship is established for the first time. You invoke the
BACKUP SYSTEM utility the next day. This request creates the second version of the backup. This version
is a full-copy backup, because the incremental FlashCopy relationship is established with the target
volumes in the first version. The following day you run the BACKUP SYSTEM utility again, but without the
ESTABLISH FCINCREMENTAL keyword. The incremental version is the oldest version, so the incremental
version is used for the FlashCopy backup. This time only the tracks that have changed are copied. The
result is a complete copy of the source volume.

DFSMShsm supports multiple versions of FlashCopy backups for a copy pool.

Related concepts

How archive logs are recalled by DFSMShsm

DFSMShsm can automatically migrate and recall archive log data sets and image copy data sets. If Db2
needs an archive log data set or an image copy data set that DFSMShsm has migrated, a recall begins
automatically and Db2 waits for the recall to complete before continuing.

The RECOVER utility and the DFSMSdss RESTORE command
The RECOVER utility can run the DFSMSdss RESTORE command, which generally uses extensions that are
larger than the primary and secondary space allocation values of a data set.

Considerations for using the BACKUP SYSTEM utility and DFSMShsm
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If you plan to use the BACKUP SYSTEM utility to take volume-level copies of data and logs, all of the Db2
data sets must reside on volumes that are managed by DFSMSsms. You can take volume-level copies of
the data and logs of a data sharing group or a non-data-sharing Db2 subsystem.

Related tasks

Migrating to DFSMShsm
If you decide to use DFSMShsm for your Db2 data sets, you should develop a migration plan with your
system administrator.

Related reference
BACKUP SYSTEM (Db2 Utilities)

Defining your own user-managed data sets

You can use Db2 storage groups to let Db2 manage the VSAM data sets. However, you can also define
your own user-managed data sets. With user-managed data sets, Db2 checks whether you have defined
your data sets correctly.

About this task

You can let Db2 manage the data sets for your database objects, and Db2 always manages the data sets
for partition-by-growth table spaces. However, you might choose to define your own user-managed VSAM
data sets for several reasons, including:

« You have a large nonpartitioned table space on several data sets. If you manage your own data sets, you
can better control the placement of individual data sets on the volumes (although you can keep a similar
type of control by using single-volume Db2 storage groups).

« You want to prevent deleting a data set within a specified time period, by using the TO and FOR options
of the Access Method Services DEFINE and ALTER commands. You can create and manage the data
set yourself, or you can create the data set with Db2 and use the ALTER command of Access Method
Services to change the TO and FOR options.

= You are concerned about recovering dropped table spaces. Your own data set is not automatically
deleted when a table space is dropped, making it easier to reclaim the data.

Tip: As table spaces and index spaces expand, you might need to provide additional data sets. To take
advantage of parallel I/O streams when doing certain read-only queries, consider spreading large table
spaces over different disk volumes that are attached on separate channel paths.

If you define your own user-managed data sets, you must define a data set for each of the following
items:

« Table space partition

LOB table space

Segmented (non-UTS) or simple table space (deprecated)

Index partition
Non-partitioned index (NPI)

You must define the data sets before you can issue the CREATE TABLESPACE, CREATE INDEX, or ALTER
TABLE ADD PARTITION statements.

When you drop indexes or table spaces that you defined user-managed data sets for, you must also
delete the data sets unless you want to reuse them. To reuse a data set, first commit, and then create
a new table space or index with the same name. When Db2 uses the new object, it overwrites the old
information with new information, which destroys the old data.

Procedure

To define your own user-managed VSAM data sets, complete the following steps:
1. Issue a DEFINE CLUSTER statement to create the data set an specify the following attributes:
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a) Specify a name for each data set in a format that complies with the following naming convention.

catname .DSNDBx . dbname . psname . yoo001. znnn

catalog-name
The catalog name or alias.

The data sets are VSAM linear data sets cataloged in the integrated catalog facility catalog
that catalog-name identifies. For more information about catalog-name values, see Naming
conventions (Db2 SOL).

Use the same name or alias here as in the USING VCAT clause of the CREATE TABLESPACE and
CREATE INDEX statements.

x
C (for VSAM clusters) or D (for VSAM data components).

dbname
Db2 database name. If the data set is for a table space, dbname must be the name given in the
CREATE TABLESPACE statement. If the data set is for an index, dbname must be the name of
the database containing the base table. If you are using the default database, dbname must be
DSNDBOA4.

psname
Table space name or index name. This name must be unique within the database.

You use this name on the CREATE TABLESPACE or CREATE INDEX statement. (You can use
a name longer than eight characters on the CREATE INDEX statement, but the first eight
characters of that name must be the same as in the psname for that data set.)

y0001
Instance qualifier for the data set.

If you plan to run any of the following utilities, define two data sets, one data set with a value of
I for y, and one with a value of J for y:

LOAD REPLACE SHRLEVEL REFERENCE

REORG with SHRLEVEL CHANGE or SHRLEVEL REFERENCE
CHECK DATA with SHRLEVEL REFERENCE

CHECK INDEX with SHRLEVEL REFERENCE

« CHECK LOB with SHRLEVEL REFERENCE

Otherwise, define one data set for the table space or index with a value of I for y.

Tip: Instance numbers for cloned tables before and after an exchange: The instance
numbers in the underlying VSAM data set names for the objects (tables and indexes) in a
clone relationship toggle between 1 and 2. For example, suppose that a base table exists with
the data set name *I0001.*. When the table is cloned, the clone's data set is initially named
*10002.*. After an exchange, the base objects are named *.10002.* and the clones are named
*I0001.*. Each time that an exchange happens, the instance numbers that represent the base
and the clone objects change.

2nnn
Data set number. The first digit z of the data set number is represented by the letter A, B, C, D,
or E, which corresponds to the value 0, 1, 2, 3, or 4 as the first digit of the partition number.

For partitioned table spaces, if the partition number is less than 1000, the data set number is
Annn in the data set name (for example, A999 represents partition 999). For partitions 1000

t0 1999, the data set number is Bnnn (for example, BOOO represents partition 1000). For
partitions 2000 to 2999, the data set number is Cnnn. For partitions 3000 to 3999, the data set
number is Dnnn. For partitions 4000 up to a maximum of 4096, the data set number is Ennn.

The naming convention for data sets that you define for a partitioned index is the same as the
naming convention for other partitioned objects.
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For simple or segmented (non-UTS) table spaces, the number is 001 (preceded by A) for the
first data set. When little space is available, Db2 issues a warning message. If the size of the
data set for a simple or a segmented (non-UTS) table space approaches the maximum limit,
define another data set with the same name as the first data set and the number 002. The next
data set will be 003, and so on.

You can reach the VSAM extent limit for a data set before you reach the size limit for a
partitioned or a nonpartitioned table space. If this happens, Db2 does not extend the data set.

b) In the DEFINE CLUSTER statement, specify the size of the primary and secondary extents of the
VSAM cluster. If you specify zero for the secondary extent size, data set extension does not occur.

c) Specify that the data sets be LINEAR. Do not use RECORDSIZE; this attribute is invalid. Use the
CONTROLINTERVALSIZE attribute if you are using variable-sized control intervals.

d) Specify the REUSE option. You must define the data set as REUSE before running the DSN1COPY
utility.
e) For the SHAREOPTIONS option of the DEFINE CLUSTER statement, specify SHAREOPTIONS (3 3).

For example, the following DEFINE CLUSTER command defines a VSAM data set for the SYSUSER table
space in database DSNDBO6. Assume that an integrated catalog facility catalog named DSNCAT is
already defined.

DEFINE CLUSTER -
(NAME (DSNCAT . DSNDBC . DSNDBO6 . SYSUSER . 10001 .A001)
LINEAR
REUSE
VOLUMES (DSNVO1)
KILOBYTES (40 40)
SHAREOPTIONS(3 3) )
DATA
(NAME (DSNCAT . DSNDBD . DSNDBO6 . SYSUSER . I0001.A001)
CATALOG (DSNCAT)

The DEFINE CLUSTER command has many optional parameters that do not apply when Db2 uses
the data set. If you use the parameters SPANNED, EXCEPTIONEXIT, BUFFERSPACE, or WRITECHECK,
VSAM applies them to your data set, but Db2 ignores them when it accesses the data set.

The value of the OWNER parameter for clusters that are defined for storage groups is the first SYSADM
authorization ID specified at installation.

2. With user-managed data sets, you must pre-allocate shadow data sets before you can run the
following Db2 utilities against the table space:

« CHECK DATA with SHRLEVEL CHANGE

« CHECK INDEX with SHRLEVEL CHANGE

« CHECK LOB with SHRLEVEL CHANGE

- REORG INDEX utility with SHRLEVEL REFERENCE or SHRLEVEL CHANGE
« REORG TABLESPACE with SHRLEVEL CHANGE or SHRLEVEL REFERENCE

For example, you can specify the MODEL option for the DEFINE CLUSTER command so that the
shadow is created like the original data set, as shown in the following example code.

DEFINE CLUSTER -
(NAME (' DSNCAT . DSNDBC . DSNDBO6 . SYSUSER . x0001.A001"') -
MODEL (' DSNCAT .DSNDBC . DSNDBO6 . SYSUSER. y0001.A001")) -
DATA =
(NAME (' DSNCAT . DSNDBD . DSNDBO6 . SYSUSER . x0001.A001"') -
MODEL (' DSNCAT .DSNDBD . DSNDBO6 . SYSUSER. y0001.A001")) -

In the example, the instance qualifiers x and y are distinct and are equal to either I or J. You can
querying the Db2 catalog for the database and table space to determine the correct instance qualifier
to use.
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What to do next

« Before the current volume runs out of space, you must extend the data set. See “Extending user-
managed data sets” on page 37.

« When you drop indexes or table spaces that you defined your data sets for, you must also delete the
data sets. See “Deleting user-managed data sets” on page 37.

Related concepts

Advantages of storage groups
Allowing Db2 to manage your data sets by using Db2 storage groups offers several advantages.

Related reference

CREATE INDEX (Db2 SQL)
CREATE TABLESPACE (Db2 SQL)
Related information

Managing Db2 data sets with DFSMShsm
You can use the Hierarchical Storage Management functional component (DFSMShsm) of DFSMS to
manage space and data availability among the storage devices in your system.

Extending user-managed data sets

A user-managed data set is allocated by using only volumes that are defined for that data set in the ICF
catalog. Before the current volume runs out of space, you must extend the data set.

Procedure

Issue the Access Method Services commands ALTER ADDVOLUMES or ALTER REMOVEVOLUMES for
candidate volumes.

Related information
ALTER command (DFSMS Access Method Services for Catalogs)

Deleting user-managed data sets

If you define your own user-managed the data sets, you might need to delete data sets.

About this task

When you drop indexes or table spaces that you defined user-managed data sets for, you must also
delete the data sets unless you want to reuse them. To reuse a data set, first commit, and then create
a new table space or index with the same name. When Db2 uses the new object, it overwrites the old
information with new information, which destroys the old data.

Procedure
Issue the DELETE CLUSTER command for candidate volumes.

Related information
DELETE command (DFSMS Access Method Services for Catalogs)

Data set naming conventions
When you define a data set, you must name it in the correct format.

The name of a data set has the following format:
catname .DSNDBx . dbname . psname . y0001. znnn

catalog-name
The catalog name or alias.
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The data sets are VSAM linear data sets cataloged in the integrated catalog facility catalog that
catalog-name identifies. For more information about catalog-name values, see Naming conventions
(Db2 SQL).

Use the same name or alias here as in the USING VCAT clause of the CREATE TABLESPACE and
CREATE INDEX statements.

x
C (for VSAM clusters) or D (for VSAM data components).

dbname
Db2 database name. If the data set is for a table space, dbname must be the name given in the
CREATE TABLESPACE statement. If the data set is for an index, dbname must be the name of the
database containing the base table. If you are using the default database, dbname must be DSNDBO0A4.

psname
Table space name or index name. This name must be unique within the database.

You use this name on the CREATE TABLESPACE or CREATE INDEX statement. (You can use a name
longer than eight characters on the CREATE INDEX statement, but the first eight characters of that
name must be the same as in the psname for that data set.)

yo0001
Instance qualifier for the data set.

If you plan to run any of the following utilities, define two data sets, one data set with a value of I for
y, and one with a value of J for y:

« LOAD REPLACE SHRLEVEL REFERENCE

« REORG with SHRLEVEL CHANGE or SHRLEVEL REFERENCE
« CHECK DATA with SHRLEVEL REFERENCE

« CHECK INDEX with SHRLEVEL REFERENCE

e CHECK LOB with SHRLEVEL REFERENCE

Otherwise, define one data set for the table space or index with a value of I for y.

Tip: Instance numbers for cloned tables before and after an exchange: The instance numbers in
the underlying VSAM data set names for the objects (tables and indexes) in a clone relationship toggle
between 1 and 2. For example, suppose that a base table exists with the data set name *10001.*.
When the table is cloned, the clone's data set is initially named *10002.*. After an exchange, the

base objects are named *.10002.* and the clones are named *I0001.*. Each time that an exchange
happens, the instance numbers that represent the base and the clone objects change.

2nnn
Data set number. The first digit z of the data set number is represented by the letter A, B, C, D, or E,
which corresponds to the value 0, 1, 2, 3, or 4 as the first digit of the partition number.

For partitioned table spaces, if the partition number is less than 1000, the data set number is Annn
in the data set name (for example, A999 represents partition 999). For partitions 1000 to 1999, the
data set number is Bnnn (for example, BOOO represents partition 1000). For partitions 2000 to 2999,
the data set number is Cnnn. For partitions 3000 to 3999, the data set number is Dnnn. For partitions
4000 up to a maximum of 4096, the data set number is Ennn.

The naming convention for data sets that you define for a partitioned index is the same as the naming
convention for other partitioned objects.

For simple or segmented (non-UTS) table spaces, the number is 001 (preceded by A) for the first data
set. When little space is available, Db2 issues a warning message. If the size of the data set for a
simple or a segmented (non-UTS) table space approaches the maximum limit, define another data set
with the same name as the first data set and the number 002. The next data set will be 003, and so
on.

You can reach the VSAM extent limit for a data set before you reach the size limit for a partitioned or a
nonpartitioned table space. If this happens, Db2 does not extend the data set.
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Related reference
CREATE INDEX (Db2 SQL)
CREATE TABLESPACE (Db2 SQL)

Assignment of table spaces and index spaces to physical storage

You can store table spaces and index spaces in user-managed storage, SMS-managed storage, or in
Db2-managed storage groups. (A storage group is a set of disk volumes.)

If you do not use SMS, you need to name the Db2 storage groups when you create table spaces or index
spaces. Db2 allocates space for these objects from the named storage group. You can assign different
partitions of the same table space to different storage groups.

Recommendation: Use products in the IBM Storage Management Subsystem (SMS) family, such as Data
Facility SMS (DFSMS), to manage some or all of your data sets. Organizations that use SMS to manage Db2
data sets can define storage groups with the VOLUMES(*) clause. You can also assign management class,
data class, and storage class attributes. As a result, SMS assigns a volume to the table spaces and index
spaces in that storage group.

The following figure shows how storage groups work together with the various Db2 data structures.

Database A

Table space 1 (segmented)

Table A1 Table A2
Index space Index space Storage group G1
—_—
Index Index
on Table on Table
Al A2 “
Database B _
Volume 1 .
Table space 2 d
(partitioned) Index space _
Table B1 Partitioning
Part 1 index Part 1
Part 2 Part 2 L
Part 3 Part 3 —_—
Part 4 Part 4
JStorage group G2 J

Disk

Volume
L]
2 .Votume 1

Figure 13. Hierarchy of Db2 structures

To create a Db2 storage group, use the SQL statement CREATE STOGROUP. Use the VOLUMES(*) clause
to specify the SMS management class (MGMTCLAS), SMS data class (DATACLAS), and SMS storage class
(STORCLAS) for the Db2 storage group.

After you define a storage group, Db2 stores information about it in the Db2 catalog. The catalog table
SYSIBM.SYSSTOGROUP has a row for each storage group, and SYSIBM.SYSVOLUMES has a row for each
volume in the group.

The process of installing Db2 includes the definition of a default storage group, SYSDEFLT. If you have
authorization, you can define tables, indexes, table spaces, and databases. Db2 uses SYSDEFLT to
allocate the necessary auxiliary storage. Db2 stores information about SYSDEFLT and all other storage
groups in the catalog tables SYSIBM.SYSSTOGROUP and SYSIBM.SYSVOLUMES.
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Recommendation: Use storage groups whenever you can, either explicitly or implicitly (by using the
default storage group). In some cases, organizations need to maintain closer control over the physical
storage of tables and indexes. These organizations choose to manage their own user-defined data sets
rather than using storage groups. Because this process is complex, this information does not describe the
details.

Example

GUPI
Consider the following CREATE STOGROUP statement:

CREATE STOGROUP MYSTOGRP
VOLUMES (x)
VCAT ALIASICF;

This statement creates storage group MYSTOGRP. The asterisk (*) on the VOLUMES clause indicates that
SMS is to manage your storage group. The VCAT catalog-name clause identifies ALIASICF as the name or
alias of the catalog of the integrated catalog facility that the storage group is to use. The catalog of the
integrated catalog facility stores entries for all data sets that Db2 creates on behalf of a storage group.

The data sets are VSAM linear data sets cataloged in the integrated catalog facility catalog that catalog-
name identifies. For more information about catalog-name values, see Naming conventions (Db2 SQL).

GUPI

IBM Storage Management Subsystem

Db2 for z/OS includes the Storage Management Subsystem (SMS) capabilities. A key product in the SMS
family is the Data Facility Storage Management Subsystem (DFSMS). DFSMS can automatically manage
all the data sets that Db2 uses and requires. If you use DFSMS to manage your data sets, the result is a
reduced workload for Db2 database administrators and storage administrators.

You can experience the following benefits by using DFSMS:

« Simplified data set allocation
« Improved allocation control
« Improved performance management

Automated disk space management

Improved management of data availability

Simplified data movement

Db2 database administrators can use DFSMS to achieve all their objectives for data set placement and
design. To successfully use DFSMS, Db2 database administrators and storage administrators need to
work together to ensure that the needs of both groups are satisfied.

Related concepts

Db2 storage groups (Introduction to Db2 for z/0S)
Implementing Db2 indexes

Indexes provide efficient access to table data, but can require additional processing when you modify
datain a table.

Related tasks

Choosing data page sizes (Db2 Performance)
Related reference

CREATE STOGROUP (Db2 SQL)

Related information

Implementing Db2 table spaces
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Db2 table spaces are storage structures that store one or more data sets, which store one or more tables.

Defining index space storage

Generally, the CREATE INDEX statement creates an index space in the same Db2 database that contains
the table on which the index is defined, even if you defer building the index.

Exceptions:

« If you specify the USING VCAT clause for indexes that are not created on the Db2 catalog, you create
and manage the data sets yourself.

- If you specify the DEFINE NO clause on a CREATE INDEX statement with the USING STOGROUP clause,
Db2 defers the allocation of the data sets for the index space.

Procedure
Issue a CREATE INDEX statement.

Optionally, for indexes that are not on Db2 catalog tables, include the USING clause to specify whether
you want Db2-managed or user-managed data sets. For Db2-managed data sets, you can also specify
the primary and secondary space allocation parameters for the index or partition in the USING clause. If
you do not specify USING, Db2 assigns the index data sets to the default storage groups with the default
space attributes.

For indexes on Db2 catalog tables, Db2 defines and manages the index data sets. The data sets are
defined in the same SMS environment that is used for the catalog data sets with default space attributes.
If you specify the USING clause for indexes on the catalog, Db2 ignores that clause.

GUPI

Results

Information about space allocation for the index is stored in the Db2 catalog table
SYSIBM.SYSINDEXPART. Other information about the index is in the SYSIBM.SYSINDEXES table.

Related reference
CREATE INDEX (Db2 SQL)

Creating EA-enabled table spaces and index spaces

DFSMS has an extended-addressability function, which is necessary to create data sets that are larger
than 4 GB. Therefore, the term for page sets that are enabled for extended addressability is EA-enabled.

About this task

You must use EA-enabled table spaces or index spaces if you specify a DSSIZE that is larger than 4 GB in
the CREATE TABLESPACE statement.

Procedure

To create EA-enabled page sets:
1. Use SMS to manage the data sets that are associated with the EA-enabled page sets.

2. Associate the data sets with a data class (an SMS construct) that specifies the extended format and
extended addressability options.

To make this association between data sets and the data class, use an automatic class selection
(ACS) routine to assign the Db2 data sets to the relevant SMS data class. The ACS routine does the
assignment based on the data set name. No performance penalty occurs for having non-EA-enabled
Db2 page sets assigned to this data class, too, if you would rather not have two separate data classes
for Db2.
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For user-managed data sets, you can use ACS routines or specify the appropriate data class on the
DEFINE CLUSTER command when you create the data set.

3. Create the partitioned or LOB table space with a DSSIZE of 8 GB or greater. The partitioning index for
the partitioned table space takes on the EA-enabled attribute from its associated table space.

After a page set is created, you cannot use the ALTER TABLESPACE statement to change the DSSIZE.
You must drop and re-create the table space.

Also, you cannot change the data sets of the page set to turn off the extended addressability or
extended format attributes. If someone modifies the data class to turn off the extended addressability
or extended format attributes, Db2 issues an error message the next time that it opens the page set.

Creating partitioned table spaces that are enabled for EA

The following CREATE TABLESPACE statement creates an EA-enabled table space, SALESHX. Assume that
a large query application uses this table space to record historical sales data for marketing statistics. The
first USING clause establishes the MYSTOGRP storage group and space allocations for all partitions:

CREATE TABLESPACE SALESHX
IN MYDB
USING STOGROUP MYSTOGRP
PRIQTY 4000
SECQTY 130
ERASE NO
DSSIZE 166G
NUMPARTS 48
(PARTITION 46
COMPRESS YES,
PARTITION 47
COMPRESS YES,
PARTITION 48
COMPRESS YES)
LOCKSIZE PAGE
BUFFERPOOL BP1
CLOSE NO;

Related tasks

Creating table spaces explicitly
Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Implementing Db2 table spaces

Db2 table spaces are storage structures that store one or more data sets, which store one or more tables.

Introductory concepts
Db2 table spaces (Introduction to Db2 for z/0S)

You can let Db2 create table spaces for your tables implicitly, or you can create them explicitly before
you create the tables. You only need to create a table space explicitly when you define a declared
temporary table or if you manage all of your own data sets. It is best to create partition-by-growth or
partition-by-range universal table spaces in most cases. Other table space types are deprecated. That is,
they are supported in Db2 12, but support might be removed in the future.

Related concepts

Assignment of table spaces and index spaces to physical storage

You can store table spaces and index spaces in user-managed storage, SMS-managed storage, or in
Db2-managed storage groups. (A storage group is a set of disk volumes.)

Related tasks

Converting table spaces to use table-controlled partitioning
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Before you can convert a partitioned (non-UTS) table space that uses index-controlled partitioning to a
partition-by-range table space, you must convert it to use table controlled partitioning. Table spaces that
use index-controlled partitioning, like all non-UTS table spaces are deprecated.

Related reference

CREATE TABLE (Db2 SQL)

CREATE TABLESPACE (Db2 SQL)

Table space types and characteristics in Db2 for z/0S

Db2 supports several different types of table spaces. The partitioning method and segmented
organization are among the main characteristics that define the table space type.

Advantages of universal table spaces

Universal table spaces (UTS) combine the benefits of data partitions and segmented organization. Each
UTS table space always contains only a single table.

Universal table spaces offer the following advantages, when compared to the deprecated non-UTS table
space types:

« A choice of partitioning methods:

— Partitions based on ranges of data values, with “Partition-by-range table spaces” on page 45 (PBR)

— Partitions based on data growth and automatically managed by Db2, with “Partition-by-growth table
spaces” on page 46 (PBG)

- Improved space management for varying-length rows because a segmented space-map page has more
information about free space than a partitioned space-map page

Improved mass delete performance because mass delete in a segmented table space organization
tends to be faster than in non-segmented table space organizations

Table scans that are localized to segments
- Immediate reuse of all or most of the segments of a table after the table is dropped or mass deleted

Tip: PBG table spaces are best used for small to medium-sized tables. If you expect a table to grow much
larger than the 64 GB, consider using a partition-by-range (PBR) table space instead.

Non-UTS table space types

Deprecated function: FL 504 Non-UTS table spaces for base tables are deprecated. CREATE
TABLESPACE statements that run at application compatibility level V12R1M504 or higher always create a
partition-by-growth or partition-by-range table space, and CREATE TABLE statements that specify a non-
UTS table space (including existing multi-table segmented table spaces) return an error. However, you can
use a lower application compatibility level to create table spaces of the deprecated types if needed, such
as for recovery situations. For instructions, see “Creating non-UTS table spaces (deprecated)” on page

66.

Partitioned (non-UTS) table spaces use partitions based on ranges of data values, like partition-by-range
table spaces, but they do not use segmented organization. Segmented (non-UTS) table spaces store the
data from separate tables in different segments, but they cannot be partitioned. Simple table spaces are
not partitioned or segmented.

Tip: For best results, convert all simple and other non-UTS table spaces to PBG or PBR as soon as
possible. For more information, see “Converting deprecated table spaces to the UTS types” on page 187.

Comparison of table space types

The following table compares the characteristics of the various table space types that Db2 for z/OS
supports.
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Table 6. Comparison of table space types

Type Segmented? Partitioned? Remarks
I Partition-by-range table Yes Yes, based on data value Can use absolute or

space ranges relative page numbering.

Partition-by-growth Yes Yes, based on data growth

table space

LOB table space No No For auxiliary tables that

contain the data for LOB
columns.

XML table space Yes Yes, based on the UTS table spaces that are
partitioning method of the created implicitly for XML
base table. data.

Partitioned (non-UTS) No Yes, based on data value This type is deprecated.””

table space ranges. on page 44

Segmented (non-UTS) Yes No This type is deprecated.””

table space on page 44

Simple table space No No This type is deprecated.”2"

on page 44
Notes:

1. FL 504 Non-UTS table spaces for base tables are deprecated. CREATE TABLESPACE statements that
run at application compatibility level V12R1M504 or higher always create a partition-by-growth or
partition-by-range table space, and CREATE TABLE statements that specify a non-UTS table space
(including existing multi-table segmented table spaces) return an error. However, you can use a lower
application compatibility level to create table spaces of the deprecated types if needed, such as for
recovery situations. For instructions, see “Creating non-UTS table spaces (deprecated)” on page 66.

2. Db2 12 does not support creating simple table spaces. Existing simple table spaces remain supported,
but they are likely to be unsupported in the future.

Determining the table space type

The TYPE column of the SYSIBM.SYSTABLESPACE catalog table indicates the type of each table space.

Partitioned (non-UTS) table space created with the LARGE option (deprecated)

G

Partition-by-growth table space (PBG UTS)
R

Partition-by-range table space (PBR UTS)
o

LOB table space
P

XML table space
L
blank

One of the following deprecated types:
« Partitioned (non-UTS) table space

« Segmented (non-UTS) table space

« Simple table space
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Non-large table spaces (deprecated)

The following types of table spaces are considered non-large table spaces, which means that they use
4-byte row identifiers (RIDs) and are limited to a maximum of 64 GB of data:

« Partitioned (non-UTS) table spaces that use index-controlled partitioning, if the DSSIZE clause (or
LARGE clause “1"onpage 45) was not specified when the table space was created.

« All segmented (non-UTS) table spaces

« All simple table spaces.

AlLUTS table spaces, and partitioned (non-UTS) table spaces that use table controlled partitioning are
considered large table spaces.

Notes:

1. CREATE TABLESPACE statements support the LARGE clause for compatibility with earlier releases of
Db2 for z/OS. However, the DSSIZE clause is the preferred method for specifying maximum partition
size of 4 GB or larger. Do not specify LARGE if a DSSIZE clause is specified.

Related tasks

Converting table spaces to use table-controlled partitioning

Before you can convert a partitioned (non-UTS) table space that uses index-controlled partitioning to a
partition-by-range table space, you must convert it to use table controlled partitioning. Table spaces that
use index-controlled partitioning, like all non-UTS table spaces are deprecated.

Related reference

Limits in Db2 for z/OS (Db2 SQL)

Related information

Conversion from index-controlled partitioning to Universal Table Space (UTS)

Partition-by-range table spaces

A partition-by-range (PBR) table space is a universal table space (UTS) that has partitions based on ranges
of data values. It holds data pages for a single table and has segmented space management capabilities
within each partition. PBR table spaces can use absolute or relative page numbering.

In a PBR table space, the partitions are based on the boundary values that are defined for specific data
columns.

Tip: To use a PBR table space for a table without a naturally suitable partitioning scheme, consider
creating the table with an implicitly hidden ROWID column in the partitioning key. Any ROWID column

in the partitioning key guarantees a very even distribution of data across the partitions, and an implicitly-
hidden ROWID column can also be transparent to applications.

Utilities and SQL statements can run concurrently on each partition. For example, a utility job can work
on part of the data while allowing other applications to concurrently access data on other partitions. In
that way, several concurrent utility jobs can, for example, load all partitions of a table space concurrently.
Because you can work on part of your data, some of your operations on the data might require less time.
Also, you can use separate jobs for mass update, delete, or insert operations instead of using one large
job; each smaller job can work on a different partition. Separating the large job into several smaller jobs
that run concurrently can reduce the elapsed time for the whole task.

You can create an index of any type on a table in a PBR space.

PBR table spaces can use relative page numbering (RPN) or absolute page numbering. PBR spaces
with relative page numbering support larger partition sizes than PBR table spaces with absolute page
numbering, and greater flexibility in growing your partitions. Instead of restricting partition growth to
gigabytes in powers of two, PBR table spaces with relative page numbering support the growth of
partitions by any number of gigabytes. DSSIZE can also be increased for individual partitions as an
immediate ALTER, without requiring a REORG. The PAGENUM option of a CREATE TABLE or CREATE
TABLESPACE statement specifies the type of page numbering that Db2 uses for a table space. If

you omit the PAGENUM clause, Db2 uses the value specified for the PAGESET_PAGENUM subsystem
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parameter. The default for PAGESET_PAGENUM is ABSOLUTE. See PAGE SET PAGE NUMBERING field
(PAGESET_PAGENUM subsystem parameter) (Db2 Installation and Migration).

Tip: Partition-by-range (PBR) table spaces with relative page numbers (RPN) are the suggested
alternative for partitioned (non-UTS) table spaces, which are deprecated.

You can explicitly create PBR table spaces by issuing CREATE TABLESPACE statements, or Db2 can
create them for you, when you issue CREATE TABLE statements. For instructions, see “Creating partition-
by-range table spaces” on page 61.

Related tasks

Converting table spaces to use table-controlled partitioning

Before you can convert a partitioned (non-UTS) table space that uses index-controlled partitioning to a
partition-by-range table space, you must convert it to use table controlled partitioning. Table spaces that
use index-controlled partitioning, like all non-UTS table spaces are deprecated.

Creating partition-by-range table spaces
You can create a partition-by-range (PBR) table space to create partitions based on data value ranges and
use segmented space management capabilities within each partition.

Creating table spaces explicitly
Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Related reference

CREATE TABLESPACE (Db2 SQL)

CREATE TABLE (Db2 SQL)

Related information

Conversion from index-controlled partitioning to Universal Table Space (UTS)

Partition-by-growth table spaces

A partition-by-growth (PBG) table space is a universal table space (UTS) that has partitions that Db2
manages automatically based on data growth. It holds data pages for only a single table, and has
segmented space management capabilities within each partition.

Db2 manages PBG table spaces automatically as data grows, by automatically adding a new partition
when more space is needed to satisfy an insert operation.

PBG table spaces are best used for small or medium sized tables, especially when a table does not have
a suitable partitioning key. Partition-by-growth table spaces can grow up to 128 TB, depending on the
buffer pool page size used, and the MAXPARTITIONS and DSSIZE values specified when the table space
is created.

Any index created on a table in a PBG table space must be a non-partitioned index. That is, partitioned
indexes, including partitioning indexes and data-partitioned secondary indexes (DPSIs) are not supported
on table in PBG table spaces. For more information, see “Indexes on partitioned tables” on page 121.

Tip: PBG table spaces are best used for small to medium-sized tables. If you expect a table to grow much
larger than the 64 GB, consider using a partition-by-range (PBR) table space instead.

When a table in a PBG table space grows too large, several drawbacks can begin to arise, including the
following issues:

- Insert and query performance degradation, which is perhaps the most important factor suggesting that
conversion is required. Such performance degradation can have many causes, but for large tables in
PBG tables spaces, the size of the table space is often one of the major causes.

- Difficulty regaining clustering of the data (which requires a REORG of the entire table space).

« Problems associated with very large non-partitioned indexes, because partitioned (partitioning and
DPSI) indexes are not supported for tables in PBG table spaces. For more information, see

« Lack of partition parallelism support for utilities.
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 Limited support for partition-level utility operations.
If you encounter these issues, consider using partition-by-range (PBR) table spaces instead.

Tip: To use a PBR table space for a table without a naturally suitable partitioning scheme, consider
creating the table with an implicitly hidden ROWID column in the partitioning key. Any ROWID column

in the partitioning key guarantees a very even distribution of data across the partitions, and an implicitly-
hidden ROWID column can also be transparent to applications.

The partitioned structure supports partition-level utility operations and parallelism capabilities. A PBG
table space also has segmented organization and segmented space management capabilities within each
partition. The segmented structure provides better space management and mass delete capabilities.

Tip: PBG table spaces are the suggested alternative for single-table Db2-managed segmented (non-UTS)
table spaces, which are deprecated.

You can explicitly create PBG table spaces by issuing CREATE TABLESPACE statements, or Db2 can
create them for you when you issue CREATE TABLE statements. For instructions, see “Creating partition-
by-growth table spaces” on page 63

Restrictions for partition-by-growth table spaces:
The following restrictions apply to PBG table spaces:

« Db2 must manage space for the partitions (it cannot be user-managed) so that Db2 can create new data
sets as partitions become full.

« Partitions cannot be explicitly rotated, or altered. That is, ALTER TABLE statements that specify ALTER
PARTITION or ROTATE PARTITION cannot be used for PBG table spaces.

« The PART option of the LOAD utility is not supported.

« The REBALANCE option of the REORG utility is not supported.

« A non-partitioning index (NPI) always uses a 5 byte record identifier (RID).
« Partitioned indexes are not supported.

Related tasks

Creating table spaces explicitly
Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Related reference

ALTER TABLE (Db2 SOL)

ALTER TABLESPACE (Db2 SOQL)
CREATE TABLESPACE (Db2 SQL)
CREATE TABLE (Db2 SQL)

LOB table spaces

Large object (LOB) table spaces (also known as LOB or auxiliary table spaces) hold LOB data, such as
graphics, video, or large text strings. If your data does not fit entirely within a data page, you can define
one or more columns as LOB columns.

LOB objects can do more than store large object data. If you define your LOB columns for infrequently
accessed data, a table space scan on the remaining data in the base table is potentially faster because the
scan generally includes fewer pages.

A LOB table space always has a direct relationship with the table space that contains the logical LOB
column values. The table space that contains the table with the LOB columns is, in this context, the base
table space. LOB data is logically associated with the base table, but it is physically stored in an auxiliary
table that resides in a LOB table space. Only one auxiliary table can exist in a large object table space. A
LOB value can span several pages. However, only one LOB value is stored per page.
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You must have a LOB table space for each LOB column that exists in a table. For example, if your table has
LOB columns for both resumes and photographs, you need one LOB table space (and one auxiliary table)
for each of those columns. If the base table space is a partitioned table space, you need one LOB table
space for each LOB in each partition.

Db2 can implicitly create the required LOB table spaces and related objects for you.

Db2 sometimes implicitly creates the LOB table space, auxiliary table, and index on the auxiliary table for
each LOB column in a table or partition. For more information, see “LOB table space implicit creation” on

page 54.
If Db2 does not implicitly create the LOB table spaces, auxiliary tables, and indexes on the auxiliary

tables, you must create these objects by issuing CREATE TABLESPACE, CREATE AUXILIARY TABLE, and
CREATE INDEX statements.

If the base table space is not a partitioned table space, each LOB table space is associated with one LOB
column in the base table. If the base table space is a partitioned table space, each partition of the base
table space is associated with a LOB table space. Therefore, if the base table space is a partitioned table
space, you can store more LOB data for each LOB column.

The following table shows the approximate amount of LOB data that you can store for a LOB column in
each of the different types of base table spaces.

Table 7. Base table space types and approximate maximum size of LOB data for a LOB column

Maximum (approximate) LOB data for each

Base table space type column
Segmented 16 TB
Partitioned, with NUMPARTS up to 64 1000 TB
Partitioned with DSSIZE, NUMPARTS up to 254 4000 TB
Partitioned with DSSIZE, NUMPARTS up to 4096 64000 TB

Consider defining long string columns as LOB columns when a row does not fit in a 32 KB page. Use the
following guidelines to determine if a LOB column is a good choice:

- Defining a long string column as a LOB column might be better if the following conditions are true:

— Table space scans are normally run on the table.
— The long string column is not referenced often.

— Removing the long string column from the base table is likely to improve the performance of table
space scans.

« LOBs are physically stored in another table space. Therefore, performance for inserting, updating, and
retrieving long strings might be better for non-LOB strings than for LOB strings.

Also Consider specifying a separate buffer pool for large object data.

Related concepts

LOB table space implicit creation

Db2 can sometimes implicitly create a LOB table space and related objects when you create a LOB
column or add a table partition that contains a LOB column.
Related tasks

Creating large objects (Introduction to Db2 for z/0S)
Choosing data page sizes for LOB data (Db2 Performance)
Choosing data page sizes (Db2 Performance)

Related reference

CREATE LOB TABLESPACE (Db2 SQL)

CREATE AUXILIARY TABLE (Db2 SQL)
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XML table spaces
An XML table space is an implicitly created universal (UTS) table space that stores an XML table.

An XML table space is implicitly created when an XML column is added to a base table. If the base table is
partitioned, one partitioned table space exists for each XML column of data. An XML table space is always
associated with the table space that contains the logical XML column value. In this context, the table
space that contains the table with the XML column is called the base table space.

If the base table is partitioned, one partitioned table space exists for each XML column of data.

Related concepts

XML table space implicit creation
When you create an XML column in a table, Db2 implicitly creates an XML table space. Db2 also creates an
XML table to store the XML data, and a node ID.

Related tasks

Creating table spaces explicitly
Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Choosing data page sizes (Db2 Performance)

Partitioned (non-UTS) table spaces (deprecated)

A partitioned (non-UTS) table space stores data pages for a single table. Db2 divides the table space
into partitions. Non-UTS table spaces for base tables are deprecated and likely to be unsupported in the
future.

Deprecated function: FL 504 Non-UTS table spaces for base tables are deprecated. CREATE
TABLESPACE statements that run at application compatibility level V12R1M504 or higher always create a
partition-by-growth or partition-by-range table space, and CREATE TABLE statements that specify a non-
UTS table space (including existing multi-table segmented table spaces) return an error. However, you can
use a lower application compatibility level to create table spaces of the deprecated types if needed, such
as for recovery situations. For instructions, see “Creating non-UTS table spaces (deprecated)” on page

66.

Tip: Convert existing partitioned (non-UTS) spaces to partition-by-range table spaces as soon as possible,
as described in “Converting partitioned (non-UTS) table spaces to partition-by-range universal table
spaces” on page 192.

The partitions are based on the boundary values that are defined for specific data columns. Utilities and
SQL statements can run concurrently on each partition.

In the following figure, each partition contains one part of a table.

Partition 1
Key range A-L

Partition 2
Key range M-Z

Figure 14. Pages in a partitioned table space

Characteristics of partitioned (non-UTS) table spaces
Partitioned (non-UTS) table spaces have the following characteristics:

« You can plan for growth. When you define a partitioned table space, Db2 usually distributes the data
evenly across the partitions. Over time, the distribution of the data might become uneven as inserts and
deletes occur.

You can rebalance data among the partitions by redefining partition boundaries with no impact to
availability. You can also add a partition to the table and to each partitioned index on the table; the new
partition becomes available immediately.
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 You can spread a large table over several Db2 storage groups or data sets. The partitions of the table do
not all need to use the same storage group.

- Partitioned table spaces let a utility job work on part of the data while allowing other applications
to concurrently access data on other partitions. In that way, several concurrent utility jobs can, for
example, load all partitions of a table space concurrently. Because you can work on part of your data,
some of your operations on the data might require less time.

« You can use separate jobs for mass update, delete, or insert operations instead of using one large job;
each smaller job can work on a different partition. Separating the large job into several smaller jobs that
run concurrently can reduce the elapsed time for the whole task.

If your table space uses nonpartitioned indexes, you might need to modify the size of data sets in the
indexes to avoid I/O contention among concurrently running jobs. Use the PIECESIZE parameter of the
CREATE INDEX or the ALTER INDEX statement to modify the sizes of the index data sets.

 You can put frequently accessed data on faster devices. Evaluate whether table partitioning or index
partitioning can separate more frequently accessed data from the remainder of the table. You can put
the frequently accessed data in a partition of its own. You can also use a different device type.

« You can take advantage of parallelism for certain read-only queries. When Db2 determines that
processing is likely to be extensive, it can begin parallel processing of more than one partition at a
time. Parallel processing (for read-only queries) is most efficient when you spread the partitions over
different disk volumes and allow each I/0 stream to operate on a separate channel.

Use the Parallel Sysplex® data sharing technology to process a single read-only query across many Db2
subsystems in a data sharing group. You can optimize Parallel Sysplex query processing by placing each
Db2 subsystem on a separate central processor complex.

- Partitioned table space scans are sometimes less efficient than table space scans of segmented table
spaces.

« Db2 opens more data sets when you access data in a partitioned table space than when you access data
in other types of table spaces.

« Nonpartitioned indexes and data-partitioned secondary indexes are sometimes a disadvantage for
partitioned tables spaces.

Related concepts

Db2 data sharing (Introduction to Db2 for z/0S)

Partition-by-growth table spaces

A partition-by-growth (PBG) table space is a universal table space (UTS) that has partitions that Db2
manages automatically based on data growth. It holds data pages for only a single table, and has
segmented space management capabilities within each partition.

Partition-by-range table spaces

A partition-by-range (PBR) table space is a universal table space (UTS) that has partitions based on ranges
of data values. It holds data pages for a single table and has segmented space management capabilities
within each partition. PBR table spaces can use absolute or relative page numbering.

Assignment of table spaces and index spaces to physical storage

You can store table spaces and index spaces in user-managed storage, SMS-managed storage, or in
Db2-managed storage groups. (A storage group is a set of disk volumes.)

Related tasks

Choosing data page sizes (Db2 Performance)

Segmented (non-UTS) table spaces (deprecated)

Segmented non-UTS table spaces can store data for more than one table, especially for relatively small
tables. The pages hold segments, and each segment holds records from only one table. Non-UTS table
spaces for base tables are deprecated and likely to be unsupported in the future.

Deprecated function: FL 504 Non-UTS table spaces for base tables are deprecated. CREATE
TABLESPACE statements that run at application compatibility level V12R1M504 or higher always create a
partition-by-growth or partition-by-range table space, and CREATE TABLE statements that specify a non-
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UTS table space (including existing multi-table segmented table spaces) return an error. However, you can
use a lower application compatibility level to create table spaces of the deprecated types if needed, such
as for recovery situations. For instructions, see “Creating non-UTS table spaces (deprecated)” on page

66.

Tip: For best results, convert any segmented (non-UTS) table spaces to a partition-by-growth or
partition-by-range universal table space (UTS) as soon as possible. For more information, see “Converting
deprecated table spaces to the UTS types” on page 187.

Segmented (non-UTS) table spaces hold a maximum of 64 GB of data and can contain one or more VSAM
data sets.

Table space pages can be 4 KB, 8 KB, 16 KB, or 32 KB in size. The pages hold segments, and each
segment holds records from only one table. Each segment contains the same number of pages, and each
table uses only as many segments as it needs.

When you run a statement that searches all the rows for one table, Db2 does not need to scan the entire
table space. Instead, Db2 can scan only the segments of the table space that contain that table. The
following figure shows a possible organization of segments in a segmented table space.

Segment
Segment 5
Segment 4
- Segment 3
egment Table B
gl 2 Table A
Table C
Table B

Table A

Figure 15. A possible organization of segments in a segmented table space

When you use an INSERT statement, a MERGE statement, or the LOAD utility to insert records into a table,
records from the same table are stored in different segments. You can reorganize the table space to move
segments of the same table together.

Characteristics of segmented (non-UTS) table spaces
Segmented table spaces share the following characteristics:

« When Db2 scans all the rows for one table, only the segments that are assigned to that table need to be
scanned. Db2 does not need to scan the entire table space. Pages of empty segments do not need to be
fetched.

- When Db2 locks a table, the lock does not interfere with access to segments of other tables.

« When Db2 drops a table, its segments become available for reuse immediately after the drop is
committed without waiting for an intervening REORG utility job.

« When all rows of a table are deleted, all segments except the first segment become available for reuse
immediately after the delete is committed. No intervening REORG utility job is necessary.

« A mass delete, which is the deletion of all rows of a table, operates much more quickly and produces
much less log information.

- If the table space contains only one table, segmenting it means that the COPY utility does not copy
pages that are empty. The pages might be empty as a result of a dropped table or a mass delete.

« Some Db2 utilities, such as LOAD with the REPLACE option, RECOVER, and COPY, operate on only a
table space or a partition, not on individual segments. Therefore, for a segmented table space, you
must run these utilities on the entire table space. For a large table space, you might notice availability
problems.

« Maintaining the space map creates some additional overhead.

Related concepts

Db2 performance management (Introduction to Db2 for z/0S)

Use of free space in data and index storage (Introduction to Db2 for z/OS)
Guidelines for data reorganization (Introduction to Db2 for z/0OS)
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Ways to improve performance for multiple users (Introduction to Db2 for z/OS)

Related tasks

Creating table spaces explicitly

Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Related reference
CREATE TABLESPACE (Db2 SQL)

Simple table spaces (deprecated)

A simple table space is not partitioned or segmented. Simple table spaces are deprecated, and the
creation of new simple table spaces is not supported in Db2 12. However, Db2 can still use existing
simple table spaces.

Deprecated function: FL 504 Non-UTS table spaces for base tables are deprecated. CREATE
TABLESPACE statements that run at application compatibility level V12R1M504 or higher always create a
partition-by-growth or partition-by-range table space, and CREATE TABLE statements that specify a non-
UTS table space (including existing multi-table segmented table spaces) return an error. However, you can
use a lower application compatibility level to create table spaces of the deprecated types if needed, such
as for recovery situations. For instructions, see “Creating non-UTS table spaces (deprecated)” on page

66.

You cannot create new simple table spaces, but you can alter and update or retrieve data from existing
simple table spaces. If you implicitly create a table space or explicitly create a table space without
specifying the NUMPARTS or MAXPARTITIONS causes, the result is a partition-by-growth table space.

Tip: For best results, convert any simple table space to a partition-by-growth or partition-by-range table
space as soon as possible. For more information, see “Converting deprecated table spaces to the UTS
types” on page 187.

Related concepts

Partition-by-growth table spaces

A partition-by-growth (PBG) table space is a universal table space (UTS) that has partitions that Db2
manages automatically based on data growth. It holds data pages for only a single table, and has
segmented space management capabilities within each partition.

Related tasks

Dropping and re-creating a table space to change its attributes

One approach for changing the attributes of a space is to drop the table space and create it again with
different attributes. When you use this approach you must also take action to preserve the data in the
table space.

Creating table spaces explicitly
Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Choosing data page sizes (Db2 Performance)
Related reference

CREATE TABLESPACE (Db2 SQL)

ALTER TABLESPACE (Db2 SQL)

Implicitly defined table spaces

Db2 implicitly creates a partition-by-growth or partition-by-range table space when you issue a CREATE
TABLE statement that does not specify an existing table space name.

When Db2 defines a table space implicitly, it generates an implicity created table space for the table.
The table space name is the same as the table name if the following conditions apply:

« No other table space or index space in the database already has that name.
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« The table name has no more than eight characters.
- The characters are all alphanumeric, and the first character is not a digit.

However, if another table space in the database already has the same name as the table, Db2 assigns a
name of the form xxxxnyyy, where xxxx is the first four characters of the table name, and nyyy is a single
digit and three letters that guarantee uniqueness.

If the IN database clause is not specified, Db2 generates a database for you with the name DSNxxxxx,
where xxxxx is a five-digit number.

Db2 uses the buffer pool for the specified database. However, if any of the following conditions apply,
Db2 chooses a suitable buffer pool for the table space from the subsystem parameter values TBSBPOOL,
TBSBP8K, TBSBP16K, and TBSBP32K, on panel DSNTIP2:

« The IN database-name clause is not specified.

- The IN database-name clause is specified, and the table record length does not fit in the database
buffer pool page size.

If the CREATE TABLE statement omits the PARTITION BY clause or specifies PARTITION BY SIZE, Db2

uses the default values of the partition-by-growth specification of the CREATE TABLESPACE statement. If
the CREATE TABLE statement specifies PARTITION BY (with or without the RANGE keyword) and a set of
column values as partition limit keys, Db2 uses the default values of the partition-by-range specification.

For other attributes of the implicitly created table space, if they are not specified in a CREATE TABLE
statement (only some can be specified), the result is the same as an explicit CREATE TABLESPACE
statement, except for the following attributes:

Table space attribute How it is determined

COMPRESS If not specified in the CREATE TABLE statement, the value is
determined by the IMPTSCMP subsystem parameter.

DEFINE Always determined by the value of the IMPDSDEF subsystem
parameter.

DSSIZE If not specified in the CREATE TABLE statement, the value is
determined by the IMPDSSIZE subsystem parameter.

LOCKMAX LOCKMAX SYSTEM is always used.

LOCKSIZE LOCKSIZE ROW is always used.

PAGENUM If not specified in the CREATE TABLE statement, the value
is determined by value of the PAGESET_PAGENUM subsystem
parameter.

SEGSIZE For a partition-by-range table space, SEGSIZE 32 is always used.

TRACKMOD If not specified in the CREATE TABLE statement, the value is
determined by the IMPTKMOD subsystem parameter.

In certain situations, Db2 can also implicitly create an LOB table space, auxiliary table, and auxiliary index
for a LOB column, and underlying XML objects for an XML column. For more information, see “LOB table
space implicit creation” on page 54 and “XML table space implicit creation” on page 55. In this case,

Db2 uses the default storage group, SYSDEFLT.

Db2 also creates the following objects:

« Unique indexes for UNIQUE constraints.
« The primary key index.
« The ROWID index, if the ROWID column is defined as GENERATED BY DEFAULT.

Db2 stores the names and attributes of all table spaces in the SYSIBM.SYSTABLESPACE catalog table,
regardless of whether you define the table spaces explicitly or Db2 creates them implicitly.
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Related concepts

Table space types and characteristics in Db2 for z/OS

Db2 supports several different types of table spaces. The partitioning method and segmented
organization are among the main characteristics that define the table space type.

Related reference

CREATE TABLE (Db2 SQL)

CREATE TABLESPACE (Db2 SQL)
SYSTABLESPACE catalog table (Db2 SQL)

LOB table space implicit creation

Db2 can sometimes implicitly create a LOB table space and related objects when you create a LOB
column or add a table partition that contains a LOB column.

When Db2 implicitly creates objects for LOB columns

When a CREATE TABLE statement creates a table that contains a LOB column, or an ALTER TABLE
statement specifies ADD COLUMN to add a new column, Db2 implicitly creates one or more LOB table
spaces, auxiliary tables, and auxiliary indexes if the following conditions are true:

- Db2 implicitly created the table space that contains the base table with the LOB column.

- The table space for the base table was created explicitly, but the CURRENT RULES special register value
is 'STD' when the CREATE or ALTER TABLE statement executes.

Otherwise, you must explicitly create these objects. See “Creating LOB table spaces, auxiliary tables, and
auxiliary indexes explicitly” on page 65.

For partitioned tables, each partition of the base table requires a separate LOB table space, auxiliary
table, and auxiliary index for each LOB column.

When a new partition is added for to a table that contains an existing LOB column, Db2 always implicitly
creates a LOB table space, auxiliary table, and auxiliary indexes in the following situations:

« An ALTER TABLE statement specifies the ADD PARTITION clause to add a partition to a table that
contains a LOB column.

« Db2 adds a partition to a partition-by-growth table space.

Naming conventions for implicitly created objects for LOB columns
Db2 chooses the names of the implicitly created objects according to the following naming conventions:

LOB table space
The name of the LOB table spaces is 8 characters long, consisting of the letter 'L' and 7 random
characters.

Auxiliary table
The name of the auxiliary table is 18 characters long. It consists of the first 5 characters of the name
of the base table, the first 5 characters of the name of the LOB column, and 8 characters that are
randomly generated. If a base table name or a LOB column name contains fewer than 5 characters,
Db2 adds underscore characters to the name to pad the length of 5 characters.

Index on the auxiliary table
The name of the index on the auxiliary table is 18 characters long. It consists of the letter 'T', the first
10 characters of the auxiliary table name, and 7 characters that are randomly generated. The index
has the COPY NO attribute.

Attributes of LOB table spaces for newly created LOB columns

The implicitly created LOB table space and related objects for new LOB columns have the following
attributes:
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Object names as specified in the preceding naming convention.

The database name is the database name of the base table.

The buffer pool specified by the TBSBPLOB subsystem parameter. The appropriate USE privilege is
required on that buffer pool.

Other attributes use the default values of the respective CREATE statements with the optional clauses
omitted.

Inherited attributes for new LOB table spaces for existing LOB columns

When a LOB table space is implicitly created for a new partition, it inherits the following attributes from
the LOB table space for the previous base table partition:

« BUFFERPOOL
« CLOSERULE
+ COMPRESS
« DSSIZE

« ERASERULE
+ GBPCACHE
» LOCKRULE
« LOCKMAX

+ LOG

« STORNAME
« VCATNAME

If the base table is involved in a clone relationship, implicitly created LOB table spaces and implicitly
created indexes are always created with the DEFINE YES attribute.

Identifying implicitly created objects for LOB columns

You can use the REPORT utility with the TABLESPACESET option to identify the LOB table spaces that Db2
implicitly created.

Related concepts

LOB table spaces

Large object (LOB) table spaces (also known as LOB or auxiliary table spaces) hold LOB data, such as
graphics, video, or large text strings. If your data does not fit entirely within a data page, you can define
one or more columns as LOB columns.

Related tasks

Creating large objects (Introduction to Db2 for z/0S)

Related reference

SYSTABLESPACE catalog table (Db2 SQL)

CURRENT RULES special register (Db2 SQL)

DEFAULT BUFFER POOL FOR USER LOB DATA field (TBSBPLOB subsystem parameter) (Db2 Installation
and Migration)

XML table space implicit creation

When you create an XML column in a table, Db2 implicitly creates an XML table space. Db2 also creates an
XML table to store the XML data, and a node ID.

Each XML column has its own table space. The XML table space does not have limit keys. The XML data
resides in the partition number that corresponds to the partition number of the base row. Tables that
contain XML columns also have the following implicitly created objects:

« A hidden column to store the document ID.
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The document ID is a Db2 generated value that uniquely identifies a row. The document ID is used
to identify documents within the XML table. The document ID is common for all XML columns, and its
value is unique within the table.

« A unique index on the document ID (document ID index).

The document ID index points to the base table RID. If the base table space is partitioned, the
document ID index is a non-partitioned secondary index (NPSI).

« The base table has an indicator column for each XML column containing a null bit, invalid bit, and a few
reserved bytes.

The XML table space inherits several attributes from the base table space or the first logical partition of
the base table space. The following table describes the inheritance of attributes. Attributes that are not
listed use the default value or a value calculated for XML table spaces.

Attribute Attribute source

CLOSERULE Base table space

COMPRESS FL 509 Base table space, if available “1”0on page 56
DSSIZE Depends on the base table space type “2”onpage 56
FREEPAGE First logical partition of the base table space
GBPCACHE First logical partition of the base table space
LOCKMAX Base table space

LOG Base table space

MAXPARTITIONS Base table space “3” on page 57

PAGENUM Base table space

PCTFREE First logical partition of the base table space
SEGSIZE Base table space

STORNAME First logical partition of the base table space
TRACKMOD First logical partition of the base table space
VCATNAME First logical partition of the base table space
Notes

1. The attribute is available if the SYSTABLESPACE value for the base table space is NULL. If the attribute
is not available, the XML table space inherits the attribute from the first logical partition of the base
table space.

2. The DSSIZE of the XML table space depends on the type of base table space:

Base table space type DSSIZE of the XML table space

Partition-by-growth UTS Inherited from base table space

Partition-by-range (PBG) or partitioned (non-UTS) [ Calculated as described in the following table.

Segmented (non-UTS) or simple 4GB

The following table shows the DSSIZE for an implicitly created XML table space for a base table in

a partition-by-range (PBR) or range-partitioned (non-UTS) table space. For partition-by-range (PBR)
table spaces with relative page numbering, Db2 also rounds the DSSIZE up to the nearest power of
two before using the following table.
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Tgble 8. Default DSSIZE for XML table spaces, given the base table space DSSIZE and buffer-pool page
size

Base table space |4KB base page 8KB base page 16KB base page |32KB base page
DSSIZE size size size size

1-4 GB 4GB 4GB 4GB 4GB

5-8 GB 32GB 16 GB 16 GB 16 GB

9-16 GB 64 GB 32GB 16 GB 16 GB

17-32 GB 64 GB 64 GB 32GB 16 GB
33-64GB 64 GB 64 GB 64 GB 32GB

65-128 GB 256 GB 256 GB 128 GB 64 GB

129-256 GB 256 GB 256 GB 256 GB 128 GB
257-512 GB 512 GB 512 GB 512 GB 256 GB
513-1024 GB 1024 GB 1024 GB 1024 GB 512 GB

3. If the base table resides in a segmented (non-UTS) or simple table space, the default value is used.
If an edit procedure is defined on the base table, the XML table inherits the edit procedure.

For more information see Storage structure for XML data (Db2 Programming for XML).

Related reference
ALTER TABLE (Db2 SQL)
CREATE TABLE (Db2 SQL)

Creating table spaces explicitly

Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Before you begin
For information about how Db2 can create table spaces for you, see “Implicitly defined table spaces” on
page 52.

About this task

GUPI

FL 504 You can create partition-by-range or partition-by-growth table spaces. For base tables, table
spaces of other types are deprecated, creating them is not supported, and support for such existing tables
might be removed in the future. For more information about the different types, see “Table space types
and characteristics in Db2 for z/OS” on page 43.

Tip: You can alter table spaces after they are created, but the application of some statements, such as
ALTER TABLESPACE with MAXPARTITIONS, prevent access to the database until alterations complete.
Consider future growth when you define new table spaces.

Procedure

Issue a CREATE TABLESPACE statement and specify the type of table space to create and other
attributes.

a) Specify the table space type to create.

For instructions for creating the supported types, see “Creating partition-by-range table spaces” on
page 61 and “Creating partition-by-growth table spaces” on page 63.

Chapter 2. Implementing your database design 57


https://www.ibm.com/docs/en/SSEPEK_12.0.0/xml/src/tpc/db2z_xmlstoragestruct.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sql_altertable.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sql_createtable.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/wnew/src/tpc/db2z_fl_v12r1m504.html

FL 504The following table shows the resulting table space types.

Table 9. CREATE TABLESPACE clauses for specifying table space types, by application compatibility level.

Table space type APPLCOMPAT(V12R1M504) and APPLCOMPAT(V12R1M503) and
higher lower
Partition-by-growth Any of the following combinations:  Any of the following combinations:
« MAXPARTITIONS and NUMPARTS « MAXPARTITIONS and NUMPARTS
« MAXPARTITIONS « MAXPARTITIONS and SEGSIZE
“2.a.i” 58
- Omit both n-SAL0n Bage 32
- MAXPARTITIONS
Partition-by-range NUMPARTS only NUMPARTS and SEGSIZE n“2:2."on
page 58
Segmented (non-UTS) Not supported-2:2i” on page 58 One of the following combinations:

« SEGSIZE n“2.a.i" on page 58

« Omit MAXPARTITIONS,
NUMPARTS, and SEGSIZE

Partitioned (non-UTS) Not supported-2:2:i” on page 58 NUMPARTS and SEGSIZE 0

Notes:

i) Where n is a non-zero value. The DPSEGSZ subsystem parameter determines the default value. For more
information, see DEFAULT PARTITION SEGSIZE field (DPSEGSZ subsystem parameter) (Db2 Installation and
Migration).

ii) FL 504 Non-UTS table spaces for base tables are deprecated. CREATE TABLESPACE statements that run
at application compatibility level V12R1M504 or higher always create a partition-by-growth or partition-by-
range table space, and CREATE TABLE statements that specify a non-UTS table space (including existing
multi-table segmented table spaces) return an error. However, you can use a lower application compatibility
level to create table spaces of the deprecated types if needed, such as for recovery situations. For
instructions, see “Creating non-UTS table spaces (deprecated)” on page 66.

b) Specify other attributes for the table space.

The following list introduces some CREATE TABLESPACE statement clauses that define the attributes
of a table space. For the complete list, see CREATE TABLESPACE (Db2 SQL).

table-space-name
The table space name is an identifier of up to 8 characters. You can qualify a table space name
with a database name. Consider the following facts about naming guidelines for table spaces:

- If you do not qualify an explicit table space with a database name, the default database name is
DSNDBOA4.

- If you do not explicitly specify a table space, Db2 implicitly creates the table space with a derived
name. The name is derived based on the name of the table that is being created.

- Db2 either implicitly creates a new database for the table space, or uses an existing implicitly
created database.

BUFFERPOOL bpname
Identifies the buffer pool that this table space is to use and determines the page size of the table

space. The buffer pool is a portion of memory in which Db2 temporarily stores data for retrieval.
For more information, see Tuning database buffer pools (Db2 Performance).

PAGENUM

Specifies the type of page numbering used for partition-by-range (PBR) table spaces. PBR spaces
with relative page numbering support larger partition sizes than PBR table spaces with absolute
page numbering, and greater flexibility in growing your partitions. Instead of restricting partition
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growth to gigabytes in powers of two, PBR table spaces with relative page numbering support
the growth of partitions by any number of gigabytes. DSSIZE can also be increased for individual
partitions as an immediate ALTER, without requiring a REORG.

The PAGESET_PAGENUM subsystem parameter specifies the default value. See PAGE SET PAGE
NUMBERING field (PAGESET_PAGENUM subsystem parameter) (Db2 Installation and Migration).

MAXPARTITIONS
Specifies the maximum number of partitions for a partition-by-growth table space. Within this
clause, you can specify the NUMPARTS clause to specify the number of partitions that you want to
create initially.

NUMPARTS
Specifies the number of partitions to initially create for the table space.

COMPRESS
Specifies whether to compress the data. You can compress data in a table space to store more
data on each data page. For details, see Compressing your data (Db2 Performance).

FREEPAGE integer
Specifies how often Db2 is to leave a page of free space when the table space or partition is
loaded or reorganized. You specify that Db2 is to set aside one free page for every integer number
of pages. Using free pages can improve performance for applications that perform high-volume
inserts or that update variable-length columns. For details, see Reserving free space in table
spaces (Db2 Performance).

PCTFREE integer
Specifies the percentage of each page that Db2 leaves as free space when the table is loaded or
reorganized. Specifying PCTFREE can improve performance for applications that use high-volume
inserts or that update variable-length columns. For details, see Reserving free space in table
spaces (Db2 Performance).

LOCKSIZE
Specifies the size of locks that Db2 is to use within the table space. Db2 uses locks to protect
data integrity. Use of locks results in some processing costs, so choose the lock size carefully. For
details, see Specifying the size of locks for a table space (Db2 Performance).

MAXROWS
Specifies the maximum number of rows that Db2 places on each data page. The integer can range
from 1 through 255. If you do not specify MAXROWS, the default number of rows is 255. Do not
use MAXROWS for a LOB table space or a table space in a work file database.

MEMBER CLUSTER
Specifies that data that is inserted by an INSERT operation is not clustered by the implicit
clustering index (the first index), or the explicit clustering index. Db2 locates the data in the table
space based on available space. You can use the MEMBER CLUSTER keyword on partition-by-range
table spaces and partition-by-growth table spaces. For details, see Member affinity clustering (Db2
Data Sharing Planning and Administration).

DSSIZE
Specifies the maximum size in GB for each partition. The size of the table space depends on how
many partitions are in the table space and the size of each partition. For a partition-by-growth
table space, the maximum number of partitions depends on the value that is specified for the
MAXPARTITIONS clause.

SEGSIZE
FL 504 An integer value specifies the number of pages that are to be assigned to each segment of
the table space. integer must be a multiple of 4 from 4 to 64 (inclusive). Do not specify SEGSIZE for
a LOB table space.

If SEGSIZE is not specified, the value of SEGSIZE is determined as follows:

- If the DPSEGSZ subsystem parameter value is greater than 0, the SEGSIZE value for the table
space is equal to the DPSEGSZ value.

« If the DPSEGSZ value is 0, the SEGSIZE for the tables space is 32.
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« If the table space is created in work file database, the DPSEGSZ value is not applicable and the
SEGSIZE value for the table space is 16.

Examples
The following examples illustrate how to use SQL statements to create different types of table spaces.

Creating partition-by-growth table spaces
The following example CREATE TABLE statement implicitly creates by a partition-by-growth table
space.

CREATE TABLE TESTO2TB(

C1 SMALLINT,

C2 DECIMAL(9,2),

C3 CHAR(4))

PARTITION BY SIZE EVERY 4G
IN TESTO2DB;

COMMIT;

The following SQL statement creates a partition-by-growth table space that has a maximum size of 2
GB for each partition, 4 pages per segment, with a maximum of 24 partitions for table space.

CREATE TABLESPACE TESTO1TS IN TESTO1DB USING STOGROUP SG1
DSSIZE 2G

MAXPARTITIONS 24

LOCKSIZE ANY

SEGSIZE 4;

COMMIT;

Creating partition-by-range table spaces with relative page numbering

The following example SQL statement creates a partition-by-range table space with relative page
numbering. The maximum partition size is 64G for partition 1, and 4G for each the other seven
partitions .

CREATE TABLESPACE TS1
IN DB1
USING STOGROUP SG1
NUMPARTS 7
(PARTITION 1 DSSIZE 64G
)

PAGENUM RELATIVE;

Creating partition-by-range table spaces
The following example SQL statement defines a partition-by-range table space with 16 pages per
segment and 55 partitions. This universal table space uses a storage group SG1 and has LOCKSIZE
ANY.

CREATE TABLESPACE TS1 IN DB1 USING STOGROUP SG1
NUMPARTS 55 SEGSIZE 16
LOCKSIZE ANY;

The following example SQL statement defines a partition-by-range table space with 64 pages per
segment and 7 defer-defined partitions. This table space uses a storage group SG1 and compresses
every odd-numbered partition.

CREATE TABLESPACE TS1 IN DB1 USING STOGROUP SG1
?UMPARTS 7

PARTITION 1 COMPRESS YES,

PARTITION 3 COMPRESS YES,

PARTITION 5 COMPRESS YES,

PARTITION 7 COMPRESS YES

)
SEGSIZE 64
DEFINE NO;
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What to do next

Generally, when you use the CREATE TABLESPACE statement with the USING STOGROUP clause, Db2
allocates data sets for the table space. However, if you also specify the DEFINE NO clause, you can defer
the allocation of data sets until data is inserted or loaded into a table in the table space.

GUPI

Related tasks

Altering table spaces
Use the ALTER TABLESPACE statement to change the description of a table space at the current server.

Choosing data page sizes (Db2 Performance)
Choosing data page sizes for LOB data (Db2 Performance)

Creating EA-enabled table spaces and index spaces
DFSMS has an extended-addressability function, which is necessary to create data sets that are larger
than 4 GB. Therefore, the term for page sets that are enabled for extended addressability is EA-enabled.

Defining your own user-managed data sets

You can use Db2 storage groups to let Db2 manage the VSAM data sets. However, you can also define
your own user-managed data sets. With user-managed data sets, Db2 checks whether you have defined
your data sets correctly.

Related reference

CREATE TABLESPACE (Db2 SQL)

CREATE LOB TABLESPACE (Db2 SQL)

SYSTABLESPACE catalog table (Db2 SQL)

DEFAULT PARTITION SEGSIZE field (DPSEGSZ subsystem parameter) (Db2 Installation and Migration)

Creating partition-by-range table spaces

You can create a partition-by-range (PBR) table space to create partitions based on data value ranges and
use segmented space management capabilities within each partition.

About this task

A partition-by-range (PBR) table space is a universal table space (UTS) that has partitions based on ranges
of data values. It holds data pages for a single table and has segmented space management capabilities
within each partition. PBR table spaces can use absolute or relative page numbering. Absolute page
number offers the most flexibility for maximum partition size.

In a PBR table space, the partitions are based on the boundary values that are defined for specific data
columns.

Tip: To use a PBR table space for a table without a naturally suitable partitioning scheme, consider
creating the table with an implicitly hidden ROWID column in the partitioning key. Any ROWID column

in the partitioning key guarantees a very even distribution of data across the partitions, and an implicitly-
hidden ROWID column can also be transparent to applications.

Utilities and SQL statements can run concurrently on each partition. For example, a utility job can work
on part of the data while allowing other applications to concurrently access data on other partitions. In
that way, several concurrent utility jobs can, for example, load all partitions of a table space concurrently.
Because you can work on part of your data, some of your operations on the data might require less time.
Also, you can use separate jobs for mass update, delete, or insert operations instead of using one large
job; each smaller job can work on a different partition. Separating the large job into several smaller jobs
that run concurrently can reduce the elapsed time for the whole task.

You can create an index of any type on a table in a PBR space.

PBR table spaces can use relative page numbering (RPN) or absolute page numbering. PBR spaces
with relative page numbering support larger partition sizes than PBR table spaces with absolute page
numbering, and greater flexibility in growing your partitions. Instead of restricting partition growth to
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gigabytes in powers of two, PBR table spaces with relative page numbering support the growth of
partitions by any number of gigabytes. DSSIZE can also be increased for individual partitions as an
immediate ALTER, without requiring a REORG. The PAGENUM option of a CREATE TABLE or CREATE
TABLESPACE statement specifies the type of page numbering that Db2 uses for a table space. If

you omit the PAGENUM clause, Db2 uses the value specified for the PAGESET_PAGENUM subsystem
parameter. The default for PAGESET_PAGENUM is ABSOLUTE. See PAGE SET PAGE NUMBERING field
(PAGESET_PAGENUM subsystem parameter) (Db2 Installation and Migration).

Tip: Partition-by-range (PBR) table spaces with relative page numbers (RPN) are the suggested
alternative for partitioned (non-UTS) table spaces, which are deprecated.

Procedure

To create a partition-by-range table space, use one of the following approaches:

» Issue a CREATE TABLE statement and specify the PARTITION BY RANGE clause.
The following example creates a table with partitions based on ranges of data values in the ACCTNUM
column, which resides in an implicitly created PBR table space:

CREATE TABLE TBO1 (

ACCT_NUM INTEGER,
CUST_LAST_NM CHAR(15),
LAST_ACTIVITY_DT VARCHAR(25),
coL2 CHAR(10),
coL3 CHAR(25),
coL4 CHAR(25),
CoL5 CHAR(25),
CoL6 CHAR(55),
STATE CHAR(55))
IN DBB.TSO1

PARTITION BY RANGE (ACCT_NUM)
(PARTITION 1 ENDING AT (199),
PARTITION 2 ENDING AT (299),
PARTITION 3 ENDING AT (399),
PARTITION 4 ENDING AT (MAXVALUE));

- Issue a CREATE TABLESPACE statement that specifies the NUMPARTS clause and omits the
MAXPARTITIONS clause.
The following example creates a partition-by-range table space, TS1, in database DSN8D12A using
storage group DSN8G120. The table space has 16 pages per segment and has 55 partitions.

CREATE TABLESPACE TS1
IN DSN8D12A
USING STOGROUP DSN8G120
NUMPARTS 55
SEGSIZE 16
LOCKSIZE ANY;

- To create a table without a naturally suitable partitioning scheme in a PBR table space, consider
creating the table with an implicitly hidden ROWID column in the partitioning key.

The ROWID column in the partitioning key guarantees a very even distribution of data across the
partitions. An implicitly-hidden ROWID column can also be transparent to applications.

For example, the following CREATE TABLE statement creates the TB02 table in a PBR table space with
16 partitions based on the implicitly-hidden ROWID column named ROW_ID.

CREATE TABLE TB02 (
CLIENT VARGRAPHIC(3) NOT NULL,
WI_ID VARGRAPHIC(12) NOT NULL,
LENGTH SMALLINT,
DATA VARCHAR(1000),
ROW_ID ROWID NOT NULL
IMPLICITLY HIDDEN GENERATED ALWAYS)

PARTITION BY (ROW_ID)
(PARTITION 1 ENDING AT (X'OFFF'),
PARTITION 2 ENDING AT (X'1FFF'),
PARTITION 3 ENDING AT (X'2FFF'),
PARTITION 4 ENDING AT (X'3FFF'),
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PARTITION 5 ENDING AT (X'4FFF'),
PARTITION 6 ENDING AT (X'5FFF'),
PARTITION 7 ENDING AT (X'6FFF'),
PARTITION 8 ENDING AT (X'7FFF'),
PARTITION 9 ENDING AT (X'8FFF'),
PARTITION 10 ENDING AT (X'9FFF'),
PARTITION 11 ENDING AT (X'AFFF'),
PARTITION 12 ENDING AT (X'BFFF'),
PARTITION 13 ENDING AT (X'CFFF'),
PARTITION 14 ENDING AT (X'DFFF'),
PARTITION 15 ENDING AT (X'EFFF'),
PARTITION 16 ENDING AT (MAXVALUE))

CCSID UNICODE;

Related concepts

Partition-by-range table spaces

A partition-by-range (PBR) table space is a universal table space (UTS) that has partitions based on ranges
of data values. It holds data pages for a single table and has segmented space management capabilities
within each partition. PBR table spaces can use absolute or relative page numbering.

ROWID data type (Introduction to Db2 for z/OS)

Related reference

CREATE TABLE (Db2 SQL)

CREATE TABLESPACE (Db2 SQL)

Creating partition-by-growth table spaces

You can create a partition-by-growth table space so that Db2 manages partitions based on data growth
and uses segmented space management capabilities within each partition.

About this task

A partition-by-growth (PBG) table space is a universal table space (UTS) that has partitions that Db2
manages automatically based on data growth. It holds data pages for only a single table, and has
segmented space management capabilities within each partition.

Db2 manages PBG table spaces automatically as data grows, by automatically adding a new partition
when more space is needed to satisfy an insert operation.

PBG table spaces are best used for small or medium sized tables, especially when a table does not have
a suitable partitioning key. Partition-by-growth table spaces can grow up to 128 TB, depending on the
buffer pool page size used, and the MAXPARTITIONS and DSSIZE values specified when the table space
is created.

Any index created on a table in a PBG table space must be a non-partitioned index. That is, partitioned
indexes, including partitioning indexes and data-partitioned secondary indexes (DPSIs) are not supported
on table in PBG table spaces. For more information, see “Indexes on partitioned tables” on page 121.

Tip: PBG table spaces are best used for small to medium-sized tables. If you expect a table to grow much
larger than the 64 GB, consider using a partition-by-range (PBR) table space instead.

When a table in a PBG table space grows too large, several drawbacks can begin to arise, including the
following issues:

 Insert and query performance degradation, which is perhaps the most important factor suggesting that
conversion is required. Such performance degradation can have many causes, but for large tables in
PBG tables spaces, the size of the table space is often one of the major causes.

- Difficulty regaining clustering of the data (which requires a REORG of the entire table space).

» Problems associated with very large non-partitioned indexes, because partitioned (partitioning and
DPSI) indexes are not supported for tables in PBG table spaces. For more information, see

« Lack of partition parallelism support for utilities.
- Limited support for partition-level utility operations.
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If you encounter these issues, consider using partition-by-range (PBR) table spaces instead.

Tip: To use a PBR table space for a table without a naturally suitable partitioning scheme, consider
creating the table with an implicitly hidden ROWID column in the partitioning key. Any ROWID column

in the partitioning key guarantees a very even distribution of data across the partitions, and an implicitly-
hidden ROWID column can also be transparent to applications.

The partitioned structure supports partition-level utility operations and parallelism capabilities. A PBG
table space also has segmented organization and segmented space management capabilities within each
partition. The segmented structure provides better space management and mass delete capabilities.

Tip: PBG table spaces are the suggested alternative for single-table Db2-managed segmented (non-UTS)
table spaces, which are deprecated.

Procedure

To create a partition-by-growth table space, use one of the following approaches:
« Issue a CREATE TABLE statement, and specify the PARTITION BY SIZE clause.
Db2 implicitly creates a partition-by-growth table space for the new table.

The following example creates a table with partitions based on data growth, which resides in an
implicitly created partition-by-growth table space:

CREATE TABLE TS02TB
(C1 SMALLINT,
C2 DECIMAL(9,2),
C3 CHAR(4))
PARTITION BY SIZE EVERY 4G
IN DATABASE DSNDBO4;

« Issue a CREATE TABLESPACE statement and specify any of the following combinations of the
MAXPARITIONS and NUMPARTS clauses:

— Specify MAXPARTITIONS without NUMPARTS, for example:

CREATE TABLESPACE TESTO1TS IN TESTO1DB USING STOGROUP SG1
DSSIZE 2G

MAXPARTITIONS 24

LOCKSIZE ANY

SEGSIZE 4;

COMMIT;

- Specify both MAXPARTITIONS and NUMPARTS.
— FL 504 Omit both MAXPARTITIONS and NUMPARTS.

Related concepts

Partition-by-growth table spaces

A partition-by-growth (PBG) table space is a universal table space (UTS) that has partitions that Db2
manages automatically based on data growth. It holds data pages for only a single table, and has
segmented space management capabilities within each partition.

Related reference
CREATE TABLESPACE (Db2 SQL)
CREATE TABLE (Db2 SQL)
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Creating LOB table spaces, auxiliary tables, and auxiliary indexes explicitly

When you define a LOB column or add a partition to a base table that contains a LOB column, Db2 can
often implicitly create the required LOB table spaces, auxiliary tables and indexes for you. However, you
must create these objects explicitly in certain situations.

About this task

Although a table can contain a LOB column, the actual LOB data is usually stored in a another table, which
is called the auxiliary table. The auxiliary table exists in a separate table space called a LOB table space.
One auxiliary table must exist for each LOB column. The table with the LOB column is called the base
table. The base table has a ROWID column that Db2 uses to locate the data in the auxiliary table. The
auxiliary table must have exactly one index.

Db2 sometimes implicitly creates the LOB table space, auxiliary table, and index on the auxiliary table for
each LOB column in a table or partition. For more information, see “LOB table space implicit creation” on
page 54.

If Db2 does not implicitly create the LOB table spaces, auxiliary tables, and indexes on the auxiliary
tables, you must create these objects by issuing CREATE TABLESPACE, CREATE AUXILIARY TABLE, and
CREATE INDEX statements.

For example, if the LOB table space that is associated with the previous partition does not already exist,

Db2 does not implicitly create a LOB table space for the new partition. This situation occurs when a LOB

table space is not implicitly created for the first partition because SQLRULES is set to DB2, and you issue
ALTER TABLE with ADD PARTITION after you create the base table space, but before you create the first

LOB table space.

Procedure

To create LOB table spaces and related objects explicitly, complete the following steps:

1. If the LOB column does not already exist create it by issuing a CREATE TABLE statement or ALTER
TABLE statement with ADD COLUMN . You can also add an optional ROWID column, or let Db2 create
one for you. For more information, see Storing LOB data in Db2 tables (Db2 Application programming
and SQL).

2. Create table spaces and auxiliary tables for the LOB data.

You must create one LOB table space for each table partition and one auxiliary table for each LOB
column. For example, if your base table has three partitions, you must create three LOB table spaces
and three auxiliary tables for each LOB column. Use the following statements to create these objects:
CREATE LOB TABLESPACE (Db2 SQL) and CREATE AUXILIARY TABLE (Db2 SQL).

The privilege set must include the following privileges:

« The USE privilege on the buffer pool and the storage group that is used by the LOB objects

- If the base table space is explicitly created, CREATETS is also required on the database that contains
the table (DSNDBO4 if the database is implicitly created)

3. Create one index for each auxiliary table by using the CREATE INDEX statement. Each auxiliary table
must have exactly one index in which each index entry refers to a LOB.

Example

GUPI

Assume that you must define a LOB table space and an auxiliary table to hold employee resumes. You
must also define an index on the auxiliary table. You must define the LOB table space in the same
database as the associated base table. Assume that EMP_PHOTO_RESUME is a base table. This base
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table has a LOB column named EMP_RESUME. You can use statements like this to define the LOB table
space, the auxiliary table space, and the index:

CREATE LOB TABLESPACE RESUMETS
IN MYDB
LOG NO;

COMMIT;

CREATE AUXILIARY TABLE EMP_RESUME_TAB
IN MYDB.RESUMETS
STORES EMP_PHOTO_RESUME
COLUMN EMP_RESUME;

CREATE UNIQUE INDEX XEMP_RESUME
ON EMP_RESUME_TAB;

COMMIT;

GUPI

Related concepts

Large objects (LOBs) (Db2 SQL)

Related tasks

Creating large objects (Introduction to Db2 for z/0S)
Related reference

CREATE INDEX (Db2 SQL)

Creating non-UTS table spaces (deprecated)

Starting at function level V12R1M504, CREATE TABLESPACE and CREATE TABLE statements that run at
application compatibility level V12R1M504 or higher cannot create or use deprecated non-UTS table
spaces. However, you can still create or use the deprecated table space types by running the CREATE
statements at a lower application compatibility level.

Before you begin

For best results, use the non-deprecated table space types for all new table spaces whenever possible,
and develop plans for converting existing table spaces to the non-deprecated UTS types. Although

the deprecated types remain supported in Db2 12, many of the new capabilities and enhancements
introduced in DB2 10 and later are supported only for UTS. Also, the non-deprecated types are likely to
be unsupported eventually. For more information, see “Converting deprecated table spaces to the UTS
types” on page 187.

Procedure

1. FL 504 Change the application compatibility level of the CREATE statement to V12R1M503 or lower, by
using one of the following approaches:

- Issue the following statement first:

SET CURRENT APPLICATION COMPATIBILITY = 'V12R1M503'

Then issue the CREATE statement as a dynamic SQL statement. For more information, see SET
CURRENT APPLICATION COMPATIBILITY (Db2 SQL).

- For remote applications, you can avoid application changes by using the DSN_PROFILE_TABLE to
set the special register value. For more information, see “Setting special registers by using profile
tables” on page 545.

« Bind the package that issues the CREATE statement with APPLCOMPAT(V12R1M503) or lower. For
more information, see APPLCOMPAT bind option (Db2 Commands).

2. Use one of the following specifications in the CREATE statement.

« Tocreate a segmented (non-UTS) table space, issue a CREATE TABLESPACE statement and specify
a non-zero SEGSIZE value. Do not specify NUMPARTS or MAXPARTITIONS. For the syntax and
descriptions, see “segmented-non-uts-specification” on page 67.
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« To create a partitioned (non-UTS) table space, issue a CREATE TABLESPACE statement and specify
NUMPARTS, omit MAXPARTITIONS, and specify SEGSIZE 0. For the syntax and descriptions, see
“paritioned-non-UTS-specification” on page 69.

- Tocreate a new table in an existing segmented table space, specify the existing table space in the
IN clause of the CREATE TABLE statement. For the syntax and descriptions, see CREATE TABLE

(Db2 SQL).

Syntax and descriptions for creating non-UTS table spaces (deprecated)

The following table summarize the options that control the resulting table space type when you issue a
CREATE TABLESPACE statement at application compatibility level V12R1M503 or lower.

Table 10. Table space types and related clauses below application compatibility level VI2RIM504

Table space type to create

Clauses to specify

Partition-by-growth

Any of the following combinations:

« MAXPARTITIONS and NUMPARTS

« MAXPARTITIONS and SEGSIZE n"1"on page 67
« MAXPARTITIONS

Partition-by-range

NUMPARTS and SEGSIZE n“1” on page 67

Segmented (non-UTS) “2”on page 67

One of the following combinations:
« SEGSIZE n'1”on page 67
« Omit MAXPARTITIONS, NUMPARTS, and SEGSIZE

Partitioned (non-UTS) 2" on page 67

NUMPARTS and SEGSIZE 0

Notes:

1. Where n is a non-zero value. The DPSEGSZ subsystem parameter determines the default value. For
more information, see DEFAULT PARTITION SEGSIZE field (DPSEGSZ subsystem parameter) (Db2

Installation and Migration).

2. Non-UTS table spaces for base tables are deprecated and likely to be unsupported in the future.

segmented-non-uts-specification

At application compatibility level VI2R1M503 or lower, segmented-non-UTS-specification hasthe

following syntax and descriptions.

L: SEGSIZE 4 :_J
SEGSIZE — integer

segmented-non-UTS-specification (deprecated)
If MAXPARTITIONS and NUMPARTS are both omitted, a segmented (non-UTS) table space is created.
It is not partitioned, and initially occupies one data set.

SEGSIZE integer

Specifies the size in pages for each segment of the table space. The integer value must be a

multiple of 4, in the range 4-64.

Because segmented (non-UTS) table spaces are not partitioned, the description of the using-block
specification also differs from the description for UTS.
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using-block (for nonpartitioned table spaces)
For nonpartitioned table spaces, the USING clause indicates whether the data set for the table space
is defined by you or by Db2. If Db2 is to define the data set, the clause also gives space allocation
parameters and an erase rule.

If you omit USING, Db2 defines the data sets using the default storage group of the database and the
defaults for PRIQTY, SECQTY, and ERASE.

VCAT catalog-name
Specifies that the first data set for the table space is managed by the user, and following data sets,
if needed, are also managed by the user.

The data sets are VSAM linear data sets cataloged in the integrated catalog facility catalog
that catalog-name identifies. For more information about catalog-name values, see Naming
conventions (Db2 SQL).

More than one Db2 subsystem can share the integrated catalog facility catalogs with the current
server. To avoid the chance of those subsystems attempting to assign the same name to different
data sets, specify a catalog-name value that is not used by the other Db2 subsystems.

VCAT must not be specified if MAXPARTITIONS is also specified.

STOGROUP stogroup-name
Specifies that Db2 will define and manage the data sets for the table space. Each data set will
be defined on a volume of the identified storage group. The values specified (or the defaults)
for PRIQTY and SECQTY determine the primary and secondary allocations for the data set. The
storage group supplies the name of a volume for the data set and the first-level qualifier for the
data set name. The first-level qualifier is also the name of, or an alias? for, the integrated catalog
facility catalog on which the data set is to be cataloged. The naming conventions for the data
set are the same as if the data set is managed by the user. As was mentioned above for VCAT,
the first-level qualifier could cause naming conflicts if the local Db2 can share integrated catalog
facility catalogs with other Db2 subsystems.

stogroup-name must identify a storage group that exists at the current server. SYSADM or
SYSCTRL authority, or the USE privilege on the storage group, is required.

The description of the storage group must include at least one volume serial number, or it must
indicate that the choice of volumes is left to Storage Management Subsystem (SMS). If volume
serial numbers appear in the description, each must identify a volume that is accessible to z/0S
for dynamic allocation of the data set, and all identified volumes must be of the same device type.

The integrated catalog facility catalog used for the storage group must not contain an entry for the
first data set of the table space. If the integrated catalog facility catalog is password protected, the
description of the storage group must include a valid password.

PRIQTY integer
Specifies the minimum primary space allocation for a Db2-managed data set. integer must be
a positive integer, or -1. In general, when you specify PRIQTY with a positive integer value, the
primary space allocation is at least n kilobytes, where n is the value of integer. However, the
following exceptions exist:

- For 4KB page sizes, if integer is greater than 0 and less than 200, n is 200.

 For 8KB page sizes, if integer is greater than 0 and less than 400, n is 400.

» For 16KB page sizes, if integer is greater than 0 and less than 800, n is 800.

- For 32KB page sizes, if integer is greater than 0 and less than 1600, n is 1600.

« For any page size, if integer is greater than 67108864, nis 67108864.

If you do not specify PRIQTY, or specify PRIQTY with a value of -1, Db2 uses a default value

for the primary space allocation; for information on how Db2 determines the default value, see
Rules for primary and secondary space allocation (Introduction to Db2 for z/0S).

1 The alias of an integrated catalog facility catalog.
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If you specify PRIQTY, and do not specify a value of -1, Db2 specifies the primary space
allocation to access method services using the smallest multiple of p KB not less than n,
where p is the page size of the table space. The allocated space can be greater than the
amount of space requested by Db2. For example, it could be the smallest number of tracks
that will accommodate the request. The amount of storage space requested must be available
on some volume in the storage group based on VSAM space allocation restrictions. Otherwise,
the primary space allocation will fail. To more closely estimate the actual amount of storage,
see DEFINE CLUSTER command (DFSMS Access Method Services for Catalogs).

Executing this statement causes only one data set to be created. However, you might have
more data than this one data set can hold. Db2 automatically defines more data sets when
they are needed. Regardless of the value in PRIQTY, when a data set reaches its maximum
size, Db2 creates a new one. To enable a data set to reach its maximum size without running
out of extents, it is recommended that you allow Db2 to automatically choose the value of the
secondary space allocations for extents.

If you do choose to explicitly specify SECQTY, to avoid wasting space, use the following
formula to make sure that PRIQTY and its associated secondary extent values do not exceed
the maximum size of the data set:

PRIQTY + (number of extents x SECQTY) <= DSSIZE (implicit or explicit)

SECQTY integer
Specifies the minimum secondary space allocation for a Db2-managed data set. integer must
be a positive integer, 0, or -1. If you do not specify SECQTY, or specify SECQTY with a value of
-1, Db2 uses a formula to determine a value. For information on the actual value that is used
for secondary space allocation, whether you specify a value or not, see Rules for primary and
secondary space allocation (Introduction to Db2 for z/0S).

If you specify SECQTY, and do not specify a value of -1, Db2 specifies the secondary space
allocation to access method services using the smallest multiple of p KB not less than integer,
where p is the page size of the table space. The allocated space can be greater than the
amount of space requested by Db2. For example, it could be the smallest number of tracks
that will accommodate the request. To more closely estimate the actual amount of storage,
see DEFINE CLUSTER command (DFSMS Access Method Services for Catalogs).

ERASE
Indicates whether the Db2-managed data sets for the table space are to be erased when they
are deleted during the execution of a utility or an SQL statement that drops the table space.

NO
Does not erase the data sets. Operations involving data set deletion will perform better
than ERASE YES. However, the data is still accessible, though not through Db2. This is the
default.

YES
Erases the data sets. As a security measure, Db2 overwrites all data in the data sets with
zeros before they are deleted.

The components of the USING block are discussed separately for nonpartitioned table spaces and
partitioned table spaces. If you omit USING, the default storage group of the database must exist.

paritioned-non-UTS-specification

At application compatibility level V12R1M503 or lower, partitioned-non-UTS-specification has
the following syntax and descriptions.
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gbpcache-block

COMPRESS NO
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2
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Notes:

1 Group multiple PARTITION clauses. Other clauses must not be specified more than one time.

2 Specify a power-of-two integer in the range 1-256, or accept the default value based on the NUMPARTS
value and the buffer pool page size. See the tables in "Maximum number of partitions and table space size"
in CREATE TABLESPACE (Db2 SQL).

3 SEGSIZE 0 must be specified unless the DPSEGSZ subsystem parameter value is 0. For more
information, see DPSEGSZ subsystem parameter.

partitioned-non-UTS-specification (deprecated)
Specifies a NUMPARTS value and SEGSIZE 0 to create a partitioned (non-UTS) table space.

NUMPARTS integer

The integer value specifies the number of partition schema definitions to create. Data sets are also
allocated for this many partitions, unless DEFINE NO is also specified. integer must be a value in
the range 1-4096 inclusive.

The maximum number of partitions depends on the buffer pool page size and DSSIZE. The total
table space size depends on the number of partitions and DSSIZE. See the tables in "Maximum
number of partitions and table space size" in CREATE TABLESPACE (Db2 SQL).

PARTITION integer

Specifies the partition to which the following partition-level clauses apply. integer can range from
1 to the number of partitions given by NUMPARTS.

You can specify the PARTITION clause as many times as needed. If you use the same partition
number more than once, only the last specification for that partition is used.
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SEGSIZE 0
Specifies that the table space is a partitioned (non-UTS) table space, which does not use
segmented organization. SEGSIZE 0 must be specified unless the DPSEGSZ subsystem parameter
is 0. For more information, see DPSEGSZ subsystem parameter.

DSSSIZE integerG
When DSSIZE is specified for a partitioned (non-UTS) table space, it must be a power-of-two
integer in the range 1 G-256 G (1, 2, 4, 8, 16, 32, 64, 128, or 256). The default value depends on
the NUMPARTS value and the buffer pool page size, as shown in the following table.

Table 11. DSSIZE defaults for paritioned (non-UTS) table spaces

Page size NUMPARTS value DSSIZE default value
Any 1-16 4G

Any 17-32 2G

Any 33-64 1G

Any 65-254 4G

4K 255-4096 4G

8K 255-4096 8G

16K 255-4096 16 G

32K 255-4096 32G

The DSSIZE value affects the number of partitions that can be used. See the tables in "Maximum
number of partitions and table space size" in CREATE TABLESPACE (Db2 SQL).

For any DSSIZE value greater than 4 G, the data sets for the table space must be associated with a
DFSMS data class that is specified with extended format and extended addressability.

Related concepts
Table space types and characteristics in Db2 for z/OS

Db2 supports several different types of table spaces. The partitioning method and segmented
organization are among the main characteristics that define the table space type.

Related tasks

Converting deprecated table spaces to the UTS types

The non-UTS segmented and partitioned table space types are deprecated. That is, they remain
supported, but support might be removed eventually, and it is best to convert them to the non-deprecated
types.

Related reference

Function level 504 (activation enabled by APAR PH07672 - April 2019) (Db2 for z/OS What's New?)
CREATE TABLESPACE (Db2 SQL)

Deprecated function in Db2 12 (Db2 for z/OS What's New?)

EA-enabled table spaces and index spaces

You can enable partitioned table spaces for extended addressability (EA), a function of DFSMS. The term
for table spaces and index spaces that are enabled for extended addressability is EA-enabled.

You must use EA-enabled table spaces or index spaces if you specify a maximum partition size (DSSIZE)
that is larger than 4 GB in the CREATE TABLESPACE statement.

Partition-by-range table spaces with relative page numbers must be EA-enabled table spaces.

Both EA-enabled and non-EA-enabled partitioned table spaces can have only one table and up to 4096
partitions. The following table summarizes the differences.

Chapter 2. Implementing your database design 71


https://www.ibm.com/docs/en/SSEPEK_12.0.0/inst/src/tpc/db2z_ipf_dpsegsz.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sql_createtablespace.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/wnew/src/tpc/db2z_fl_v12r1m504.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sql_createtablespace.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/wnew/src/tpc/db2z_deprecated.html

Table 12. Differences between EA-enabled and non-EA-enabled table spaces

EA-enabled table spaces Non-EA-enabled table spaces

Holds up to 4096 partitions with DSSIZE 64G Holds up to 4096 partitions with DSSIZE 4G
Created with any valid value of DSSIZE DSSIZE cannot exceed 4G

Data sets are managed by SMS Data sets are managed by VSAM or SMS
Requires setup No additional setup

Related tasks

Creating EA-enabled table spaces and index spaces
DFSMS has an extended-addressability function, which is necessary to create data sets that are larger
than 4 GB. Therefore, the term for page sets that are enabled for extended addressability is EA-enabled.

Creating table spaces explicitly
Db2 can create table spaces for you. However, you might also create table spaces explicitly by issuing
CREATE TABLESPACE statements if you manage your own data sets, among other reasons.

Related reference
CREATE TABLESPACE (Db2 SQL)

Implementing Db2 tables

Use the columns and rows of Db2 tables as logical structures for storing data.

Designing tables that many applications use is a critical task. Table design can be difficult because you
can represent the same information in many different ways. This information briefly describes how tables
are created and altered, and how authorization is controlled.

You create tables by using the SQL CREATE TABLE statement. At some point after you create and start
using your tables, you might need to make changes to them. The ALTER TABLE statement lets you add
and change columns, add or drop a primary key or foreign key, add or drop table check constraints, or

add and change partitions. Carefully consider design changes to avoid or reduce the disruption to your
applications.

Most organizations have naming conventions to ensure that objects are named in a consistent manner.
The table name is an identifier of up to 128 characters. You can qualify the table name with an SQL
identifier, which is a schema. When you define a table that is based directly on an entity, these factors also
apply to the table names.

If you have DBADM (database administration) authority, you probably want to control the creation of
Db2 databases and table spaces. These objects can have a big impact on the performance, storage,
and security of the entire relational database. In some cases, you also want to retain the responsibility
for creating tables. After designing the relational database, you can create the necessary tables for
application programs. You can then pass the authorization for their use to the application developers,
either directly or indirectly, by using views.

However, if you want to, you can grant the authority for creating tables to those who are responsible
for implementing the application. For example, you probably want to authorize certain application
programmers to create tables if they need temporary tables for testing purposes.

Some users in your organization might want to use Db2 with minimum assistance or control. You can
define a separate storage group and database for these users and authorize them to create whatever data
objects they need, such as tables.

Related tasks

Creating tables from application programs (Db2 Application programming and SQL)
Related reference

CREATE TABLE (Db2 SQL)
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Types of tables

In Db2, you store user data in tables. Db2 supports several types of tables, each of which has its own
purpose and characteristics.

Db2 supports the following types of tables:

accelerator-only table
A table that stores rows only in the accelerator, not in Db2. The table and column definition of the
accelerator-only table is contained in Db2 catalog tables. Any queries that reference the accelerator-
only table, must be executed in the accelerator. If a query that references an accelerator-only table
is not eligible for query acceleration, an error is issued. To change the contents of an accelerator-only
table, the data change statement must be executed in the accelerator.

archive table
A table that stores rows that are deleted from another table.

archive-enabled table
A table that has an associated archive table. When rows are deleted from an archive-enabled table,
Db2 can automatically insert those rows into an archive table.

auxiliary table
A table created with the SQL statement CREATE AUXILIARY TABLE and used to hold the data for a
column that is defined in a base table.

base table
The most common type of table in Db2. You create a base table with the SQL CREATE TABLE
statement. The Db2 catalog table, SYSIBM.SYSTABLES, stores the description of the base table. The
table description and table data are persistent. All programs and users that refer to this type of table
refer to the same description of the table and to the same instance of the table.

clone table
A table that is structurally identical to a base table. You create a clone table by using an ALTER
TABLE statement for the base table that includes an ADD CLONE clause. The clone table is created
in a different instance of the same table space as the base table, is structurally identical to the
base table in every way, and has the same indexes, before triggers, and LOB objects. In the Db2
catalog, the SYSTABLESPACE table indicates that the table space has only one table in it, but
SYSTABLESPACE.CLONE indicates that a clone table exists. Clone tables can be created only in a
partition-by range or partition-by-growth table space that is managed by Db2. The base and clone
table each have separate underlying VSAM data sets (identified by their data set instance numbers)
that contain independent rows of data.

empty table
A table with zero rows.

history table
A table that is used to store historical versions of rows from the associated system-period temporal
table.

materialized query table
A table, which you define with the SQL CREATE TABLE statement, that contains materialized data
that is derived from one or more source tables. Materialized query tables are useful for complex
queries that run on large amounts of data. Db2 can precompute all or part of such queries and use
the precomputed, or materialized, results to answer the queries more efficiently. Materialized query
tables are commonly used in data warehousing and business intelligence applications.

Several Db2 catalog tables, including SYSIBM.SYSTABLES and SYSIBM.SYSVIEWS, store the
description of the materialized query table and information about its dependency on a table, view,
or function. The attributes that define a materialized query table tell Db2 whether the table is:

« System-maintained or user-maintained.

» Refreshable: All materialized tables can be updated with the REFRESH TABLE statement. Only user-
maintained materialized query tables can also be updated with the LOAD utility and the UPDATE,
INSERT, and DELETE SQL statements.
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« Enabled for query optimization: You can enable or disable the use of a materialized query table in
automatic query rewrite.

Materialized query tables can be used to improve the performance of dynamic SQL queries. If Db2
determines that a portion of a query could be resolved using a materialized query table, the query
might be rewritten by Db2 to use the materialized query table. This decision is based in part on
the settings of the CURRENT REFRESH AGE and the CURRENT MAINTAINED TABLE TYPES FOR
OPTIMIZATION special registers.

result table
A table that contains a set of rows that Db2 selects or generates, directly or indirectly, from one or
more base tables in response to an SQL statement. Unlike a base table or a temporary table, a result
table is not an object that you define using a CREATE statement.

sample table
One of several tables shipped with the Db2 licensed program that contains sample data. Many
examples in this information are based on sample tables.

temporal table
A table that records the period of time when a row is valid.

Db2 supports two types of periods, which are the system period (SYSTEM_TIME) and the application
period (BUSINESS_TIME). The system period consists of a pair of columns with system-maintained
values that indicates the period of time when a row is valid. The application period consists of a pair of
columns with application-maintained values that indicates the period of time when a row is valid.

system-period temporal table
A system-period temporal table is a base table that is defined with system-period data versioning.
You can modify an existing table to become a system-period temporal table by specifying the ADD
PERIOD SYSTEM_TIME clause on the ALTER TABLE statement. After creating a history table that
corresponds to the system-period temporal table, you can define system-period data versioning
on the table by issuing the ALTER TABLE ADD VERSIONING statement with the USE HISTORY
table clause.

application-period temporal table
An application-period temporal table is a base table that includes an application period
(BUSINESS_TIME). You can modify an existing table to become an application-period temporal
table by specifying the ADD PERIOD BUSINESS_TIME clause on the ALTER TABLE statement.

bitemporal table
A bitemporal table is a table that is both a system-period temporal table and an application-period
temporal table. You can use a bitemporal table to keep application period information and system-
based historical information. Therefore, you have a lot of flexibility in how you query data, based
on periods of time.

temporary table
A table that is defined by the SQL statement CREATE GLOBAL TEMPORARY TABLE or DECLARE
GLOBAL TEMPORARY TABLE to hold data temporarily. Temporary tables are especially useful when
you need to sort or query intermediate result tables that contain many rows, but you want to store
only a small subset of those rows permanently.

created global temporary table
A table that you define with the SQL CREATE GLOBAL TEMPORARY TABLE statement. The Db2
catalog table, SYSIBM.SYSTABLES, stores the description of the created temporary table. The
description of the table is persistent and shareable. However, each individual application process
that refers to a created temporary table has its own distinct instance of the table. That is, if
application process A and application process B both use a created temporary table named
TEMPTAB:

« Each application process uses the same table description.

 Neither application process has access to or knowledge of the rows in the other application
instance of TEMPTAB.
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declared global temporary table
A table that you define with the SQL DECLARE GLOBAL TEMPORARY TABLE statement. The
Db2 catalog does not store a description of the declared temporary table. Therefore, the
description and the instance of the table are not persistent. Multiple application processes can
refer to the same declared temporary table by name, but they do not actually share the same
description or instance of the table. For example, assume that application process A defines
a declared temporary table named TEMP1 with 15 columns. Application process B defines a
declared temporary table named TEMP1 with five columns. Each application process uses its own
description of TEMP1; neither application process has access to or knowledge of rows in the other
application instance of TEMP1.

XML table
A special table that holds only XML data. When you create a table with an XML column, Db2 implicitly
creates an XML table space and an XML table to store the XML data.

These different types of tables differ in other ways that this topic does not describe.

Related concepts

Creation of materialized query tables (Introduction to Db2 for z/0S)

Db2 catalog (Introduction to Db2 for z/QS)

Archive-enabled tables and archive tables (Introduction to Db2 for z/OS)
Related tasks

Creating large objects (Introduction to Db2 for z/0S)

Related reference

Db2 sample tables (Introduction to Db2 for z/OS)

Guidelines for table names

Most organizations have naming conventions to ensure that objects are named in a consistent manner.
Consider these basic requirements for table names.

The table name is an SQL identifier of up to 128 characters. For more information, see Identifiers in SQL
(Db2 SQL).

When you define a table that is based directly on an entity, these factors also apply to the table names.

Also, the following naming conventions apply to table-name values in SQL statements.

table-name
A qualified or unqualified name that designates a table.

A fully qualified table name is a three-part name. The first part is a location name that designates
the DBMS at which the table is stored. The second part is a schema name. The third part is an SQL
identifier. A period must separate each of the parts.

A two-part table name is implicitly qualified by the location name of the current server. The first part is
a schema name. The second part is an SQL identifier. A period must separate the two parts.

A one-part or unqualified table name is an SQL identifier with two implicit qualifiers. The first

implicit qualifier is the location name of the current server. The second is a schema name, which

is determined by the rules set forth in Unqualified object name resolution (Db2 SQL). For a declared
temporary table, the qualifier (the second part in a three-part name and the first part in a two-part
name) must be SESSION. For complete details on specifying a name when a declared temporary table
is defined and then later referring to that declared temporary table in other SQL statements, see
DECLARE GLOBAL TEMPORARY TABLE (Db2 SQL).

Related concepts

Naming conventions (Db2 SQL)
Related reference

CREATE TABLE (Db2 SQL)
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Creating base tables

When you create a table, Db2 records a definition of the table in the Db2 catalog.

Before you begin

Consider whether you want to create the table space and database for your table or let Db2 create them
for you implicitly.

For more information, see “Implementing Db2 table spaces” on page 42.

Procedure

Issue a CREATE TABLE statement that specifies the attributes of the table and its columns.

Table name
When choosing the name for the table, follow the naming conventions of your organization and the
basic requirements described in “Guidelines for table names” on page 75.

Column list
For each column, specify the name and attributes of the column, including the data type, length
attribute, and optional default values or value constraints. For more information, see Db2 table
columns (Introduction to Db2 for z/0S).

Referential or check constraints (optional)
For more information, see Check constraints (Db2 Application programming and SQL) and Referential
constraints (Db2 Application programming and SQL).

Partitioning method (optional)
Db2 uses size-based partitions by default if you do not specify how to partition the data when you
create the table. For more information, see “Partitioning data in Db2 tables” on page 77.

Table location (optional)
You can specify an existing table space and database name as the location of the new table, or you
can let Db2 create these objects for your table implicitly. For more information, see “Implementing
Db2 table spaces” on page 42.

Example

GUPI" The following CREATE TABLE statement creates the EMP table, which is in a database named MYDB
and in a table space named MYTS:

CREATE TABLE EMP

(EMPNO CHAR(6) NOT NULL,
FIRSTNME VARCHAR(12) NOT NULL,
LASTNAME VARCHAR(15) NOT NULL,
DEPT CHAR(3) 0
HIREDATE DATE o
JOB CHAR(8) 0
EDL SMALLINT 5
SALARY DECIMAL(9,2) o
COMM DECIMAL (9,2) 5

PRIMARY KEY (EMPNO))
IN MYDB.MYTS;

GUPI

What to do next

Creating a table does not store the application data. You can put data into the table by using several
methods, such as the LOAD utility or the INSERT statement. For more information, see “Loading data into
Db2 tables” on page 128.

Related concepts
Db2 tables (Introduction to Db2 for z/OS)
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Related tasks

Creating tables from application programs (Db2 Application programming and SQL)
Related reference

CREATE TABLE (Db2 SQL)

Related information

Lesson 1.2: Creating a table (Introduction to Db2 for z/0S)

Partitioning data in Db2 tables

All Db2 base tables that are created in universal table spaces use either partition-by growth or partition-
by-range data partitioning.

Before you begin

Consider whether you want to create the table space and database for your table or let Db2 create them
for you implicitly.

For more information, see “Implementing Db2 table spaces” on page 42.

About this task

Data partitions are useful because they support partition-level utility operations and parallelism
capabilities for improved performance.

Utilities and SQL statements can run concurrently on each partition. For example, a utility job can work
on part of the data while allowing other applications to concurrently access data on other partitions. In
that way, several concurrent utility jobs can, for example, load all partitions of a table space concurrently.
Because you can work on part of your data, some of your operations on the data might require less time.
Also, you can use separate jobs for mass update, delete, or insert operations instead of using one large
job; each smaller job can work on a different partition. Separating the large job into several smaller jobs
that run concurrently can reduce the elapsed time for the whole task.

You can let Db2 manage size-based table partitions based on data growth, or you can specify partitions
based on ranges of data values.

Size-based data partitions

Size-based partitions are best when the data in a table is expected to exceed 64 GB, or when a table
does not have a suitable partitioning key. Partition-by-growth table spaces can grow up to 128 TB,
depending on the buffer pool page size used, and the MAXPARTITIONS and DSSIZE values specified
when the table space is created.

If you use size-based partitions, the table resides in partition-by-growth (PBG) table space. For more
information, see “Creating partition-by-growth table spaces” on page 63.

Range-based data partitions
If you use partitions based on ranges of data values, the table resides in a partition-by-range (PBR)
table space. For more information, see “Creating partition-by-range table spaces” on page 61.

If you do not specify how to partition the data when you create a table, Db2 uses size-based partitions
and implicitly creates a partition-by-growth table space by default.
Tip:

When converting or replacing existing tables in deprecated non-UTS table spaces, the type of partitioning
to use depends on the existing table space type. For more information, see “Converting deprecated table
spaces to the UTS types” on page 187.

Procedure

GUPITo control how the data in a table is partitioned, use the following approaches in the CREATE TABLE
statement:

Chapter 2. Implementing your database design 77


https://www.ibm.com/docs/en/SSEPEK_12.0.0/apsg/src/tpc/db2z_createtablesapp.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sql_createtable.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/intro/src/tpc/db2z_tut_createtable.html

« Specify the PARTITION BY SIZE clause to create a table with data partitioned based on data size.

If you specify the name of a table space in the IN clause, it must identify an existing PBG table space.
If you omit the table space name Db2 implicitly creates a PBG table space for the table.

The following example creates a table with partitions based on data growth, which resides in an
implicitly created partition-by-growth table space:

CREATE TABLE TS02TB
(C1 SMALLINT,
C2 DECIMAL(9,2),
C3 CHAR(4))
PARTITION BY SIZE EVERY 4G
IN DATABASE DSNDBO4;

FL 504 If you omit the PARTITION BY clause, the table is also created with size based partitions, and if
the IN clause specifies a table space name, it must identify an existing PBG table space.

- Specify a PARTITION BY RANGE clause to identify one or more columns that define the partitioning
key, and specify the limit key values in the PARTITION part-num ENDING AT clause.

If you specify the name of a table space in the IN clause, it must identify an existing PBR table space.
If you omit the table space name, Db2 implicitly creates a PBR table space for the table.

The following example creates a table with partitions based on ranges of data values in the ACCTNUM
column, which resides in an implicitly created PBR table space:

CREATE TABLE TBO1 (

ACCT_NUM INTEGER,
CUST_LAST_NM CHAR(15),
LAST_ACTIVITY_DT VARCHAR(25),
coL2 CHAR(10),
CcoL3 CHAR(25),
CcoL4 CHAR(25),
COL5 CHAR(25),
coLé CHAR(55) ,
STATE CHAR(55))
IN DBB.TSO1

PARTITION BY RANGE (ACCT_NUM)
(PARTITION 1 ENDING AT (199),
PARTITION 2 ENDING AT (299),
PARTITION 3 ENDING AT (399),
PARTITION 4 ENDING AT (MAXVALUE));

- To create a table without a naturally suitable partitioning scheme in a PBR table space, consider
creating the table with an implicitly hidden ROWID column in the partitioning key.

The ROWID column in the partitioning key guarantees a very even distribution of data across the
partitions. An implicitly-hidden ROWID column can also be transparent to applications.

For example, the following CREATE TABLE statement creates the TB02 table in a PBR table space with
16 partitions based on the implicitly-hidden ROWID column named ROW_ID.

CREATE TABLE TB02 (
CLIENT VARGRAPHIC(3) NOT NULL,
WI_ID VARGRAPHIC(12) NOT NULL,
LENGTH SMALLINT,
DATA VARCHAR(1000),
ROW_ID ROWID NOT NULL
IMPLICITLY HIDDEN GENERATED ALWAYS)

PARTITION BY (ROW_ID)

PARTITION 9 ENDING AT (X'S8FFF'),
PARTITION 10 ENDING AT (X'9FFF'),
PARTITION 11 ENDING AT (X'AFFF'),
)
) o

(PARTITION 1 ENDING AT (X'OFFF")
PARTITION 2 ENDING AT (X'1FFF')
PARTITION 3 ENDING AT (X'2FFF')
PARTITION 4 ENDING AT (X'3FFF')
PARTITION 5 ENDING AT (X'4FFF')
PARTITION 6 ENDING AT (X'5FFF')
PARTITION 7 ENDING AT (X'6FFF')
PARTITION 8 ENDING AT (X'7FFF')

)

PARTITION 12 ENDING AT (X'BFFF'
PARTITION 13 ENDING AT (X'CFFF'
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PARTITION 14 ENDING AT (X'DFFF'),

PARTITION 15 ENDING AT (X'EFFF'),

PARTITION 16 ENDING AT (MAXVALUE))
CCSID UNICODE;

What to do next

You might eventually need to add or modify the data partitions. For more information, see “Adding
partitions” on page 216 and “Altering partitions” on page 221.

Related concepts

Partitioned (non-UTS) table spaces (deprecated)

A partitioned (non-UTS) table space stores data pages for a single table. Db2 divides the table space
into partitions. Non-UTS table spaces for base tables are deprecated and likely to be unsupported in the
future.

Related tasks

Creating base tables
When you create a table, Db2 records a definition of the table in the Db2 catalog.

Converting deprecated table spaces to the UTS types

The non-UTS segmented and partitioned table space types are deprecated. That is, they remain
supported, but support might be removed eventually, and it is best to convert them to the non-deprecated
types.

Converting partitioned (non-UTS) table spaces to partition-by-range universal table spaces
You can convert existing partitioned (non-UTS) table spaces, which are deprecated, to partition-by-range
table spaces.

Converting table spaces to use table-controlled partitioning

Before you can convert a partitioned (non-UTS) table space that uses index-controlled partitioning to a
partition-by-range table space, you must convert it to use table controlled partitioning. Table spaces that
use index-controlled partitioning, like all non-UTS table spaces are deprecated.

Nullable partitioning columns

Db2 lets you use nullable columns as partitioning columns. The use of nullable columns has different
implications for table-controlled partitioning than for index-controlled partitioning.

With table-controlled partitioning, Db2 can restrict the insertion of null values into a table with nullable
partitioning columns, depending on the order of the partitioning key:

« If the partitioning key is ascending, Db2 prevents the INSERT of a row with a null value for the key
column, unless a partition is created that specifies MAXVALUE, which will hold the null values.

« If the partitioning key is descending, Db2 prevents the INSERT of a row with a null value for the key
column, unless a partition is created that specifies MINVALUE, which will hold the null values.

Examples

GUPI
Example

Assume that a partitioned table space is created with the following SQL statements:

CREATE TABLESPACE TS IN DB
USING STOGROUP SG
NUMPARTS 4 BUFFERPOOL BPO;

CREATE TABLE TB (C01 CHAR(5),
C02 CHAR(5) NOT NULL,
CO3 CHAR(5) NOT NULL)
IN DB.TS
PARTITION BY (C01)
PARTITION 1 ENDING AT ('10000'),
PARTITION 2 ENDING AT ('20000'),
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PARTITION 3 ENDING AT ('30000'),
PARTITION 4 ENDING AT ('40000'));

Because the CREATE TABLE statement does not specify the order in which to put entries, Db2 puts
them in ascending order by default. Db2 subsequently prevents any INSERT into the TB table of a row
with a null value for partitioning column C01, because no partition specifies MAXVALUE. If the CREATE
TABLE statement had specified the key as descending and the first partition specified MINVALUE,

Db2 would subsequently have allowed an INSERT into the TB table of a row with a null value for
partitioning column C01. Db2 would have inserted the row into partition 1.

With index-controlled partitioning, Db2 does not restrict the insertion of null values into a value with
nullable partitioning columns.

Example
Assume that a partitioned table space is created with the following SQL statements:

CREATE TABLESPACE TS IN DB
USING STOGROUP SG
NUMPARTS 4 BUFFERPOOL BPO;

CREATE TABLE TB (CO1 CHAR(5),
C02 CHAR(5) NOT NULL,
C03 CHAR(5) NOT NULL)
IN DB.TS;

CREATE INDEX PI ON TB(CO1) CLUSTER
(PARTITION 1 ENDING AT ('10000'),
PARTITION 2 ENDING AT ('20000'),
PARTITION 3 ENDING AT ('30000'),
PARTITION 4 ENDING AT ('40000'));

Regardless of the entry order, Db2 allows an INSERT into the TB table of a row with a null value for
partitioning column CO1. If the entry order is ascending, Db2 inserts the row into partition 4; if the
entry order is descending, Db2 inserts the row into partition 1. Only if the table space is created with
the LARGE keyword does Db2 prevent the insertion of a null value into the CO1 column.

GUPI

Creating temporary tables

Temporary tables are useful when you need to sort or query intermediate result tables that contain large
numbers of rows and identify a small subset of rows to store permanently. The two types of temporary
tables are created temporary tables and declared temporary tables.

About this task

You can use temporary tables to sort large volumes of data and to query that data. Then, when you have
identified the smaller number of rows that you want to store permanently, you can store them in a base
table.

Use a created temporary table when you need a permanent, sharable description of a table, and you need
to store data only for the life of an application process. Use a declared temporary table when you need to
store data for the life of an application process, but you don't need a permanent, sharable description of
the table.

Procedure

To create a temporary table:
1. Determine the type of temporary table that you want to create.
2. Issue the appropriate SQL statement for the type of temporary table that you want to create:
« To define a created temporary table, issue the CREATE GLOBAL TEMPORARY TABLE statement.
« To define a declared temporary table, issue the DECLARE GLOBAL TEMPORARY TABLE statement.
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Creating created temporary tables

If you need a permanent, sharable description of a table but need to store data only for the life of an
application process, you can define and use a created temporary table.

About this task

Db2 does not log operations that it performs on created temporary tables; therefore, SQL statements that
use created temporary tables can execute more efficiently. Each application process has its own instance
of the created temporary table.

Procedure
Issue the CREATE GLOBAL TEMPORARY TABLE statement.

Example
GUPI" The following statement defines a created temporary table that is named TEMPPROD.

CREATE GLOBAL TEMPORARY TABLE TEMPPROD
(SERIALNO CHAR(8) NOT NULL,
DESCRIPTION VARCHAR(60) NOT NULL,
MFGCOSTAMT  DECIMAL(8,2)
MFGDEPTNO CHAR(3) o
MARKUPPCT SMALLINT
SALESDEPTNO CHAR(3) 0
CURDATE DATE NOT NULL);

GUPI

Related tasks

Setting default statistics for created temporary tables (Db2 Performance)
Related reference

CREATE GLOBAL TEMPORARY TABLE (Db2 SQL)

Creating declared temporary tables

If you need to store data for the life of an application process, but you don't need a permanent, sharable
description of the table, you can define and use a declared temporary table.

About this task

Unlike other Db2 DECLARE statements, DECLARE GLOBAL TEMPORARY TABLE is an executable
statement that you can embed in an application program or issue interactively. You can also dynamically
prepare the statement.

When a program in an application process issues a DECLARE GLOBAL TEMPORARY TABLE statement, Db2
creates an empty instance of the table. You can populate the declared temporary table by using INSERT
statements, modify the table by using searched or positioned UPDATE or DELETE statements, and query
the table by using SELECT statements. You can also create indexes on the declared temporary table. The
definition of the declared temporary table exists as long as the application process runs.

When you create an index on a declared global temporary table, and the specified buffer pool does not
match the default index buffer pool of the work file database, your privilege set must include the USE
privilege for the buffer pool. Similarly, when you create an index on a declared global temporary table
and the specified storage group does not match the default storage group of the work file database, your
privilege set must include the USE privilege for the storage group.

At the end of an application process that uses a declared temporary table, Db2 deletes the rows of the
table and implicitly drops the description of the table.
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Procedure
Issue the DECLARE GLOBAL TEMPORARY TABLE statement.

Example

GUPI- The following statement defines a declared temporary table, TEMP_EMP. (This example assumes
that you have already created the WORKFILE database and corresponding table space for the temporary
table.)

DECLARE GLOBAL TEMPORARY TABLE SESSION.TEMP_EMP
(EMPNO CHAR(6) NOT NULL,
SALARY DECIMAL(9, 2) .
COMM DECIMAL(9, 2));

If specified explicitly, the qualifier for the name of a declared temporary table, must be SESSION. If the
qualifier is not specified, it is implicitly defined to be SESSION. “GUPI

Related reference
DECLARE GLOBAL TEMPORARY TABLE (Db2 SQL)

Distinctions between Db2 base tables and temporary tables
Db2 base tables and the two types of temporary tables have several distinctions.

The following table summarizes important distinctions between base tables, created temporary tables,
and declared temporary tables.
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Table 13. Important distinctions between Db2 base tables and Db2 temporary tables

Area of Declared temporary tables
distinction Base tables Created temporary tables

Creation, CREATE TABLE statement CREATE GLOBAL DECLARE GLOBAL TEMPORARY
persistence, and puts a description of the TEMPORARY TABLE TABLE statement does not

ability to share
table
descriptions

table in catalog table
SYSTABLES. The table
description is persistent
and is shareable across
application processes.

The name of the table in

the CREATE statement can
be a two-part or three-part
name. If the table name is
not qualified, Db2 implicitly
qualifies the name using the
standard Db2 qualification
rules applied to the SQL
statements.

statement puts a description
of the table in catalog

table SYSTABLES. The table
description is persistent

and is shareable across
application processes.

The name of the table in

the CREATE statement can
be a two-part- or three-part
name. If the table name is
not qualified, Db2 implicitly
qualifies the name using the
standard Db2 qualification
rules applied to the SQL
statements.

The table space that is

used by created temporary
tables is reset by the
following commands: START
DB2, START DATABASE, and
START DATABASE(dbname)
SPACENAM(tsnhame), where
dbname is the name of the
database and tsname is the
name of the table space.

put a description of the table

in catalog table SYSTABLES.
The table description is not
persistent beyond the life of the
application process that issued
the DECLARE statement and the
description is known only to
that application process. Thus,
each application process could
have its own possibly unique
description of the same table.

The name of the table in the
DECLARE statement can be a
two-part or three-part name.
If the table name is qualified,
SESSION must be used as the
qualifier for the owner (the
second part in a three-part
name). If the table name is not
qualified, Db2 implicitly uses
SESSION as the qualifier.

The table space used by
declared temporary tables
is reset by the following
commands: START DB2,
START DATABASE, and
START DATABASE(dbname)
SPACENAM(tsname), where
dbname is the name of the
database and tsname is the
name of the table space.

Table
instantiation
and ability to
share data

CREATE TABLE statement
creates one empty instance
of the table, and all
application processes use
that one instance of the
table. The table and data are
persistent.

CREATE GLOBAL
TEMPORARY TABLE
statement does not create
an instance of the table.
The first implicit or explicit
reference to the table in

an OPEN, SELECT, INSERT,
or DELETE operation that is
executed by any program

in the application process
creates an empty instance
of the given table. Each
application process has its
own unique instance of the
table, and the instance is not
persistent beyond the life of
the application process.

DECLARE GLOBAL TEMPORARY
TABLE statement creates an
empty instance of the table

for the application process.
Each application process has
its own unique instance of the
table, and the instance is not
persistent beyond the life of the
application process.
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Table 13. Important distinctions between Db2 base tables and Db2 temporary tables (continued)

Area of
distinction

Base tables

Created temporary tables

Declared temporary tables

References to
the table in
application
processes

References to the table
name in multiple application
processes refer to the

same single persistent table
description and to the same
instance at the current
server.

If the table name that

is being referenced is not
qualified, Db2 implicitly
qualifies the name using the
standard Db2 qualification
rules that apply to the SQL
statements. The name can
be a two-part- or three-part
name.

References to the table
name in multiple application
processes refer to the

same single persistent table
description but to a distinct
instance of the table for
each application process at
the current server.

If the table name that

is being referenced is not
qualified, Db2 implicitly
qualifies the name using the
standard Db2 qualification
rules that apply to the SQL
statements. The name can
be a two-part or three-part
name.

References to that table
name in multiple application
processes refer to a distinct
description and instance of
the table for each application
process at the current server.

References to the table name
in an SQL statement (other
than the DECLARE GLOBAL
TEMPORARY TABLE statement)
must include SESSION as the
qualifier (the first part in a two-
part table name or the second
part in a three-part name). If
the table name is not qualified
with SESSION, Db2 assumes
the reference is to a base table.

Table privileges
and
authorization

The owner implicitly has

all table privileges on the
table and the authority to
drop the table. The owner's
table privileges can be
granted and revoked, either
individually or with the ALL
clause.

Another authorization ID can
access the table only if it has
been granted appropriate
privileges for the table.

The owner implicitly has all
table privileges on the table
and the authority to drop
the table. The owner's table
privileges can be granted
and revoked, but only with
the ALL clause; individual
table privileges cannot be
granted or revoked.

Another authorization ID can
access the table only if it has
been granted ALL privileges
for the table.

PUBLIC implicitly has all table
privileges on the table without
GRANT authority and has the
authority to drop the table.
These table privileges cannot be
granted or revoked.

Any authorization ID can access
the table without a grant of any
privileges for the table.

Indexes and
other SQL
statement
support

Indexes and SQL statements
that modify data (INSERT,
UPDATE, DELETE, and so on)
are supported.

Indexes, UPDATE (searched
or positioned), and DELETE
(positioned only) are not
supported.

Indexes and SQL statements
that modify data (INSERT,
UPDATE, DELETE, and so on)
are supported.
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Table 13. Important distinctions between Db2 base tables and Db2 temporary tables (continued)

Area of Declared temporary tables
distinction Base tables Created temporary tables
Locking, Locking, logging, and Locking, logging, and Some locking, logging, and

logging, and recovery do apply.
recovery

recovery do not apply. Work
files are used as the space
for the table.

limited recovery do apply. No
row or table locks are acquired.
Share-level locks on the table
space and DBD are acquired.

A segmented table lock is
acquired when all the rows are
deleted from the table or the
table is dropped. Create and
drop actions for the table are
always logged. Logging of insert,
update, and delete operations
can be disabled with the NOT
LOGGED option. Undo recovery
(rolling back changes to a
savepoint or the most recent
commit point) is supported,
but redo recovery (forward log
recovery) is not supported.

Table space and Table space and database

Table space and database

Table space and database

database operations do apply. operations do not apply. operations do apply.
operations

Table space The table can be stored The table is stored in table  The table is stored in a table
requirements in implicitly created table spaces in the work file space in the work file database.

and table size spaces and databases.

limitations The table cannot span

table spaces. Therefore,

the size of the table is
limited by the table space
size (as determined by

the primary and secondary
space allocation values that
are specified for the table
space's data sets) and the
shared usage of the table
space among multiple users.
When the table space is full,
an error occurs for the SQL
operation.

database.

The table can span work file
table spaces. Therefore, the
size of the table is limited
by the number of available
work file table spaces, the
size of each table space,
and the number of data

set extents that are allowed
for the table spaces. Unlike
the other types of tables,
created temporary tables do
not reach size limitations as
easily.

The table cannot span table
spaces. Therefore, the size of
the table is limited by the

table space size (as determined
by the primary and secondary
space allocation values that are
specified for the table space's
data sets) and the shared
usage of the table space among
multiple users. When the table
space is full, an error occurs for
the SQL operation.

Related concepts

Temporary tables (Db2 Application programming and SQL)

Related tasks
Creating temporary tables

Temporary tables are useful when you need to sort or query intermediate result tables that contain large
numbers of rows and identify a small subset of rows to store permanently. The two types of temporary
tables are created temporary tables and declared temporary tables.

Setting default statistics for created temporary tables (Db2 Performance)

Related reference

CREATE GLOBAL TEMPORARY TABLE (Db2 SQL)

Chapter 2. Implementing your database design 85


https://www.ibm.com/docs/en/SSEPEK_12.0.0/apsg/src/tpc/db2z_temptable.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/perf/src/tpc/db2z_setstatisticsfortemptables.html
https://www.ibm.com/docs/en/SSEPEK_12.0.0/sqlref/src/tpc/db2z_sql_createglobaltemptable.html

DECLARE GLOBAL TEMPORARY TABLE (Db2 SQL)

Creating temporal tables

You can create a temporal table, which is a table that records the period of time when a row is valid.
Related information

Managing Ever-Increasing Amounts of Data with IBM Db2 for z/OS: Using Temporal Data Management,
Archive Transparency, and the IBM Db2 Analytics Accelerator for z/OS (IBM Redbooks)

Temporal tables and data versioning
A temporal table is a table that records the period of time when a row is valid.

A period is an interval of time that is defined by two datetime columns in a temporal table. A period
contains a begin column and an end column. The begin column indicates the beginning of the period, and
the end column indicates the end of the period.

Db2 supports two types of periods, which are the system period (SYSTEM_TIME) and the application
period (BUSINESS_TIME).

System-period data versioning

The system period consists of a pair of columns with system-maintained values that indicate the period
of time when a row is valid. The begin column contains the timestamp value for when a row is created.
The end column contains the timestamp value for when a row is updated or deleted. The beginning value
of the period is inclusive, but the ending value of a period is exclusive. For example, if the begin column
has a value of '01/01/1995/, that date belongs in the row. Whereas, if the end column has a value of
'03/21/1995/, that date is not part of the row.

The system period is meaningful because of system-period data versioning. System-period data
versioning specifies that old rows are archived into another table. The table that contains the current
active rows of a table is called the system-period temporal table. The table that contains the archived

rows is called the history table. You can delete the rows from the history table when those rows are no
longer needed, if you have the correct authorization. When you define a base table to use system-period
data versioning, or when you define system-period data versioning on an existing table, you must create a
history table, specify a name for the history table, and create a table space to hold that table. You define
versioning by issuing the ALTER TABLE ADD VERSIONING statement with the USE HISTORY TABLE clause.

When you update or delete a row in a system-period temporal table, Db2 inserts the previous version

of the row into the history table. The historical versions of rows are written to the history table to

record committed versions of the data in the associated system-period temporal table. Intermediate or
uncommitted versions of rows in a system-period temporal table are not normally recorded in the history
table. If a row in a system-period temporal table is updated multiple times within a single unit of work,
and then a commit occurs, only one new historical version of that row is recorded in the history table. If
arow is inserted into a system-period temporal table, and the insert is rolled back, nothing is recorded in
the history table for the insert that was never committed. You can query a system-period temporal table
with timestamp criteria to retrieve previous data values. You can specify the timestamp criteria in the
query or by using special registers.

You can use system-period data versioning instead of developing your own programs for maintaining
multiple versions of data within a database. With Db2, system-period data versioning is a more efficient
method for maintaining versioned data.

You can use system-period temporal tables to track auditing information about when data changes
occurred. If you want to track more information, such as who changed the data and the SQL operation
that changed the data, you can include non-deterministic generated expression columns in the system-
period temporal table.

Timestamps are normally recorded at the start and end of a business function. However, the start and
end times of the work units with a business function are not recorded. For a more granular record of start
and end timestamps, you can use temporal logical transactions. Temporal logical transactions allow you to
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specify when a transaction starts, so that its time is recorded. For example, you can use Temporal logical
transactions to record of the start and end timestamps for each individual transaction in a batch job.

For a list of restrictions that apply to system-period temporal tables, see “Restrictions for system-period
data versioning” on page 90.

Application-period data versioning

The application period consists of a pair of columns with application-maintained values that indicate

the period of time when a row is valid. The begin column contains the value from which a row is

valid from. The end column contains the value for when a row stops being valid. A table with only an
application period is called an application-period temporal table. For application-period temporal tables,
the beginning value of the period is always inclusive. By default, the ending value of a period is exclusive.
However, you can specify that the ending value of a period be inclusive by using the INCLUSIVE keyword.

When you use the application period, determine the need for Db2 to enforce uniqueness across time. You
can create a UNIQUE index that is unique over a period of time.

Bitemporal tables

A bitemporal table is a table that is both a system-period temporal table and an application-period
temporal table. You can use a bitemporal table to keep application period information and system-based
historical information. Therefore, you have a lot of flexibility in how you query data, based on periods of
time.

Related concepts

Recovery of temporal tables with system-period data versioning

You must recover a system-period temporal table that is defined with system-period data versioning
and its corresponding history table, as a set, to a single point in time. You can recover the table spaces
individually only if you specify the VERIFYSET NO option in the RECOVER utility statement.

Related tasks

Adding a system period and system-period data versioning to an existing table
You can alter existing tables to use system-period data versioning.

Creating a system-period temporal table
You can create a temporal table that has a system period and define system-period data versioning on the
table, so that the data is versioned after insert, update, and delete operations.

Adding an application period to a table
You can alter a table to add an application period so that you maintain the beginning and ending values for
a row.

Creating an application-period temporal table

An application-period temporal table is a type of temporal table where you maintain the values that
indicate when a row is valid. The other type of temporal table is a system-period temporal table where Db2
maintains the values that indicate when a row is valid.

Creating a system-period temporal table

You can create a temporal table that has a system period and define system-period data versioning on the
table, so that the data is versioned after insert, update, and delete operations.

Before you begin

You can also alter existing tables to use system-period data versioning. For more information, see “Adding
a system period and system-period data versioning to an existing table” on page 232.
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About this task

A system period is a system-maintained period in which Db2 maintains the beginning and ending
timestamp values for a row.

The row-begin column of the system period contains the timestamp value for when a row is created. The
row-end column contains the timestamp value for when a row is removed. A transaction-start-ID column
contains a unique timestamp value that Db2 assigns per transaction, or the null value.

For a list of restrictions that apply to tables that use system-period data versioning, see “Restrictions for
system-period data versioning” on page 90.

Procedure
To create a temporal table with a system period and define system-period data versioning on the table:
1. Issue a CREATE TABLE statement with a SYSTEM_TIME clause.

The created table must have the following attributes:

« A row-begin column that is defined as TIMESTAMP(12) NOT NULL with the GENERATED ALWAYS AS
ROW BEGIN attribute.

« Arow-end column that is defined as TIMESTAMP(12) NOT NULL with the GENERATED ALWAYS AS
ROW END attribute.

« A system period (SYSTEM_TIME) defined on two timestamp columns. The first column is the row-
begin column and the second column is the row-end column.

« A transaction-start-ID column that defined as TIMESTAMP(12) NOT NULL with the GENERATED
ALWAYS AS TRANSACTION START ID attribute.

« The only table in the table space
« The table definition is complete

It cannot have clone table defined on it, and it cannot have the following attributes:

« Column masks
« Row permissions
« Security label columns

2. Issue a CREATE TABLE statement to create a history table that receives the old rows from the system-
period temporal table.

The history table must have the following attributes:
« The same number of columns as the system-period temporal table that it corresponds to

« Columns with the same names, data types, null attributes, CCSIDs, subtypes, hidden attributes,
and field procedures as the corresponding system-period temporal table. However, the history table
cannot have any GENERATED ALWAYS columns unless the system-period temporal table has a
ROWID GENERATED ALWAYS or ROWID GENERATED BY DEFAULT column. In that case, the history
table must have a corresponding ROWID GENERATED ALWAYS column. .

- The only table in the table space
« The table definition is complete

A history table cannot be a materialized query table, an archive-enabled table, or an archive table,
cannot have a clone table defined on it, and cannot have the following attributes:

« Identity columns or row change timestamp columns

« ROW BEGIN, ROW END, or TRANSACTION START ID columns
« Column masks

* Row permissions

« Security label columns

« System or application periods
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3. Issue the ALTER TABLE ADD VERSIONING statement with the USE HISTORY TABLE clause to define
system-period data versioning on the table.

By defining system-period data versioning, you establish a link between the system-period temporal
table and the history table.

Example

The following examples show how you can create a temporal table with a system period, create a history
table, and then define system-period data versioning on the table. Also, a final example shows how to
insert data.

GUPI The following example shows a CREATE TABLE statement for creating a temporal table with a
SYSTEM_TIME period. In the example, the sys_start column is the row-begin column, sys_end is the
row-end column, and create_id is the transaction-start-ID column. The SYSTEM_TIME period is defined
on the ROW BEGIN and ROW END columns:

CREATE TABLE policy_info

(policy_id CHAR(20) NOT NULL,

coverage INT NOT NULL,

sys_start TIMESTAMP(12) NOT NULL GENERATED ALWAYS AS ROW BEGIN,
sys_end TIMESTAMP(12) NOT NULL GENERATED ALWAYS AS ROW END,
create_id TIMESTAMP(12) GENERATED ALWAYS AS TRANSACTION START 1ID,
PERIOD SYSTEM_TIME(sys_start,sys_end));

This example shows a CREATE TABLE statement for creating a history table:

CREATE TABLE hist_policy_info
(policy_id CHAR(10) NOT NULL,
coverage INT NOT NULL,

sys_start TIMESTAMP(12) NOT NULL,
sys_end TIMESTAMP(12) NOT NULL,
create_id TIMESTAMP(12))

To define versioning, issue the ALTER TABLE statement with the ADD VERSIONING clause and the USE
HISTORY TABLE clause, which establishes a link between the system-period temporal table and the
history table:

ALTER TABLE policy_info
ADD VERSIONING USE HISTORY TABLE hist_policy_info;

The following example shows how to insert data in the POLICY_ID and COVERAGE columns of the
POLICY_INFO table:

INSERT INTO POLICY_INFO (POLICY_ID, COVERAGE)
VALUES('A123', 12000);

If you want to use temporal tables to track auditing information, see the example in “Scenario for tracking
auditing information” on page 95.

GUPI

Related concepts

Temporal tables and data versioning
A temporal table is a table that records the period of time when a row is valid.

Related reference
CREATE TABLE (Db2 SQL)
ALTER TABLE (Db2 SQL)
Related information

Managing Ever-Increasing Amounts of Data with IBM Db2 for z/OS: Using Temporal Data Management,
Archive Transparency, and the IBM Db2 Analytics Accelerator for z/OS (IBM Redbooks)
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Restrictions for system-period data versioning
When a table is enabled for system-period data versioning, certain restrictions apply.

« For point-in-time recovery, to keep the data in the system-period temporal table and the data in the
history table synchronized, you must recover the table spaces for both tables as a set. You can recover
the table spaces individually only if you specify the VERIFYSET NO option in the RECOVER utility
statement.

« You cannot run a utility operation that deletes data from a system-period temporal table. These utilities
include LOAD REPLACE, REORG DISCARD, and CHECK DATA DELETE YES.

 You cannot run the CHECK DATA utility on a system-period temporal table with the following options:
SHRLEVEL REFERENCE, LOBERROR INVALIDATE, AUXERROR INVALIDATE, or XMLERROR INVALIDATE.
When these options are specified, the CHECK DATA utility fails with return code 8 and message
DSNUQ761.

« You cannot alter the schema (data type, check constraint, referential constraint, etc.) of a system-period
temporal table or history table; however, you can add a column to system-period temporal table.

« You cannot drop the history table or its table space.
You cannot define a clone table on the system-period temporal table or the history table.

You cannot create another table in table space for either the system-period temporal table or history
table.

- On the history table, you cannot use the UPDATE, DELETE, or SELECT statement syntax that specifies
the application period.

« You cannot rename a column or table name of a system-period temporal table or a history table.

Related concepts

Temporal tables and data versioning
A temporal table is a table that records the period of time when a row is valid.

Related reference
CHECK DATA (Db2 Utilities)

System-period temporal tables and the switch from daylight saving time to
standard time

You might get SQL errors if you update system-period temporal tables during the hour before the switch
to standard time.

If your system uses daylight saving time during a portion of the year, and your row-begin column, row-end
column, and transaction-start-ID column in a system-period temporal table are defined as TIMESTAMP
WITHOUT TIME ZONE, might get errors with SQLCODE -20528 when you update the temporal table
between 1:00 a.m. and 1:59 a.m. before or after the time change. The following example demonstrates
how the error can occur.

1. Suppose that you create system-period temporal table POLICY_INFO:

CREATE TABLE POLICY_INFO
(POLICY_ID CHAR(10) NOT NULL,
COVERAGE INT NOT NULL,
SYS_START TIMESTAMP(12) WITHOUT TIME ZONE
NOT NULL GENERATED ALWAYS AS ROW BEGIN,
SYS_END TIMESTAMP(12) WITHOUT TIME ZONE
NOT NULL GENERATED ALWAYS AS ROW END,
TRANS_START_ID TIMESTAMP(12) WITHOUT TIME ZONE
GENERATED ALWAYS AS TRANSACTION START 1ID,
PERIOD SYSTEM_TIME(SYS_START,SYS_END));

2. Next, you create history table HIST_POLICY_INFO, and alter table POLICY_INFO to associate history
table HIST_POLICY_INFO with POLICY_INFO:

CREATE TABLE HIST_POLICY_INFO
(POLICY_ID CHAR(10) NOT NULL,
COVERAGE INT NOT NULL,
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SYS_START TIMESTAMP(12) WITHOUT TIME ZONE NOT NULL,
SYS_END TIMESTAMP(12) WITHOUT TIME ZONE NOT NULL,
TRANS_START_ID TIMESTAMP(12) WITHOUT TIME ZONE);

ALTER TABLE POLICY_INFO
ADD VERSIONING USE HISTORY TABLE HIST_POLICY_INFO;

3. At 1:30 a.m. on the day on which the switch to standard time occurs, you issue this SQL statement,
which inserts a row into POLICY_INFO.

INSERT INTO POLICY_INFO (POLICY_ID, COVERAGE)
VALUES('B123', 12500);

The POLICY_ID, COVERAGE, SYS_START and SYSEND columns of POLICY_INFO contain these values:

POLICY_ID COVERAGE SYS_START SYS_END

B123 15000 2020-11-01-01.30.00.000000000000 9999-12-30-00.00.00.000000000000

4. Your system administrator switches the system to standard time at 2:00 a.m., which changes the time
to 1:00 a.m.

5. At 1:25 a.m., after the switch to standard time occurs, you issue this SQL statement, which updates
the row that you inserted in POLICY_INFO in the previous step.

UPDATE POLICY_INFO SET COVERAGE=12500
WHERE POLICY_ID='B123';

If this update operation succeeded, a record like this would be written in the HIST_POLICY_INFO
table:

POLICY_ID COVERAGE SYS_START SYS_END

B123 12500 2020-11-01-01.30.00.000000000000 2020-11-01-01.25.00.000000000000

The row-begin column would have a greater value than the row-end column. Db2 therefore does not
allow the update operation, and issues an error with SQLCODE -20528.

To avoid SQLCODE -20528 errors because of the switch to standard time, you can take one of these
actions:

« Do not do any updates to system-period temporal tables between 1:00 a.m. and 1:59 a.m. before or
after the switch from daylight saving time to standard time.

« Define the row-begin, row-end, and transaction-start-ID columns in your system-period temporal tables
and history tables as TIMESTAMP(12) WITH TIME ZONE. When the columns are defined in that way,
their data is stored in UTC, with a time zone of +00:00, so the time change cannot result in a row-begin
column with a time that is later than the row-end column time.

Related information
-20528 (Db2 Codes)

Creating an application-period temporal table

An application-period temporal table is a type of temporal table where you maintain the values that
indicate when a row is valid. The other type of temporal table is a system-period temporal table where Db2
maintains the values that indicate when a row is valid.

About this task

When you create an application-period temporal table, you define begin and end columns to indicate the
application period, or period of time when the row is valid. The begin column contains the time from
which a row is valid. The end column contains the time when a row stops being valid.
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Procedure

Issue a CREATE TABLE statement with the following items:

Two columns to define the application period. These columns are the begin and end columns. They
must be type TIMESTAMP(6) WITHOUT TIME ZONE NOT NULL or DATE NOT NULL, and they must be the
same type. The data type cannot be a user-defined type.

The BUSINESS_TIME clause.

Examples

GUPI

Example of creating an application-period temporal table

The following example SQL statements create a table with an application period and a unique index:

CREATE TABLE policy_info

(policy_id CHAR(4) NOT NULL,

coverage INT NOT NULL,

bus_start DATE NOT NULL,

bus_end DATE NOT NULL,

PERIOD BUSINESS_TIME(bus_start, bus_end));

CREATE UNIQUE INDEX ix_policy
ON policy_info (policy_id, BUSINESS_TIME WITHOUT OVERLAPS);

The specified application period means that a row is valid from bus-start, including the bus-start value,
to bus-end, but not including the bus-end value. This type of period is called an inclusive-exclusive
period and is the default behavior for application periods.

Example of creating an application-period temporal table with an inclusive-inclusive period of data
type DATE

The following example CREATE TABLE statement contains the INCLUSIVE keyword in the definition of
the application period to indicate an inclusive-inclusive period:

CREATE TABLE policy_info (policy_id CHAR(4) NOT NULL,
coverage INT NOT NULL,

bus_start DATE NOT NULL,

bus_end DATE NOT NULL,

PERIOD BUSINESS_TIME (bus_start, bus_end INCLUSIVE));

The inclusive-inclusive period means that a row is valid from bus-start, including the bus-start value,
to bus-end, including the bus-end value. In this case, the data type of these columns is DATE.

Suppose that you issue the following INSERT statement:
INSERT INTO policy_info VALUES('A123', 12000, '2008-01-01', '2008-06-30')

The policy_info table then contains the following data:

policy_id coverage bus-start bus_end

Al123 12000 2008-01-01 2008-06-30

Suppose that you then issue the following update statement to change the coverage amount for policy
A123 between May 1, 2008 and May 31, 2008.

UPDATE policy_info FOR PORTION OF BUSINESS_TIME
BETWEEN

'2008-05-01"

AND

'2008-05-31"

SET coverage = 14000

WHERE policy_id = 'A123';

The policy_info table then contains the following rows:
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policy_id coverage bus-start bus_end

A123 12000 2008-01-01 2008-04-30
A123 14000 2008-05-01 2008-05-31
A123 12000 2008-06-01 2008-06-30

The middle row shows the updated values for the specified period of time. In addition, two rows were
inserted to represent the part of the row that was not affected by the UPDATE statement.

Example of creating an application-period temporal table with an inclusive-inclusive period of data

type TIMESTAMP

The following example CREATE TABLE statement creates a table with an inclusive-inclusive

application period with type TIMESTAMP(6).

CREATE TABLE policy_info (policy_id CHAR(4) NOT NULL,
coverage INT NOT NULL,

bus_start TIMESTAMP(6) NOT NULL,

bus_end TIMESTAMP(6) NOT NULL,

PERIOD BUSINESS_TIME (bus_start, bus_end INCLUSIVE));

Suppose that you issue the following INSERT statement:

INSERT INTO policy_info VALUES('A123', 12000,
'2008-06-30 17:30:00.000000") ;

The policy_info table then contains the following data:

'2008-01-01 08:30:00.000000",

policy_id coverage bus-start bus_end
A123 12000 2008-01-01-08.30.00.00 2008-06-30-17.30.00.00
0000 0000

Suppose that you then issue the following update statement to change the coverage amount for policy

A123 between the indicated TIMESTAMP values:

UPDATE policy_info FOR PORTION OF BUSINESS_TIME
BETWEEN

'2008-05-01 09:30:00.000001"'

AND

'2008-05-31 18:30:00.999999'

SET coverage = 14000

WHERE policy_id = 'Al123';

The policy_info table then contains the following rows:

policy_id coverage bus-start bus_end

Al123 12000 2008-01-01-08.30.00.00 2008-05-01-09.30.00.00
0000 0000

A123 14000 2008-05-01-09.30.00.00 2008-05-31-18.30.00.99
0001 9999

A123 12000 2008-05-31-18.30.01.00 2008-06-30-17.30.00.00
0000 0000

GUPI

Related concepts
Temporal tables and data versioning

A temporal table is a table that records the period of time when a row is valid.

Related reference
CREATE TABLE (Db2 SQL)
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CREATE INDEX (Db2 SQL)

Creating bitemporal tables

You can create a bitemporal table that maintains both system-based historical information and
application period information.

About this task

You maintain system-based historical information by adding a system period to a table, and you maintain
application period information by adding an application period to the table.

For a list of restrictions that apply to tables that use system-period data versioning, see “Restrictions for
system-period data versioning” on page 90.

Procedure

To create a bitemporal table and define system-period data versioning on the table:
1. Issue a CREATE TABLE statement with both the SYSTEM_TIME clause and the BUSINESS_TIME clause.

For more information about the requirements for the history table, see “Creating a system-period
temporal table” on page 87 and “Creating an application-period temporal table” on page 91.

2. Issue a CREATE TABLE statement to create a history table that receives the old rows from the
bitemporal table.

3. Issue the ALTER TABLE ADD VERSIONING statement with the USE HISTORY TABLE clause to define
system-period data versioning and establish a link between the bitemporal table and the history table.

Example

The following examples show how you can create a bitemporal table, create a history table, and then
define system-period data versioning.

GUPI This example shows a CREATE TABLE statement with the SYSTEM_TIME and BUSINESS_TIME
clauses for creating a bitemporal table:

CREATE TABLE policy_info

(policy_id CHAR(4) NOT NULL,

coverage INT NOT NULL,

bus_start DATE NOT NULL,

bus_end DATE NOT NULL,

sys_start TIMESTAMP(12) NOT NULL GENERATED ALWAYS AS ROW BEGIN,
sys_end TIMESTAMP(12) NOT NULL GENERATED ALWAYS AS ROW END,
create_id TIMESTAMP(12) GENERATED ALWAYS AS TRANSACTION START 1ID,
PERIOD BUSINESS_TIME (bus_start, bus_end),

PERIOD SYSTEM_TIME(sys_start, sys_end));

This example shows a CREATE TABLE statement for creating a history table:

CREATE TABLE hist_policy_info
(policy_id CHAR(4) NOT NULL,
coverage INT NOT NULL,

bus_start DATE NOT NULL,

bus_end DATE NOT NULL,

sys_start TIMESTAMP(12) NOT NULL,
sys_end TIMESTAMP(12) NOT NULL,
create_id TIMESTAMP(12));

This example shows the ALTER TABLE ADD VERSIONING statement with the USE HISTORY TABLE clause
that establishes a link between the bitemporal table and the history table to enable system-period data
versioning. Also, a unique index is added to the bitemporal table.

ALTER TABLE policy_info
ADD VERSIONING USE HISTORY TABLE hist_policy_info;
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CREATE UNIQUE INDEX ix_policy
ON policy_info (policy_id, BUSINESS_TIME WITHOUT OVERLAPS);

GUPI

Related concepts

Temporal tables and data versioning

A temporal table is a table that records the period of time when a row is valid.
Related tasks

Adding a system period and system-period data versioning to an existing table
You can alter existing tables to use system-period data versioning.

Adding an application period to a table
You can alter a table to add an application period so that you maintain the beginning and ending values for
a row.

Related reference
CREATE TABLE (Db2 SQL)
ALTER TABLE (Db2 SQL)

Scenario for tracking auditing information

Db2 can track some basic auditing information for you. Db2 can track when the data was modified, who
modified the data, and the SQL operation that modified the data.

To track when the data was modified, define your table as a system-period temporal table. When data in
a system-period temporal table is modified, information about the changes is recorded in its associated
history table.

To track who and what SQL statement modified the data, you can use non-deterministic generated
expression columns. These columns can contain values that are helpful for auditing purposes, such as
the value of the CURRENT SQLID special register at the time that the data was modified. You can define
several variations of generated expression columns by using the appropriate CREATE TABLE or ALTER
TABLE syntax. Each variation of generated expression column results in a different type of generated
values.

In the following scenario, a system-period temporal table is created with non-deterministic generated
expression columns to track auditing information.

Suppose that you issue the following statement to create a system-period temporal table called STT:

CREATE TABLE STT (balance INT,
user_id VARCHAR(128) GENERATED ALWAYS AS ( SESSION_USER ) ,
op_code CHAR(1)
GENERATED ALWAYS AS ( DATA CHANGE OPERATION )
. SYSTEM PERIOD (SYS_START, SYS_END));

The user_id column is to store who modified the data. This column is defined as a non-deterministic
generated expression column that will contain the value of the SESSION_USER special register at the time
of a data change operation.

The op_code column is to store the SQL operation that modified that data. This column is also defined as a
non-deterministic generated expression column.

Suppose that you then issue the following statements to create a history table for STT and to associate
that history table with STT:

CREATE TABLE STT_HISTORY (balance INT, user_id VARCHAR(128) , op_code CHAR(1) ... );

ALTER TABLE STT ADD VERSIONING
USE HISTORY TABLE STT_HISTORY ON DELETE ADD EXTRA ROW;

In the ALTER TABLE statement, the ON DELETE ADD EXTRA ROW clause indicates that when a row is
deleted from STT, an extra row is to be inserted into the history table. This extra row in the history table
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is to contain values for the non-deterministic generated expression columns (user_id and op_code) at the
time of the delete operation.

Now, consider what happens as the STT table is modified. For simplicity, date values are used instead of
time stamps for the period columns in this scenario.

Assume that on 15 June 2010, user KWAN issues the following statement to insert a row into STT:
INSERT INTO STT (balance) VALUES (1)

After the insert, the tables contain the following data.

Table 14. Data after insert
Table Data (balance, user_id, op_code, sys_start, sys_end)

STT (1, '"KWAN', ‘I", 2010-06-15, 9999-12-30)

STT_HISTORY Empty

Later, on 1 December 2011, user HAAS issues the following statement to update the row:
UPDATE STT SET balance = balance + 9;

This update results in the following data in the tables:

Table 15. Data after update

Table Data

STT (10, 'HAAS', 'U', 2011-12-01, 9999-12-30)

STT_HISTORY T (1, 'KWAN', 'I', 2010-06-15, 2011-12-01)

On 20 December 2013, user THOMPSON issues the following statement to delete the row:

DELETE FROM STT;

This deletion results in the following data in the tables:

Table 16. Data after deletion

Table Data
STT Empty

STT_HISTORY (1, 'KWAN', 'I', 2010-06-15, 2011-12-01)
(10, 'HAAS', 'U', 2011-12-01, 2013-12-20)
(10, 'THOMPSON', 'D', 2013-12-20, 2013-12-20)

The rows in STT_HISTORY contain the following information:

Row 1
Row 1 records the history that resulted from the update statement that was issued by HAAS and

reflects the values of the row in the system-period temporal table before HAAS issued the update
statement: user KWAN issued an insert statement (‘I’) on 15 June 2010 that set balance=1. This row
was valid until 1 December 2011, which is the date that user HAAS issued the update statement that

supplanted KWAN’s insert statement.
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Row 2

Row 2 records the history that resulted from the delete statement that was issued by THOMPSON
and reflects the values of the row in the system-period temporal table before THOMPSON issued
the delete statement: user HAAS issued an update statement (‘U’) on 1 December 2011 that set
balance=10. This row was valid until 20 December 2013, which is the date that THOMPSON issued
the statement that deleted the row.

Row 3
Because the ON DELETE ADD EXTRA ROW clause was specified in the definition of the system-period
temporal table, row 3 was added to record information about the delete operation itself. Row 3
indicates that THOMPSON issued a delete statement (‘D’) on 20 December 2013 and that balance=10
at the time the row was deleted.

Row 2 and row 3 are identical for user data (the value of the balance column). The difference is the
auditing columns: the new generated expression columns that record who initiated the action and which
data change operation the row represents.

A SELECT statement with explicit or implicit FOR SYSTEM_TIME period specifications can transparently
access historical data (or a combination of current and historical data). For this type of query, the third row
in the history table is not included in the result.

Related concepts

Temporal tables and data versioning
A temporal table is a table that records the period of time when a row is valid.

Related reference
CREATE TABLE (Db2 SQL)
ALTER TABLE (Db2 SQL)

Finding the name of a history table

A history table is a base table that is associated with a system-period temporal table. A history table
is used by Db2 to store the historical versions of the rows from the associated system-period temporal
table.

About this task

If you know the name of the system-period temporal table, you can find the name of the corresponding
history table.

Procedure

Issue a SELECT statement, such as:

SELECT VERSIONING_SCHEMA, VERSIONING_TABLE FROM SYSIBM.SYSTABLES WHERE
NAME = 'table-name' AND CREATOR = 'creator-name'

GUPI

Querying temporal tables

You can query a temporal table to retrieve data, based on the time criteria that you specify.

About this task

A temporal table that includes a system period (SYSTEM_TIME) and is defined with system-period
data versioning is a system-period temporal table. A temporal table that includes an application period
(BUSINESS_PERIOD) is an application-period temporal table.
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Procedure

To query a temporal table, use one of the following methods:

Specify the time criteria in the query: Issue a SELECT statement, and in the table-reference of the
FROM clause, specify a period-specification.

A period-specification consists of the following clauses:

— FOR SYSTEM TIME or FOR BUSINESS TIME to indicate whether you want to query a system-period
temporal table or an application-period temporal table

— AS OF, FROM, or BETWEEN to indicate the time criteria for which you want data
GUPI

The following example shows how you can request data, based on time criteria from a system-period
temporal table.

SELECT policy_id, coverage FROM policy_info
FOR SYSTEM_TIME AS OF '2009-01-08-00.00.00.000000000000";

Likewise, the following example shows how you can request data, based on time criteria from an
application-period temporal table.

SELECT policy_id, coverage FROM policy_info
FOR BUSINESS_TIME AS OF '2008-06-01';

GUPI
If you are requesting historical data from a system-period temporal table that is defined with system-
period data versioning, Db2 rewrites the query to include data from the history table.
Specify the time criteria by using special registers:

The advantage of this method is that you can change the time criteria later and not have to modify the
SQL and then rebind the application.

a) Write the SELECT statement without any time criteria specified.
b) When you bind the application, ensure that the appropriate bind options are set as follows:

— If you are querying a system-period temporal table, ensure that SYSTIMESENSITIVE is set to
YES.

— If you are querying an application-period temporal table, ensure that BUSTIMESENSITIVE is set
to YES.

¢) Before you call the application, set the appropriate special registers to the timestamp value for
which you want to query data:

— If you are querying a system-period temporal table, set CURRENT TEMPORAL SYSTEM_TIME.

— If you are querying an application-period temporal table, set CURRENT TEMPORAL
BUSINESS_TIME.

GUPL For example, assume that you have system-period temporal table STT with the column
POLICY_ID and you want to retrieve data from one year ago. You can set the CURRENT TEMPORAL
SYSTEM_TIME period as follows:

SET CURRENT TEMPORAL SYSTEM_TIME = CURRENT TIMESTAMP - 1 YEAR ;
Then you can issue the SELECT statement:

SELECT * FROM STT
WHERE POLICY_ID = 123 ;

98 Db2 12 for z/OS: Administration Guide (Last updated: 2024-03-29)



Db2 interprets this SELECT statement as follows:

SELECT * FROM STT
FOR SYSTEM_TIME AS OF CURRENT TEMPORAL SYSTEM_TIME
WHERE POLICY_ID = 123 ;

GUPI

Related concepts

Temporal tables and data versioning
A temporal table is a table that records the period of time when a row is valid.

Related reference

from-clause (Db2 SQL)

table-reference (Db2 SQL)

BIND and REBIND options for packages, plans, and services (Db2 Commands)
CURRENT TEMPORAL BUSINESS_TIME special register (Db2 SQL)

CURRENT TEMPORAL SYSTEM_TIME special register (Db2 SQL)

Creating materialized query tables

Materialized query tables improve the performance of complex queries that operate on very large
amounts of data. Use the CREATE TABLE statement to create a materialized query table.

About this task

Db2 uses a materialized query table to precompute the results of data that is derived from one or more
tables. When you submit a query, Db2 can use the results that are stored in a materialized query table
rather than compute the results from the underlying source tables on which the materialized query table
is defined.If the rewritten query is less costly, Db2 chooses to optimize the query by using the rewritten
query, a process called automatic query rewrite.

To take advantage of automatic query rewrite, you must define, populate, and periodically refresh the
materialized query table.

Procedure
Issue the CREATE TABLE statement.

Example

GUPI" The following CREATE TABLE statement defines a materialized query table named TRANSCNT.
TRANSCNT summarizes the number of transactions in table TRANS by account, location, and year.

CREATE TABLE TRANSCNT (ACCTID, LOCID, YEAR, CNT) AS
(SELECT ACCOUNTID, LOCATIONID, YEAR, COUNT (%)
FROM TRANS
GROUP BY ACCOUNTID, LOCATIONID, YEAR )
DATA INITIALLY DEFERRED
REFRESH DEFERRED
MAINTAINED BY SYSTEM
ENABLE QUERY OPTIMIZATION;

The fullselect, together with the DATA INITIALLY DEFERRED clause and the REFRESH DEFERRED clause,
defines the table as a materialized query table. “GUPI

Related tasks

Using materialized query tables to improve SQL performance (Db2 Performance)

Creating a materialized query table (Db2 Performance)
Registering an existing table as a materialized query table (Db2 Performance)
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Creating a clone table

You can create a clone table on an existing base table at the current server by using the ALTER TABLE
statement.

Before you begin

Although the ALTER TABLE syntax is used to create a clone table, the authorization that is granted as part
of the clone creation process is the same as you would get during regular CREATE TABLE processing. The
schema for the clone table is the same as for the base table.

The base table must meet the following requirements:

« Be a universal table space

» Reside in a Db2-managed table space

« Be the only table in the table space

« Not already have a clone table defined on it

« Not be part of any referential constraints

« Not be defined with any AFTER triggers

« Not be a materialized query table

» Not be a created global temporary table or a declared global temporary table

« Not have any data sets that still need to be created. For example, you cannot create a clone table on a
base table that resides in a table space that was created by using the DEFINE NO option and that has
VSAM data sets that still need to be created.

« Not have any pending definition changes.

« Not have in-use table space versions or index versions. The OLDEST_VERSION and CURRENT_VERSION
column values in the SYSIBM.SYSTABLESPACE or SYSIBM.SYSIDEXES catalog tables must be identical.
For information about how to remove in-use versions, see “Removing in-use table space versions” on
page 207 and “Recycling index version numbers” on page 210.

« Not have an incomplete definition
Also, consider the following restrictions that apply to clone tables:

« A clone table uses the statistics from the base table. RUNSTATS does not collect statistics on a clone
table, and Access Path Selection (APS) does not use RUNSTATS statistics when accessing a clone table.
This is in contrast to real-time statistics, which keeps statistics for both the base and clone objects.
Also, autonomic statistics are not collected on a clone table.

« Catalog and directory tables cannot be cloned.

« Indexes cannot be created on a clone table. Indexes can be created on the base table but not on the
clone table. Indexes that are created on the base table apply to both the base and clone tables.

- BEFORE triggers can be created on the base table but not on the clone table. BEFORE triggers that are
created on the base table apply to both the base and clone tables.

« You cannot rename a base table that has a clone relationship.
« You cannot clone an RTS table.
 You cannot drop an AUX table or an AUX index on an object that is involved in cloning.

« You cannot alter any table, or column attributes of a base table or clone table when the objects are
involved with cloning.

« The maximum number of partitions cannot be altered when a clone table resides in a partition-by-
growth table space.

Procedure
Issue the ALTER TABLE statement with the ADD CLONE option.
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Creating or dropping a clone table does not impact applications that are accessing base table data. No
base object quiesce is necessary, and this process does not invalidate packages or the dynamic statement
cache.

Example

The following example shows how to create a clone table by issuing the ALTER TABLE statement with the
ADD CLONE option:

ALTER TABLE base-table-name ADD CLONE clone-table-name

GUPI
Related tasks

Exchanging data between a base table and clone table
You can exchange table data and index data between the base table and clone table by using the
EXCHANGE statement.

Related reference
ALTER TABLE (Db2 SQL)

Exchanging data between a base table and clone table

You can exchange table data and index data between the base table and clone table by using the
EXCHANGE statement.

Procedure

GUPIL" To exchange data between the base table and clone table, complete the following steps:

1. Issue an EXCHANGE statement with the DATA BETWEEN TABLE table-namel AND table-name2
syntax.

EXCHANGE DATA BETWEEN TABLE table-namel AND table-name2

2. Issue a COMMIT statement.

An error might be returned if you access the tables or issue another EXCHANGE statement before
issuing a COMMIT statement.

Results

After a data exchange, the base and clone table names remain the same as they were prior to the data
exchange. No data movement actually takes place. The instance numbers in the underlying VSAM data set
names for the objects (tables and indexes) in a clone relationship toggle between 1 and 2. For example,
suppose that a base table exists with the data set name *I0001.*. When the table is cloned, the clone's
data set is initially named *10002.*. After an exchange, the base objects are named *.10002.* and the
clones are named *I0001.*. Each time that an exchange happens, the instance numbers that represent
the base and the clone objects change.

GUPI

What to do next

Exchanging data between the base table and the clone table does not invalidate packages. However, Db2
writes VALID='A" in the SYSIBM.SYSPACKAGE catalog table rows for packages that reference the tables to
indicate that a rebind might be needed before the package can use the exchanged data.

Related tasks

Creating a clone table
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You can create a clone table on an existing base table at the current server by using the ALTER TABLE
statement.

Related reference

EXCHANGE (Db2 SQL)

Changes that might require package rebinds (Db2 Application programming and SQL)

Creating an archive table

You can create an archive table to manage historical data for an existing table. An archive table stores
deleted rows from another table. That base table is called an archive-enabled table.

Before you begin
Check that the table for which you want to create an archive table meets the requirements that are
specified in the description of the ENABLE ARCHIVE clause in ALTER TABLE (Db2 SQL).

About this task

Db2 can automatically store rows that are deleted from an archive-enabled table in an associated archive
table. When you query an archive-enabled table, you can specify whether you want those queries to
include data from the archive table.

Archive tables have the following advantages:

« Db2 can manage historical data for you. You do not have to manually move data to a separate table.

« Because rows that are infrequently accessed are stored in a separate table, you can potentially improve
the performance of queries against the archive-enabled table.

 You can modify queries to include or exclude archive table data without having to change the SQL
statement and prepare the application again. Instead, you can control the scope of the query with a
built-in global variable.

« You can store archive tables on a lower-cost device to reduce operating costs.

When you query an archive-enabled table, you can specify whether you want the query to consider rows
in the archive table. You do not have to modify the SQL. Instead, you can control the scope of the query by
using the SYSIBMADM.GET_ARCHIVE built-in global variable and the ARCHIVESENSITIVE bind option. To

retrieve data from an archive able, set SYSIBMADM.GET_ARCHIVE to Y and bind the plan or package with
ARCHIVESENSITIVE(YES).

The ARCHIVESENSITIVE bind option has no affect on the SYSIBMADM.MOVE_TO_ARCHIVE value.

Procedure

To create an archive table:
1. Create a table with the same columns as the table for which you want to archive data.

For a complete list of requirements for archive tables, see the information about the ENABLE ARCHIVE
clause in ALTER TABLE (Db2 SQL).

2. Designate the original table as an archive-enabled table by issuing an ALTER TABLE statement with the
ENABLE ARCHIVE clause. In that clause, specify the table that you created in the previous step as the
archive table.

3. If you want rows to be automatically archived, set the built-in global variable
SYSIBMADM.MOVE_TO_ARCHIVE to Y or E.

When this built-in global variable is set to Y or E, Db2 automatically moves deleted rows to the archive
table.

4. If you want to remove the relationship between the archive-enabled table and the archive table, issue
the ALTER TABLE statement for the archive-enabled table and specify the DISABLE ARCHIVE clause.

Both tables will still exist, but the relationship is removed.
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Related concepts

Archive-enabled tables and archive tables (Introduction to Db2 for z/0S)
Related reference

GET_ARCHIVE (Db2 SQL)

Implementing Db2 views

When you design your database, you might need to give users access to only certain pieces of data. You
can give users access by designing and using views.

Use the CREATE VIEW statement to define and name a view. Unless you specifically list different column
names after the view name, the column names of the view are the same as the column names of

the underlying table. When you create different column names for your view, remember the naming
conventions that you established when designing the relational database.

A SELECT statement describes the information in the view. The SELECT statement can name other views
and tables, and it can use the WHERE, GROUP BY, and HAVING clauses. It cannot use the ORDER BY
clause or name a host variable.

You can use views to perform the following tasks:

« Control access to a table
Make data easier to use

Simplify authorization by granting access to a view without granting access to the table

Show only portions of data in the table
« Show summary data for a given table

Combine two or more tables in meaningful ways

Creating Db2 views

You can create a view on tables or on other views at the current server.

Before you begin
Before you create different column names for your view, remember the naming conventions that you
established when designing the relational database.

Procedure
Issue the CREATE VIEW SQL statement.

Unless you specifically list different column names after the view name, the column names of the view are
the same as those of the underlying table.  GUPI

Example

Example of defining a view on a single table: Assume that you want to create a view on the DEPT table.
Of the four columns in the table, the view needs only three: DEPTNO, DEPTNAME, and MGRNO. The order
of the columns that you specify in the SELECT clause is the order in which they appear in the view:

GUPI

CREATE VIEW MYVIEW AS
SELECT DEPTNO, DEPTNAME, MGRNO
FROM DEPT;

GUPI
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In this example, no column list follows the view name, MYVIEW. Therefore, the columns of the view have
the same names as those of the DEPT table on which it is based. You can execute the following SELECT
statement to see the view contents:

GUPI
SELECT * FROM MYVIEW;

GUPI

The result table looks like this:

DEPTNO DEPTNAME MGRNO
AOO CHAIRMANS OFFICE 000010
BO1 PLANNING 000020

co1 INFORMATION CENTER 000030
D11 MANUFACTURING SYSTEMS 000060
E21 SOFTWARE SUPPORT ------

Example of defining a view that combines information from several tables: You can create a view that
contains a union of more than one table. Db2 provides two types of joins—an outer join and an inner join.
An outer join includes rows in which the values in the join columns don't match, and rows in which the

values match. An inner join includes only rows in which matching values in the join columns are returned.

The following example is an inner join of columns from the DEPT and EMP tables. The WHERE clause
limits the view to just those columns in which the MGRNO in the DEPT table matches the EMPNO in the
EMP table:

GUPI

CREATE VIEW MYVIEW AS
SELECT DEPTNO, MGRNO, LASTNAME, ADMRDEPT
FROM DEPT, EMP
WHERE EMP.EMPNO = DEPT.MGRNO;

The result of executing this CREATE VIEW statement is an inner join view of two tables, which is shown
below:

DEPTNO MGRNO LASTNAME ADMRDEPT

AQO 000010 HAAS AOO
BO1 000020 THOMPSON AGOG
co1 000030 KWAN AOO

D11 000060 STERN D11

If you want to include only those departments that report to department AOO and want to use a different
set of column names. Use the following CREATE VIEW statement:

CREATE VIEW MYVIEWAOGO
(DEPARTMENT, MANAGER, EMPLOYEE_NAME, REPORT_TO_NAME)
AS
SELECT DEPTNO, MGRNO, LASTNAME, ADMRDEPT
FROM EMP, DEPT
WHERE EMP.EMPNO = DEPT.MGRNO
AND ADMRDEPT = 'AGO';

You can execute the following SELECT statement to see the view contents:
SELECT % FROM MYVIEWAQO;

When you execute this SELECT statement, the result is a view of a subset of the same data, but with
different column names, as follows:

DEPARTMENT MANAGER EMPLOYEE_NAME REPORT_TO_NAME

AGO 000010 HAAS AOO
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BO1 000020 THOMPSON AOO

co1 000030 KWAN AOO
GUPI

Related tasks

Altering Db2 views

To alter a view, you must drop the view and create a new view with your modified specifications.

Dropping Db2 views
You can drop a Db2 view by removing the view at the current server.

Related reference
CREATE VIEW (Db2 SQL)

Guidelines for view names
The name for a view is an identifier of up to 128 characters.
The following example shows a view name:

Object
Name
View
MYVIEW
Use the CREATE VIEW statement to define and name a view. Unless you specifically list different column
names after the view name, the column names of the view are the same as those of the underlying

table. When you create different column names for your view, remember the naming conventions that you
established when designing the relational database.

Querying views that reference temporal tables

When you query a view that references a temporal table, you can specify a point in time or time range for
a system period, an application period, or both.

About this task

A period specification that is after the name of a view in a table reference applies to all of the applicable
table references in the fullselect of the definition of that view. If the view does not access any temporal
tables, the period specification has no effect on the result table of the view.

Restriction: The following restrictions apply:

« Aview reference followed by a period specification must not include any user-defined functions.
« The definition of the view must not include a period specification.

Procedure

To query a view that references a temporal table, use one of the following methods:

« Specify a period specification (either a SYSTEM_TIME period or BUSINESS_TIME period) following the
name of a view in the FROM clause of a query.

« Use the CURRENT TEMPORAL SYSTEM_TIME or CURRENT TEMPORAL BUSINESS_TIME special
registers. In this case, you do not need to include a period specification in the query. For instructions
on how to use these special registers instead of a period specification, see “Querying temporal tables”
on page 97.

Example

GUPI
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The following example shows how you can create a view that references a system-period temporal table
(stt), a bitemporal table (btt), and a regular base table (rt). Then you can query the view based on a point
in time.

CREATE VIEW vO (coll, col2, col3)
AS SELECT stt.coverage, rt.id, btt.bus_end
FROM stt, rt, btt WHERE stt.id = rt.id AND rt.id = btt.id;

SELECT * FROM vO
FOR SYSTEM_TIME AS OF TIMESTAMP ‘2013-01-10 10:00:00';

GUPI

How Db2 inserts and updates data through views

After you define a view, you can refer to the name of a view in an INSERT, UPDATE, or DELETE statement.
If the view is complex or involves multiple tables, you must define an INSTEAD OF trigger before that view
can be referenced in an INSERT, UPDATE, MERGE, or DELETE statement. This information explains how
the simple case is dealt with, where Db2 makes an insert or update to the base table.

GUPITo ensure that the insert or update conforms to the view definition, specify the WITH CHECK
OPTION clause. The following example illustrates some undesirable results of omitting that check.

Example 1: Suppose that you define a view, V1, as follows:

CREATE VIEW V1 AS
SELECT * FROM EMP
WHERE DEPT LIKE ‘D%';

A user with the SELECT privilege on view V1 can see the information from the EMP table for employees
in departments whose IDs begin with D. The EMP table has only one department (D11) with an ID that
satisfies the condition.

Assume that a user has the INSERT privilege on view V1. A user with both SELECT and INSERT privileges
can insert a row for department EOQ1, perhaps erroneously, but cannot select the row that was just
inserted.

The following example shows an alternative way to define view V1.

Example 2: You can avoid the situation in which a value that does not match the view definition is
inserted into the base table. To do this, instead define view V1 to include the WITH CHECK OPTION
clause:

CREATE VIEW V1 AS SELECT * FROM EMP
WHERE DEPT LIKE ‘D%' WITH CHECK OPTION;

With the new definition, any insert or update to view V1 must satisfy the predicate that is contained in
the WHERE clause: DEPT LIKE ‘D%'. The check can be valuable, but it also carries a processing cost; each
potential insert or update must be checked against the view definition. Therefore, you must weigh the

advantage of protecting data integrity against the disadvantage of performance degradation. “GUPI

Dropping Db2 views

You can drop a Db2 view by removing the view at the current server.

Procedure
Issue the DROP VIEW statement.

Related tasks

Altering Db2 views
To alter a view, you must drop the view and create a new view with your modified specifications.

Creating Db2 views
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You can create a view on tables or on other views at the current server.

Related reference
DROP (Db2 SQL)

Implementing Db2 indexes

Indexes provide efficient access to table data, but can require additional processing when you modify
datain a table.

Db2 uses indexes for a variety of reasons. Db2 indexes enforce uniqueness on column values, as in the
case of parent keys. Db2 indexes are also used to cluster data, to partition tables, to provide access paths
to data, and to order retrieved data without a sort. You can also choose to use indexes because of access
requirements.

Using indexes involves a trade-off. A greater number of indexes can simultaneously improve the
performance of a certain transaction and require additional processing for inserting, updating, and
deleting index keys.

After you create an index, Db2 maintains the index, but you can perform necessary maintenance, such as
reorganizing it or recovering it, as necessary.

Related concepts

Indexes on table columns

If you are involved in the physical design of a database, you will be working with other designers to
determine what columns you should index.

Creation of indexes (Introduction to Db2 for z/OS)

Indexes that are padded or not padded
The NOT PADDED and PADDED options of the CREATE INDEX and ALTER INDEX statements specify how
varying-length string columns are stored in an index.

Assignment of table spaces and index spaces to physical storage

You can store table spaces and index spaces in user-managed storage, SMS-managed storage, or in
Db2-managed storage groups. (A storage group is a set of disk volumes.)

Related tasks

Designing indexes for performance (Db2 Performance)

Compressing indexes (Db2 Performance)

Types of indexes

In Db2 for z/OS, you can create a number of different types of indexes. Carefully consider which type or
types best suit your data and applications.

All of the index types are listed in the following tables. These index types are not necessarily mutually
exclusive. For example, a unique index can also be a clustering index. Restrictions are noted.

The following table lists the types of indexes that you can create on any table.
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Table 17. Index types that are applicable to any table type

More
Type Description SQL syntax information
Unique index  Anindex that ensures that the valueina CREATE INDEX... UNIQUE... “Unique
particular column or set of columns is unique. indexes”
on page
115
“Nonuniqu
e indexes”
on page
116
Primary index A unique index on the primary key of the table. No keywords are required in Defining a
. . the CREATE INDEX statement. parent key
A primary key is column or set of columns T C—
! . o . . . . and unique
that uniquely identifies one row of a table. You Anindexis a primary index TSR T
. i . . 4 index (Db2
define a primary key when you create or alter  if the index key that is Aoplication
a table; specify PRIMARY KEY in the CREATE  specified in the CREATE 72)" et
TABLE statement or ALTER TABLE statement.  INDEX statement matches the P oramming g g
. . . and SQL)
Primary keys are optional. primary key of the table. —
If you define a primary key on a table, you
must define a primary index on that key.
Otherwise, if the table does not have a primary
key, it cannot have a primary index.
Each table can have only one primary index.
However, the table can have additional unique
indexes.
Secondary An index that is not a primary index. No keywords are required in None
index In the context of a partitioned table, a the CREATE INDEX statement.
secondary index can also mean an index that A secondary index is any index
is not a partitioning index. See Table 18 on that is not a primary index or
page 109. partitioning index.
Clustering An index that ensures a logical grouping. When “Clustering
index data is inserted into the table, the clustering CREATE INDEX... CLUSTER... indexes” on
index attempts to maintain the clustering or page 117
sequence within the partition.
Each table can have only one clustering index. ALTER INDEX... CLUSTER...
Expression- An index that is based on a general expression. Inthe CREATE INDEX or “Expression-
based index Use expression-based indexes when you want ALTER INDEX statement, the  based
an efficient evaluation of queries that involve a index key is defined as an indexes” on
column-expression. expression rather than a page 119

column or set of columns.

The following table lists the types of indexes that you can create on partitioned tables. These indexes
apply to partition-by-range table spaces. They do not apply to partition-by-growth table spaces.
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Table 18. Index types that are applicable to only partitioned tables

More
Type Description SQL syntax information
:;e:jr:)’iloned An index that is physically partitioned. CREATE THEEG. %
A partitioned index consists of multiple data L. . pi,,
sets. Each data set corresponds to a table tables” on
partition. page 121
Partitioning An index that corresponds to the columns that No keywords are required in ~ “Indexes on
index (PI) partition the table. These columns are called  the CREATE INDEX statement. partitioned
the partitioning key and are specified in the An index is a partitioning index tables” on
PARTITION BY clause of the CREATE TABLE . . P g page 121
if the index key matches the  ===—==
statement. S
partitioning key.
Agri)iilir(::go(jnlng indexes must also be To confirm that an index is
P ) partitioning index, check the
Partitioning indexes are not required. SYSIBM.SYSINDEXES catalog
table. The INDEXTYPE column
for that index contains a P
if the index is a partitioning
index.
Secondary Depending on the context, a secondary index  No keywords are required in “Indexes on
index can mean one of the following two things: the CREATE INDEX statement. partitioned
« Anindex that is not a partitioning index. A secondary index is any index E?;ng:%
« Anindex that is not a primary index. thatis not a primary index or  ====—==
partitioning index.
Datr:} . A partitioned index that is not a partitioning CREATE THEEG. “Ind.e.xes on
partitioned index. PARTITIONED. .. partitioned
secondary These indexes are also called partitioned tables” on
index (DPSI) P Also, the specified index page 121

secondary indexes (PSIs). key must not match the

partitioning key.

Nonpartitione An index that is not partitioned or partitioning. The CREATE INDEX statement “Indexes on
d secondary These indexes are also called nonpartitioned does not include the partitioned
index (NPSI) indexes (NPLs) PARTITIONED keyword. Also, tables” on
’ the index key does not match  page 121
the partitioning key.

Multi-piece A nonpartitioned index that has multiple data None
. CREATE INDEX...
index sets. The data sets do not correspond to data PIECESIZE ...

partitions.

S : or
Use a multi-piece index to spread a large index
across multiple data sets and thus reduce the AL TER INDEX...
physical I/O contention on the index. PIECESIZE ...

The following table lists the XML index type.
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Table 19. Index types that are applicable to only tables with XML columns

More
Type Description SQL syntax information
XML index An index that uses a particular XML pattern “XML index
. . . CREATE INDEX... "

expression to index paths and values in XML GENERATE KEY attributes” on

documents that are stored in a single XML USING XMLPATTERN page 120

column.

or

CREATE INDEX...
GENERATE KEYS
USING XMLPATTERN

Additionally, when you create any of these types of indexes, you can define whether they have the
following characteristics:

Table 20. General index characteristics

Characteristic Description SQL syntax More information
Padded Any vary|_ng-len_gth string T Indexes that ?re padded
columns in the index are PADDED . .. or not padded” on page
padded with the default 118
pad character to their or

maximum length.
ALTER INDEX...

PADDED. . .
Compressed The data is compressed T “Compression of indexes”
to reduce the size of the COMPRESS YES. . . on page 119
index on disk.

or

ALTER INDEX...
COMPRESS YES. ..

Related concepts

Index keys

The usefulness of an index depends on the design of its key, which you define at the time that you create
the index.

Implementing Db2 indexes
Indexes provide efficient access to table data, but can require additional processing when you modify
datain a table.

Related reference
ALTER INDEX (Db2 SQL)
CREATE INDEX (Db2 SQL)

Creating Db2 indexes

When you define an index, Db2 builds and maintains an ordered set of pointers to rows of a base table or
an auxiliary table.

Before you begin
Before you define an index, you need to define the table.
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Procedure
Issue the CREATE INDEX statement, and specify an index key.

Example

The following example creates a unique index on the EMPPROJACT table. A composite key is defined on
two columns, PROINO and STDATE.

CREATE UNIQUE INDEX XPROJAC1
ON EMPPROJACT
(PROJINO ASC,
STDATE ASC)
INCLUDE (EMPNO, FIRSTNAME)

The INCLUDE clause, which is applicable only on unique indexes, specifies additional columns that you
want appended to the set of index key columns. Any columns that are included with this clause are not
used to enforce uniqueness. These included columns might improve the performance of some queries
through index only access. Using this option might eliminate the need to access data pages for more
queries and might eliminate redundant indexes.

If you issue SELECT PROJNO, STDATE, EMPNO, and FIRSTNAME to the table on which this index
resides, all of the required data can be retrieved from the index without reading data pages. This option
might improve performance.

GUPI
Related tasks

Dropping and redefining a Db2 index

Dropping an index does not cause Db2 to drop any other objects. The consequence of dropping indexes

is that Db2 invalidates packages that use the index and automatically rebinds them when they are next
used.

Related reference
CREATE INDEX (Db2 SQL)

How indexes can help to avoid sorts
Db2 can use indexes to avoid sorts when processing queries with the ORDER BY clause.

When a query contains an ORDER BY clause, Db2 looks for indexes that satisfy the order in the query. For
Db2 to be able to use an index to access ordered data, you must define an index on the same columns as
specified in the ORDER BY clause.

Forward index scan
For Db2 to use a forward index scan, the ordering must be exactly the same as in the ORDER BY
clause.

Backward index scan
For Db2 to use a backward index scan, the ordering must be exactly the opposite of what is requested
in the ORDER BY clause.

In addition to forward and backward scans, you have the option to create indexes with a pseudo-random
order. This ordering option is useful when ascending insertions or hotspots cause contention within the
indexes. Indexes created with the RANDOM option do not support range scans. They do support equality
lookups.

Examples

GUPI

Example 1
For example, if you define an index by specifying DATE DESC, TIME ASC as the column names and
order, Db2 can use this same index for both of the following ORDER BY clauses:
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« Forward scan for ORDER BY DATE DESC, TIME ASC
« Backward scan for ORDER BY DATE ASC, TIME DESC

You do not need to create two indexes for the two ORDER BY clauses. Db2 can use the same index for
both forward index scan and backward index scan.

Example 2
Suppose that the query includes a WHERE clause with a predicate of the form COL=constant. For
example:

WHERE CODE = 'A’
ORDER BY CODE, DATE DESC, TIME ASC
Db2 can use any of the following index keys to satisfy the ordering:
« CODE, DATE DESC, TIME ASC
- CODE, DATE ASC, TIME DESC
« DATE DESC, TIME ASC
« DATE ASC, TIME DESC

Db2 can ignore the CODE column in the ORDER BY clause and the index because the value of the
CODE column in the result table of the query has no effect on the order of the data. If the CODE
column is included, it can be in any position in the ORDER BY clause and in the index.

GUPI

Related reference
order-by-clause (Db2 SQL)

Index keys

The usefulness of an index depends on the design of its key, which you define at the time that you create
the index.

An index key is a column, an ordered collection of columns, or an expression on which you define an
index. Db2 uses an index key to determine the order of index entries. Good candidates for index keys are
columns or expressions that you use frequently in operations that select, join, group, and order data.

All index keys do not need to be unique. For example, an index on the SALARY column of the sample EMP
table allows duplicates because several employees can earn the same salary.

A composite key is an index key that is built on 2 or more columns. An index key can contain up to 64
columns.

GUPI

For example, the following SQL statement creates a unique index on the EMPPROJACT table. A composite
key is defined on two columns, PROJNO and STDATE.

CREATE UNIQUE INDEX XPROJAC1
ON EMPPROJACT
(PROJINO ASC,
STDATE ASC)

This composite key is useful when you need to find project information by start date. Consider a SELECT
statement that has the following WHERE clause:

WHERE PROJNO='MA2100' AND STDATE='2004-01-01'

This SELECT statement can execute more efficiently than if separate indexes are defined on PROJNO and
on STDATE.

GUPI
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In general, try to create an index that is selective, because the more selective an index is, the more
efficient it is. An efficient index contains multiple columns, is ordered in the same sequence as the SQL
statement, and is used often in SQL statements. To create an efficient index, consider the following
recommendations when you create an index and define the index keys:

- Define as few indexes as possible on a column that is updated frequently because every change to the
column data must be reflected in each index.

« Consider using a composite key, which might be more useful than a key on a single column when the
comparison is for equality. A single multicolumn index is more efficient when the comparison is for
equality and the initial columns are available. However, for more general comparisons, such as A > value
AND B > value, multiple indexes might be more efficient.

Related concepts
Query and application performance analysis (Introduction to Db2 for z/0S)

Index names and guidelines

By following certain guidelines, you can successfully work with indexes.

Index names

The name for an index is an SQL identifier of up to 128 characters. You can qualify this name with
an identifier, or schema, of up to 128 characters. An example index names is MYINDEX. For more
information, see Identifiers in SQL (Db2 SQL).

The following rules apply to index names:

index-name
A qualified or unqualified name that designates an index.

A qualified index name is an authorization ID or schema name followed by a period and an SQL
identifier.

An unqualified index name is an SQL identifier with an implicit qualifier. The implicit qualifier is
an authorization ID, which is determined by the context in which the unqualified name appears as
described by the rules in Unqualified object name resolution (Db2 SQL).

For an index on a declared temporary table, the qualifier must be SESSION.

The index space name is an eight-character name, which must be unique among names of all index
spaces and table spaces in the database.

Sequence of index entries

The sequence of the index entries can be in ascending order or descending order. The ASC and DESC
keywords of the CREATE INDEX statement indicate ascending and descending order. ASC is the default.

Indexes on tables with large objects

You can use indexes on tables with LOBs the same way that you use them on other tables, but consider
the following facts:

« A LOB column cannot be a column in an index.

« An auxiliary table can have only one index. (An auxiliary table, which you create by using the SQL
CREATE AUXILIARY TABLE statement, holds the data for a column that a base table defines.

 Indexes on auxiliary tables are different than indexes on base tables.

Creation of an index

If the table that you are indexing is empty, Db2 creates the index. However, Db2 does not actually create
index entries until the table is loaded or rows are inserted. If the table is not empty, you can choose to
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have Db2 build the index when the CREATE INDEX statement is executed. Alternatively, you can defer
the index build until later. Optimally, you should create the indexes on a table before loading the table.
However, if your table already has data, choosing the DEFER option is preferred; you can build the index
later by using the REBUILD INDEX utility.

Copies of an index

If your index is fairly large and needs the benefit of high availability, consider copying it for faster recovery.
Specify the COPY YES clause on a CREATE INDEX or ALTER INDEX statement to allow the indexes to be
copied. Db2 can then track the ranges of log records to apply during recovery, after the image copy of the
index is restored. (The alternative to copying the index is to use the REBUILD INDEX utility, which might
increase the amount of time that the index is unavailable to applications.)

Deferred allocation of index space data sets

When you execute a CREATE INDEX statement with the USING STOGROUP clause, Db2 generally defines
the necessary VSAM data sets for the index space. In some cases, however, you might want to define an
index without immediately allocating the data sets for the index space.

For example, you might be installing a software program that requires creation of many indexes, but your
company might not need some of those indexes. You might prefer not to allocate data sets for indexes
that you do not plan to use.

To defer the physical allocation of Db2-managed data sets, use the DEFINE NO clause of the CREATE
INDEX statement. When you specify the DEFINE NO clause, Db2 defines the index but defers the
allocation of data sets. The Db2 catalog table contains a record of the created index and an indication that
the data sets are not yet allocated. Db2 allocates the data sets for the index space as needed when rows
are inserted into the table on which the index is defined.

Related concepts

Naming conventions (Db2 SQL)
Related reference

CREATE INDEX (Db2 SQL)

General index attributes

You typically determine which type of index you need to define after you define a table space. An index
can have many different attributes.

Index attributes fall into two broad categories: general attributes that apply to indexes on all tables and
specific attributes that apply to indexes on partitioned tables only. The following table summarizes these
categories.

Table 21. Index attributes

Table or table space type Index attribute

Any » Unique or nonunique
 Clustering or nonclustering
» Padded or not padded
« Exclude nulls

Partitioned - Partitioning

» Secondary

This topic explains the types of indexes that apply to all tables. Indexes that apply to partitioned tables
only are covered separately.
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Related concepts

Indexes on partitioned tables

The following types of indexes apply to only partitioned tables: partitioned indexes, partitioning indexes
(PIs), data-partitioned secondary indexes (DPSIs), and nonpartitioned secondary indexes (NPIs or
NPSIs).

Unique indexes
Db2 uses unique indexes to ensure that no identical key values are stored in a table.

When you create a table that contains a primary key or a unique constraint, you must create a unique
index for the primary key and for each unique constraint. Db2 marks the table definition as incomplete
until the explicit creation of the required enforcing indexes, which can be created implicitly depending on
whether the table space was created implicitly, the schema processor, or the CURRENT RULES special
register. If the required indexes are created implicitly, the table definition is not marked as incomplete.

Restrict access with unique indexes

You can also use indexes to meet access requirements.

Example

A good candidate for a unique index is the EMPNO column of the EMP table. The following figure shows a
small set of rows from the EMP table and illustrates the unique index on EMPNO.

Indexin

EMP table EMP table

EMPNO Page Row EMPNO LASTNAMEJOB DEPT
1 000220 LUTZ DES D11

1000030 1 2 000330 LEE FLD E21

‘000060 i 3 000030 KWAN MGR CO1

»000140\

1000200\ 1 200140 NATZ ANL CO1

1000220 2 2 000320 RAMLAL FLD E21

:000330 N 3 000200 BROWN DES D11

200140

5000320): 1 200340 ALONZO FLD E21

200340 \ 3 2 000140 NICHOLLS SLS CO1

: 3 000060 STERN MGR D11

Figure 16. A unique index on the EMPNO column

Db2 uses this index to prevent the insertion of a row to the EMP table if its EMPNO value matches that of
an existing row. The preceding figure illustrates the relationship between each EMPNO value in the index
and the corresponding page number and row. Db2 uses the index to locate the row for employee 000030,
for example, in row 3 of page 1.

If you do not want duplicate values in the key column, create a unique index by using the UNIQUE clause
of the CREATE INDEX statement.
Example

GUPI The DEPT table does not allow duplicate department IDs. Creating a unique index, as the following
example shows, prevents duplicate values.

CREATE UNIQUE INDEX MYINDEX
ON DEPT (DEPTNO);

The index name is MYINDEX, and the indexed column is DEPTNO.

If a table has a primary key (as the DEPT table has), its entries must be unique. Db2 enforces this
uniqueness by defining a unique index on the primary key columns, with the index columns in the same
order as the primary key columns.
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GUPI

Before you create a unique index on a table that already contains data, ensure that no pair of rows has the
same key value. If Db2 finds a duplicate value in a set of key columns for a unique index, Db2 issues an
error message and does not create the index.

If an index key allows nulls for some of its column values, you can use the WHERE NOT NULL clause to
ensure that the non-null values of the index key are unique.

Unique indexes are an important part of implementing referential constraints among the tables in your
Db2 database. You cannot define a foreign key unless the corresponding primary key already exists and
has a unique index defined on it.

When not to use a unique index

In some cases you might not want to use a unique index. You can improve the performance of data access
when the values of the columns in the index are not necessarily unique by creating a default index.

When you create a default index, Db2 allows you to enter duplicate values in a key column.

For example, assume that more than one employee is named David Brown. Consider an index that is
defined on the FIRSTNME and LASTNAME columns of the EMP table.

GUPI
CREATE INDEX EMPNAME ON EMP (FIRSTNME, LASTNAME);

GUPI

This is an example of an index that can contain duplicate entries.

Tip: Do not create this type of index on very small tables because scans of the tables are more efficient
than using indexes.

INCLUDE columns

Unique indexes can include additional columns that are not part of a unique constraint. Those columns
are called INCLUDE columns. When you specify INCLUDE columns in a unique index, queries can use the
unique index for index-only access. Including these columns can eliminate the need to maintain extra
indexes that are used solely to enable index-only access.

Related reference
CREATE INDEX (Db2 SQL)

Nonunique indexes

You can use nonunique indexes to improve the performance of data access when the values of the
columns in the index are not necessarily unique.

Recommendation: Do not create nonunique indexes on very small tables, because scans of the tables are
more efficient than using indexes.

To create nonunique indexes, use the SQL CREATE INDEX statement. For nonunique indexes, Db2 allows
users and programs to enter duplicate values in a key column.

Example

GUPI- Assume that more than one employee is named David Brown. Consider an index that is defined on
the FIRSTNME and LASTNAME columns of the EMP table.

CREATE INDEX EMPNAME
ON EMP (FIRSTNME, LASTNAME);

This index is an example of a nonunique index that can contain duplicate entries.
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GUPI
Related tasks
Designing indexes for performance (Db2 Performance)
Related reference
CREATE INDEX (Db2 SQL)

Clustering indexes

A clustering index determines how rows are physically ordered (clustered) in a table space. Clustering
indexes provide significant performance advantages in some operations, particularly those that involve
many records. Examples of operations that benefit from clustering indexes include grouping operations,
ordering operations, and comparisons other than equal.

Any index, except for an expression-based index or an XML index, can be a clustering index. You can
define only one clustering index on a table.

You can define a clustering index on a partitioned table space or on a segmented table space. On a
partitioned table space, a clustering index can be a partitioning index or a secondary index. If a clustering
index on a partitioned table is not a partitioning index, the rows are ordered in cluster sequence within
each data partition instead of spanning partitions. (Prior to Version 8 of Db2 UDB for z/0S, the partitioning
index was required to be the clustering index.)

Restriction: An expression based index or an XML index cannot be a clustering index.

When a table has a clustering index, an INSERT statement causes Db2 to insert the records as nearly as
possible in the order of their index values. The first index that you define on the table serves implicitly

as the clustering index unless you explicitly specify CLUSTER when you create or alter another index. For
example, if you first define a unique index on the EMPNO column of the EMP table, Db2 inserts rows into
the EMP table in the order of the employee identification number unless you explicitly define another
index to be the clustering index.

Although a table can have several indexes, only one index can be a clustering index. If you do not define
a clustering index for a table, Db2 recognizes the first index that is created on the table as the implicit
clustering index when it orders data rows.

Tip:

« Always define a clustering index. Otherwise, Db2 might not choose the key that you would prefer for the
index.

- Define the sequence of a clustering index to support high-volume processing of data.

You use the CLUSTER clause of the CREATE INDEX or ALTER INDEX statement to define a clustering
index.

Example

GUPI Assume that you often need to gather employee information by department. In the EMP table, you
can create a clustering index on the DEPTNO column.

CREATE INDEX DEPT_IX
ON EMP
(DEPTNO ASC)
CLUSTER;

As a result, all rows for the same department are probably close together. Db2 can generally access all
the rows for that department in a single read. (Using a clustering index does not guarantee that all rows
for the same department are stored on the same page. The actual storage of rows depends on the size of
the rows, the number of rows, and the amount of available free space. Likewise, some pages may contain
rows for more than one department.)

GUPI
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The following figure shows a clustering index on the DEPT column of the EMP table; only a subset of the
rows is shown.

Index on

EMPtable  EMPtable

DEPT "Page Row  DEPT EMPNO LASTNAME JOB

' : : 1 1 CO01 000030 KWAN MGR
2 CO1 000140 NICHOLLS SLS
3 co1

1 D11 000060 STERN  MGR
D11 000200 BROWN  DES
3 D11 000220 LUTZ DES

' E21 000330 LEE FLD
' E21 000320 RAMLAL  FLD
3 E21 200340 ALONZO FLD

Figure 17. A clustering index on the EMP table

Suppose that you subsequently create a clustering index on the same table. In this case, Db2 identifies

it as the clustering index but does not rearrange the data that is already in the table. The organization

of the data remains as it was with the original nonclustering index that you created. However, when the
REORG utility reorganizes the table space, Db2 clusters the data according to the sequence of the new
clustering index. Therefore, if you know that you want a clustering index, you should define the clustering
index before you load the table. If that is not possible, you must define the index and then reorganize the
table. If you create or drop and re-create a clustering index after loading the table, those changes take
effect after a subsequent reorganization.

Related reference
Employee table (DSN8C10.EMP) (Introduction to Db2 for z/0OS)
CREATE INDEX (Db2 SQL)

Indexes that exclude NULL keys

You can exclude NULL keys from an index to reduce the size of an index and improve the performance of
an index.

Some table values are never used in queries and are unnecessary in an index. NULL key columns add
to index size and can reduce the performance of index scans. If you exclude NULL key columns from an
index, Db2 only creates index entries for key columns that are not null. You can specify that an index
excludes null keys when you create an index with the CREATE INDEX statement.

A NULL key in an index is not the same as a null foreign key.

Related reference
CREATE INDEX (Db2 SQL)

Indexes that are padded or not padded

The NOT PADDED and PADDED options of the CREATE INDEX and ALTER INDEX statements specify how
varying-length string columns are stored in an index.

You can choose not to pad varying-length string columns in the index to their maximum length (the
default), or you can choose to pad them.
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GUPI Tf you specify the NOT PADDED clause on a CREATE INDEX statement, any varying-length columns
in the index key are not padded to their maximum length. If an existing index key includes varying-length
columns, you can consider altering the index to use the NOT PADDED clause. However, using the NOT

PADDED clause on the ALTER INDEX statement to change the padding places the index in the REBUILD-

pending (RBDP) state. You should rebuild the index to remove the RBDP state.” GUPI
Using the NOT PADDED clause has the following advantages:

- Db2 can use index-only access for the varying-length columns within the index key, which enhances
performance.

- Db2 stores only actual data, which reduces the storage requirements for the index key.
However, using the NOT PADDED clause might also have the following disadvantages:

« Index key comparisons are slower because Db2 must compare each pair of corresponding varying-
length columns individually instead of comparing the entire key when the columns are padded to their
maximum length.

« Db2 stores an additional 2-byte length field for each varying-length column. Therefore, if the length of
the padding (to the maximum length) is less than or equal to 2 bytes, the storage requirements could
actually be greater for varying-length columns that are not padded.

Tip: Use the NOT PADDED clause to implement index-only access if your application typically accesses
varying-length columns.

To control whether varying length columns are padded by default, use the PAD INDEXES BY DEFAULT
option on installation panel DSNTIPE.

Related reference
CREATE INDEX (Db2 SQL)

Expression-based indexes

By using the expression-based index capability of Db2, you can create an index that is based on a general
expression. You can enhance query performance if Db2 chooses the expression-based index.

Use expression-based indexes when you want an efficient evaluation of queries that involve a column-
expression. In contrast to simple indexes, where index keys consist of a concatenation of one or more
table columns that you specify, the index key values are not the same as values in the table columns. The
values have been transformed by the expressions that you specify.

You can create the index by using the CREATE INDEX statement, and specifying an expression, rather
than a column name. If an index is created with the UNIQUE option, the uniqueness is enforced against
the values that are stored in the index, not against the original column values.

Db2 does not use expression-based indexes for queries that use sensitive static scrollable cursors.

Related concepts

Expressions (Db2 SQL)

Index keys

The usefulness of an index depends on the design of its key, which you define at the time that you create
the index.

Related reference
CREATE INDEX (Db2 SQL)

Compression of indexes
You can reduce the amount of space that an index occupies on disk by compressing the index.

The COMPRESS YES/NO clause of the ALTER INDEX and CREATE INDEX statements allows you to
compress the data in an index and reduce the size of the index on disk. However, index compression

is heavily data-dependent, and some indexes might contain data that does not yield significant space
savings. Compressed indexes might also use more real and virtual storage than non-compressed indexes.
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The amount of additional real and virtual storage that is required depends on the compression ratio that is
used for the compressed keys, the amount of free space, and the amount of space that is used by the key
map.

You can choose 8 KB, 16 KB, and 32 KB buffer pool page sizes for the index. Use the DSN1COMP utility
on existing indexes to estimate the appropriate page size for new indexes. Choosing a 32 KB buffer pool
instead of a 16 KB or an 8 KB buffer pool accommodates a potentially higher compression ratio, but
this choice also increases the potential to use more storage. Estimates for index space savings from the
DSN1COMP utility, either on the true index data or some similar index data, are not exact.

If I/O is needed to read an index, the CPU degradation for a index scan is probably relatively small, but the
CPU degradation for random access is likely to be very significant.

CPU degradation for deletes and updates is significant even if no read I/0O is necessary.

Related reference
ALTER INDEX (Db2 SQL)
CREATE INDEX (Db2 SQL)

XML index attributes

You can create an index on an XML column for efficient evaluation of XQuery expressions to improve
performance for queries on XML documents.

In simple relational indexes, index keys are composed of one or more table columns that you specified.
However, an XML index uses a particular XML pattern expression to index paths and values in XML
documents that are stored in a single XML column.

In an XML index, only the attribute nodes, text nodes, or element nodes that match the XML pattern
expression are indexed. An XML index only indexes the nodes that match the specific XML pattern and
not the document itself. Two more key fields are added to the index to form the composite index key. The
extra key fields, which identify the XML document and the node position within the document, are stored
in the catalog. These fields are not involved in uniqueness checking for unique indexes.

Use the CREATE INDEX statement with the XMLPATTERN keyword to create an XML index. You must also
specify the XML path to be indexed. An index key is formed by concatenating the values that are extracted
from the nodes in the XML document that satisfy the specified XML path with the document and node ID.

You specify a data type for every XML index. XML indexes support the following data types:
VARCHAR
DECFLOAT

TIMESTAMP(12)
- DATE

You can use the following clauses to control whether Db2 inserts values into a table that are not
compatible with the index data type:

« IGNORE INVALID VALUES
« REJECT INVALID VALUES

When you index an XML column with XMLPATTERN, only the parts of the document that satisfy the XML
pattern expression are indexed. Multiple parts of the document might satisfy the XML pattern that you
specified in the XMLPATTERN. Therefore, more than one index key entry might be generated and inserted
into the index for the insertion of a single document.

Only one XML index specification is allowed per CREATE INDEX statement. However, you can create an
XML index with multiple keys, or create multiple XML indexes on an XML column.

Restriction: Partitioned XML indexes are not supported
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Examples

Example 1

GUPL Assume that you must search for a specific employee's surname (name/last) on the employee
elements. You can use the following CREATE INDEX statement to create an index on the '/
department/emp/name/last' XML pattern expression:

CREATE INDEX EMPINDEX ON DEPARTMENT (DEPTDOCS)
GENERATE KEYS USING XMLPATTERN '/department/emp/name/last'
AS SQL VARCHAR(20)

After the EMPINDEX index is created successfully, several entries are populated in the catalog tables.
GUPI

Example 2
You can create two XML indexes with the same pattern expression by using different data types
for each. You can use the different indexes to choose how you want to interpret the result of the
expression as multiple data types. For example, the value '12345' has a character representation but
it can also be interpreted as the number 12,345. For example, assume that you want to index the path
'/department/emp/@id"' as both a character string and a number. You must create two indexes,
one for the VARCHAR data type and one for the DECFLOAT data type. The values in the document are
cast to the specified data type for each index.

Related concepts

Storage structure for XML data (Db2 Programming for XML)

Processing XML data with Db2 pureXML (Introduction to Db2 for z/0OS)

XML data indexing (Db2 Programming for XML)

Pattern expressions (Db2 Programming for XML)

Best practices for XML performance in Db2 (Db2 Performance)

Related reference

XMLEXISTS predicate (Db2 SQL)

CREATE INDEX (Db2 SQL)

Indexes on partitioned tables

The following types of indexes apply to only partitioned tables: partitioned indexes, partitioning indexes
(PIs), data-partitioned secondary indexes (DPSIs), and nonpartitioned secondary indexes (NPIs or
NPSIs).

Partitioned index

A partitioned index is an index that is physically partitioned. Any index on a partitioned table, except for an
XML index, can be physically partitioned.

To create a partitioned index, specify PARTITIONED in the CREATE INDEX statement.

A partitioned index consists of multiple data sets. Each data set corresponds to a table partition. The
following figure illustrates the difference between a partitioned index and a nonpartitioned index.
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Figure 18. Comparison of partitioned and nonpartitioned index

Partitioning index

A partitioning index is an index on the column or columns that partition the table. Partitioning indexes are
generally not required because Db2 uses table-controlled partitioning, where the partitioning scheme (the
partitioning key and limit key values) are already defined in the table definition.

The CREATE INDEX statement does not have a specific SQL keyword that designates an index as a
partitioning index. Instead, an index is a partitioning index if the index key that is specified in the CREATE
INDEX statement matches the partitioning key. The partitioning key is the column or columns that are
specified in the PARTITION BY clause of the CREATE TABLE statement. Those columns partition the table.
An index key matches the partitioning key if it has the same leftmost columns and collating sequence
(ASC/DESC) as the columns in the partitioning key.

A partitioning key is different from the limit key values. A partitioning key defines the columns on which
the table is partitioned. The limit key values define which values belong in each partition. Specifically, a
limit key value is the value of the partitioning key that defines the partition boundary. It is the highest
value of the partitioning key for an ascending index, or the lowest value for a descending index. Limit

key values are specified in the PARTITION... ENDING AT clause of a CREATE TABLE statement or ALTER
TABLE statement. The specified ranges partition the table space and the corresponding partitioning index
space.

Remember: Partitioning is different from clustering. Whereas, partitioning guarantees that rows are
grouped into certain partitions based on value ranges defined partition limit key, clustering controls how
rows are physically ordered in a partition or table space. Clustering is controlled by a clustering index and
can apply to any type of table space. For more information, see “Clustering indexes” on page 117.

Tables created in earlier Db2 releases might still use index-controlled partitioning, where the partitioning
scheme was not defined as part of the table definition. In this case, a partitioning index is required to
specify the partitioning scheme. (The partitioning key and the limit key values were specified in the PART
VALUES clause of the CREATE INDEX statement.)

Deprecated function: Db2 12 can still process range-partitioned tables and indexes that use index-
controlled partitioning. However, such tables and indexes are deprecated. For best results, convert them
to use table-controlled partitioning (and a PBR table space) as soon as possible. For more information,
see “Converting table spaces to use table-controlled partitioning” on page 193.
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Example partitioning index

GUPL For example, assume that you created an AREA_CODES table that contains area codes by state by
issuing the following CREATE TABLE statement.

CREATE TABLE AREA_CODES
(AREACODE_NO

STATE

PARTITION BY

(PARTITION
PARTITION
PARTITION
PARTITION
PARTITION
PARTITION
PARTITION
PARTITION

1
2
3
4
5
6
7
8

INTEGER NOT NULL,
CHAR (2) NOT NULL)

RANGE (

ENDING
ENDING
ENDING
ENDING
ENDING
ENDING
ENDING
ENDING

ARE
AT
AT
AT
AT
AT
AT

AT
AT

ACODE_NO)

(299),
(399),
(499),
(599),
(699),
(799),
(899),
(MAXVALUE)) ;

Optionally, you can issue the following CREATE INDEX statement to create a partitioning index on
the example AREA_CODES table. This index is not required because the partitioning scheme of the
AREA_CODES table is defined in its CREATE TABLE statement, and AREA_CODES uses table -controlled

partitioning.

CREATE INDEX AREACODE_IX1 ON AREA_CODES (AREACODE_NO)
CLUSTER PARTITIONED;

Tip: If you use a partitioning index for clustering, the data rows can be physically ordered across the

entire table space.

GUPI

The following figure illustrates the partitioning index on the AREA_CODES table.
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Figure 19. Partitioning index on the AREA_CODES table

Related information

“Partitioning data in Db2 tables” on page 77

Creation of a table with table-controlled partitioning (Introduction to Db2 for z/0OS)

“Changing the boundary between partitions” on page 221

“Clustering indexes” on page 117

“Converting table spaces to use table-controlled partitioning” on page 193
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Nonpartitioning index (secondary index)

An index that is not a partitioning index is a nonparitioning index or secondary index. You can create a
secondary index on a table to enforce a unique constraint, to cluster data, or to provide access paths to
data for queries.

The usefulness of an index depends on the columns in its key and the cardinality of the key. Columns

that you frequently select, join, group, or order are good candidates for keys. In addition, the number of
distinct values in an index key for a large table must be sufficient for Db2 to use the index to retrieve data.
Otherwise, Db2 might choose to do a table space scan.

You can create two types of secondary indexes: those that are partitioned (called data-partitioned
secondary indexes) and those that are nonpartitioned (called nonpartitioned secondary indexes).

Data-partitioned secondary index (DPSI)
A data-partitioned secondary index (DPSI) is a nonpartitioning index that is physically partitioned
according to the partitioning scheme of the underlying data.

A DPSI has as many partitions as the number of partitions in the table space. Each DPSI partition
contains keys for the rows of the corresponding table space partition only. For example, if the table
space has three partitions, the keys in DPSI partition 1 reference only the rows in table space partition
1; the keys in DPSI partition 2 reference only the rows in table space partition 2, and so on.

Restrictions:

» You can create a DPSI only on a table in a partitioned table space.
 You cannot create a DPSI for a partition-by-growth table space.
« An XML index cannot be a DPSI.

To define a DPSI, use the PARTITIONED keyword in the CREATE INDEX statement and specify an
index key that does not match the partitioning key columns. If the leftmost columns of the index that
you specify with the PARTITIONED keyword match the partitioning key, Db2 creates the index as a
DPSI only if the collating sequence of the matching columns is different.

The use of DPSIs promotes partition independence and therefore provides the following performance
advantages, among others:

- Eliminates contention between parallel LOAD utility jobs with the PART option that target different
partitions of a table space

- Facilitates partition-level operations such as adding a partition or rotating a partition to be the last
partition

« Improves the recovery time of secondary indexes on partitioned table spaces

However, the use of DPSIs does not always improve the performance of queries. For example, for
queries with predicates that reference only the columns in the key of the DPSI, Db2 must probe each
partition of the index for values that satisfy the predicate.

DPSIs provide performance advantages for queries that meet all of the following criteria:

« The query has predicates on the DPSI columns.

« The query contains additional predicates on the partitioning columns of the table that limit the
query to a subset of the partitions in the table.

Nonpartitioned secondary index (NPI or NPSI)
A nonpartitioned secondary index (NPI or NPSI) is any index that is not defined as a partitioning
index or a partitioned index. An NPI index has one index space that contains keys for the rows of all
partitions of the table space.

You can create an NPI on a table in a partitioned table space. These indexes do not apply to
nonpartitioned table spaces.

NPIs provide performance advantages for queries that meet the following criteria:
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- The query does not contain predicates on the partitioning columns of the table that limit the query
to a small subset of the partitions in the table.

« The query qualifications match the index columns.
« The SELECT list columns are included in the index (for index-only access).

Examples of DPSI and NPI advantages

GUPI

To understand the advantages of using DPSIs and NPIs, consider the following example indexes on the
AREA_CODES table:

A data partitioned secondary index (DPSI) on the STATE column
Assuming that the AREA_CODES table not partitioned on the STATE column, the following CREATE
INDEX statement creates a DPSI on the AREA_CODES table.

CREATE INDEX DPSIIX2 ON AREA_CODES (STATE) PARTITIONED;

The following example query can make efficient use of the example DPSI. The number of key values
that need to be searched is limited to just the key values of the qualifying partitions, which are only
those with partitioning key values that are less than or equal to 300.

SELECT STATE FROM AREA_CODES
WHERE AREACODE_NO <= 300 AND STATE = 'CA‘;

A nonpartitioned index (NPI) on the STATE column
Assuming that the AREA_CODES table not partitioned on the STATE column, the following CREATE
INDEX statement creates an NPI on the AREA_CODES table.

CREATE INDEX NPSIIX3 ON AREA_CODES (STATE);

The following query can make efficient use of the example NPI. The number of key values that need to
be searched is limited to scanning the index key values that are greater than 'CA"

SELECT STATE FROM AREA_CODES
WHERE STATE > 'CA';

The following figure illustrates the structure of the example indexes.
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Figure 20. DPSI and NPI on the AREA_CODES table

GUPI

Chapter 2. Implementing your database design 125



DPSIs provide advantages over NPIs for utility processing. For example, utilities such as COPY, REBUILD
INDEX, and RECOVER INDEX can operate on physical partitions rather than logical partitions because the
keys for a data partition reside in a single DPSI partition. This method can provide greater availability.

Related concepts

Page range screening (PAGE_RANGE='Y") (Db2 Performance)

Efficient queries for tables with data-partitioned secondary indexes (Db2 Performance)
Table space scan access (ACCESSTYPE='R' and PREFETCH='S") (Db2 Performance)
Related tasks

Designing indexes for performance (Db2 Performance)

How Db2 implicitly creates an index

In certain circumstances, Db2 implicitly creates the unique indexes that are used to enforce the
uniqueness of the primary keys or unique keys.

These circumstances include:

- When the PRIMARY KEY or UNIQUE clause is specified in the CREATE TABLE statement and the CREATE
TABLE statement is processed by the schema processor

« When the table space that contains the table is implicitly created

When a ROWID column is defined as GENERATED BY DEFAULT in the CREATE TABLE statement, and the

CREATE TABLE statement is processed by SET CURRENT RULES ='STD/, or the table space that contains

the table is implicitly created, Db2 implicitly creates the unique indexes used to enforce the uniqueness

of the ROWID column. The privilege set must include the USE privilege of the buffer pool. Each index is
created as if the following CREATE INDEX statement were issued:

CREATE UNIQUE INDEX xxx ON table-name (columni,...)

Where:

« xxx is the name of the index that Db2 generates.
« table-name is the name of the table that is specified in the CREATE TABLE statement.

« (columni,...) is the list of column names that were specified in the UNIQUE or PRIMARY KEY clause
of the CREATE TABLE statement, or the column is a ROWID column that is defined as GENERATED BY
DEFAULT.

In addition, if the table space that contains the table is implicitly created, Db2 will check the DEFINE
DATA SET subsystem parameter to determine whether to define the underlying data set for the index
space of the implicitly created index on the base table.

If DEFINE DATA SET is NO, the index is created as if the following CREATE INDEX statement is issued:

CREATE UNIQUE INDEX xxx ON table-name (columni,...) DEFINE NO

When you create a table and specify the organization-clause of the CREATE TABLE statement, Db2
implicitly creates an index for hash overflow rows. This index contains index entries for overflow rows

that do not fit in the fixed hash space. If the hash space that is specified in the organization-clause is
adequate, the hash overflow index should have no entries, or very few entries. The hash overflow index for
a table in a partition-by-range table space is a partitioned index. The hash overflow index for a table in a
partition-by-growth table space is a non-partitioned index.

Db2 determines how much space to allocate for the hash overflow index. Because this index will be
sparsely populated, the size is relatively small compared to a normal index.
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Implementing Db2 schemas

Use schemas to provide a logical classification of objects in the database.

Creating a schema by using the schema processor

Schemas provide a logical classification of objects in the database. You can use the schema processor to
create a schema.

About this task
Creating a schema by using the CREATE SCHEMA statement is also supported for compliance testing.

GUPI CREATE SCHEMA statements cannot be embedded in a host program or executed interactively. To
process the CREATE SCHEMA statement, you must use the schema processor. The ability to process
schema definitions is provided for conformance to ISO/ANSI standards. The result of processing a
schema definition is identical to the result of executing the SQL statements without a schema definition.

Outside of the schema processor, the order of statements is important. They must be arranged so that
all referenced objects have been previously created. This restriction is relaxed when the statements are
processed by the schema processor if the object table is created within the same CREATE SCHEMA.
The requirement that all referenced objects have been previously created is not checked until all of the
statements have been processed. For example, within the context of the schema processor, you can
define a constraint that references a table that does not exist yet or GRANT an authorization on a table
that does not exist yet.

Procedure

To create a schema:
1. Write a CREATE SCHEMA statement.
2. Use the schema processor to execute the statement.

Example

The following example shows schema processor input that includes the definition of a schema.

CREATE SCHEMA AUTHORIZATION SMITH

CREATE TABLE TESTSTUFF
(TESTNO CHAR(4),
RESULT  CHAR(4),
TESTTYPE CHAR(3))

CREATE TABLE STAFF
(EMPNUM CHAR(3) NOT NULL,
EMPNAME CHAR(20),
GRADE DECIMAL(4),
CITY CHAR(15))

CREATE VIEW STAFFV1
AS SELECT x FROM STAFF
WHERE GRADE >= 12
GRANT INSERT ON TESTSTUFF TO PUBLIC

GRANT ALL PRIVILEGES ON STAFF
TO PUBLIC

GUPI
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Processing schema definitions

You must use the schema processor to process CREATE SCHEMA statements.

Before you begin

The schema processor sets the current SQLID to the value of the schema authorization ID before
executing any of the statements in the schema definition. Therefore, that ID must have SYSADM or
SYSCTRL authority, or it must be the primary or one of the secondary authorization IDs of the process that
executes the schema processor. The same ID must have all the privileges that are needed to execute all
the statements in the schema definition.

Procedure

To process schema definitions:

1. Run the schema processor (DSNHSP) as a batch job. Use the sample JCL provided in member
DSNTEJ1S of the SDSNSAMP library.

The schema processor accepts only one schema definition in a single job. No statements that are
outside the schema definition are accepted. Only SQL comments can precede the CREATE SCHEMA
statement; the end of input ends the schema definition. SQL comments can also be used within and
between SQL statements.

The processor takes the SQL from CREATE SCHEMA (the SYSIN data set), dynamically executes it, and
prints the results in the SYSPRINT data set.

2. Optional: If a statement in the schema definition has an error, the schema processor processes the
remaining statements but rolls back all the work at the end. In this case, you need to fix the statement
in error and resubmit the entire schema definition.

Loading data into Db2 tables

You can use several methods to load data into Db2 tables.

The most common method for loading data into most of your tables is to use the LOAD utility. This utility
loads data into Db2 persistent tables from sequential data sets by using BSAM. You can also use a cursor
that is declared with an EXEC SQL utility control statement to load data from another SQL table with the
Db2 UDB family cross-loader function. The LOAD utility cannot be used to load data into Db2 temporary
tables or system-maintained materialized query tables.

When loading tables with indexes, referential constraints, or table check constraints, LOAD can perform
several checks on the validity of data. If errors are found, the table space that is being loaded, its index
spaces, and even other table spaces might be left in a restricted status. LOAD does not check the validity
of informational referential constraints. Plan to make necessary corrections and remove restrictions after
any LOAD job.

You can also use an SQL INSERT statement to copy all or selected rows of another table, in any of the
following methods:

« Using the INSERT statement in an application program
« Interactively through SPUFI
« With the command line processor

To reformat data from IMS DL/I databases and VSAM and SAM loading for the LOAD utility, use Db2
DataPropagator.
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Loading data with the LOAD utility

Use the LOAD utility to load one or more tables of a table space. If you are loading a large number of rows,
use the LOAD utility rather than inserting the rows by using the INSERT statement.

Before you begin
Before using the LOAD utility, make sure that you complete all of the prerequisite activities for your
situation.

Procedure

Run the LOAD utility control statement with the options that you need.

What to do next
Reset the restricted status of the table space that contains the loaded data.
Related concepts

Before running LOAD (Db2 Utilities)

Row format conversion for table spaces

The row format of a table space is converted when you run the LOAD REPLACE or REORG TABLESPACE
utilities.

Related tasks

Collecting statistics by using Db2 utilities (Db2 Performance)

Related reference

LOAD (Db2 Utilities)

How the LOAD utility loads Db2 tables

Use the LOAD utility to load one or more persistent tables of a table space, or one or more partitions of
a table space. The LOAD utility operates on a table space, so you must have authority for all tables in the
table space when you run LOAD.

The LOAD utility loads records into the tables and builds or extends any indexes defined on them. If the
table space already contains data, you can choose whether you want to add the new data to the existing
data or replace the existing data.

Additionally, you can use the LOAD utility to do the following:

« Compress data and build a compression dictionary
« Convert data between compatible data types and between encoding schemes
« Load multiple tables in a single table space

Delimited input and output files

The LOAD and UNLOAD utilities can accept or produce a delimited file, which is a sequential BSAM file
with row delimiters and column delimiters. You can unload data from other systems into one or more files
that use a delimited file format and then use these delimited files as input for the LOAD utility. You can
also unload Db2 data into delimited files by using the UNLOAD utility and then use these files as input into
another Db2 database.

INCURSOR option

The INCURSOR option of the LOAD utility specifies a cursor for the input data set. Use the EXEC SQL utility
control statement to declare the cursor before running the LOAD utility. You define the cursor so that it
selects data from another Db2 table. The column names in the SELECT statement must be identical to

the column names of the table that is being loaded. The INCURSOR option uses the Db2 cross-loader
function.
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CCSID option

You can load input data into ASCII, EBCDIC, or Unicode tables. The ASCII, EBCDIC, and UNICODE options
on the LOAD utility statement let you specify whether the format of the data in the input file is ASCII,
EBCDIC, or Unicode. The CCSID option of the LOAD utility statement lets you specify the CCSIDs of the
data in the input file. If the CCSID of the input data does not match the CCSID of the table space, the input
fields are converted to the CCSID of the table space before they are loaded.

Availability during load

For nonpartitioned table spaces, data for other tables in the table space that is not part of the table that
is being loaded is unavailable to other application programs during the load operation with the exception
of LOAD SHRLEVEL CHANGE. For partitioned table spaces, data that is in the table space that is being
loaded is also unavailable to other application programs during the load operation with the exception of
LOAD SHRLEVEL CHANGE. In addition, some SQL statements, such as CREATE, DROP, and ALTER, might
experience contention when they run against another table space in the same Db2 database while the
table is being loaded.

Default values for columns

When you load a table and do not supply a value for one or more of the columns, the action Db2 takes
depends on the circumstances.

« If the column is not a ROWID or identity column, Db2 loads the default value of the column, which is
specified by the DEFAULT clause of the CREATE or ALTER TABLE statement.

« If the column is a ROWID column that uses the GENERATED BY DEFAULT option, Db2 generates a
unique value.

« If the column is an identity column that uses the GENERATED BY DEFAULT option, Db2 provides a
specified value.

« With XML columns, if there is an implicitly created DOCID column in the table, it is created with the
GENERATED ALWAYS attribute.

For ROWID or identity columns that use the GENERATED ALWAYS option, you cannot supply a value
because this option means that Db2 always provides a value.

XML columns

You can load XML documents from input records if the total input record length is less than 32 KB. For
input record length greater than 32 KB, you must load the data from a separate file. (You can also use a
separate file if the input record length is less than 32 KB.)

When the XML data is to be loaded from the input record, specify XML as the input field type. The

target column must be an XML column. The LOAD utility treats XML columns as varying-length data when
loading XML directly from input records and expects a two-byte length field preceding the actual XML
value.

The XML tables are loaded when the base table is loaded. You cannot specify the name of the auxiliary
XML table to load.

XML documents must be well formed in order to be loaded.

LOB columns

The LOAD utility treats LOB columns as varying-length data. The length value for a LOB column must be
4 bytes. The LOAD utility can be used to load LOB data if the length of the row, including the length of
the LOB data, does not exceed 32 KB. The auxiliary tables are loaded when the base table is loaded. You
cannot specify the name of the auxiliary table to load.
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Replacement or addition of data

You can use LOAD REPLACE to replace data in a single-table table space or in a multiple-table table
space. You can replace all the data in a table space (using the REPLACE option), or you can load new
records into a table space without destroying the rows that are already there (using the RESUME option).

Loading data by using the INSERT statement
You can load data into tables is by using the INSERT statement.

Procedure

Issue an INSERT statement, and insert single or multiple rows.

What to do next

You can issue the statement interactively or embed it in an application program.
Related tasks

Inserting multiple rows

You can use a form of INSERT that copies rows from another table.

Inserting a single row
The simplest form of the INSERT statement inserts a single row of data. In this form of the statement, you
specify the table name, the columns into which the data is to be inserted, and the data itself.

Changing the logging attribute for a table space
You can use the ALTER TABLESPACE statement to set the logging attribute of a table space.

Related reference
INSERT (Db2 SQL)

Inserting a single row

The simplest form of the INSERT statement inserts a single row of data. In this form of the statement, you
specify the table name, the columns into which the data is to be inserted, and the data itself.

Procedure

GUPITo insert a single row:
1. Issue an INSERT INTO statement.
2. Specify the table name, the columns into which the data is to be inserted, and the data itself.

Example

For example, suppose that you create a test table, TEMPDEPT, with the same characteristics as the
department table:

CREATE TABLE SMITH.TEMPDEPT
(DEPTNO CHAR(3) NOT NULL,
DEPTNAME VARCHAR(36) NOT NULL,
MGRNO CHAR(6) NOT NULL,
ADMRDEPT CHAR(3) NOT NULL)

IN DSN8D91A.DSN8S91D;

To now add a row to table TEMPDEPT, you can enter:

INSERT INTO SMITH.TEMPDEPT
VALUES ('X®5', 'EDUCATION', '000631', 'A01");
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What to do next
If you write an application program to load data into tables, you use that form of INSERT, probably with

host variables instead of the actual values shown in this example. “GUPI
Related concepts

Implications of using an INSERT statement to load tables
If you plan to use the INSERT statement to load tables, you should consider some of the implications.
Related tasks

Inserting multiple rows
You can use a form of INSERT that copies rows from another table.

Inserting multiple rows

You can use a form of INSERT that copies rows from another table.

Procedure

GUPIL To add multiple rows to a table:

1. Issue an INSERT INTO statement.
For example, the following statement loads TEMPDEPT with data from the department table about all
departments that report to department DO1.

INSERT INTO SMITH.TEMPDEPT
SELECT DEPTNO,DEPTNAME,MGRNO, ADMRDEPT
FROM DSN8910.DEPT
WHERE ADMRDEPT='DO1"';

2. Optional: Embed the INSERT statement in an application program to insert multiple rows into a table
from the values that are provided in host-variable arrays.

a) Specify the table name, the columns into which the data is to be inserted, and the arrays that
contain the data.
Each array corresponds to a column.

For example, you can load TEMPDEPT with the number of rows in the host variable num-rows by using
the following embedded INSERT statement:

EXEC SQL
INSERT INTO SMITH.TEMPDEPT
FOR :num-rows ROWS
VALUES (:hval, :hva2, :hva3, :hva4d);

Assume that the host-variable arrays hval, hva2, hva3, and hva4 are populated with the values that
are to be inserted. The number of rows to insert must be less than or equal to the dimension of each

host-variable array. < GUPI

Related concepts

Implications of using an INSERT statement to load tables

If you plan to use the INSERT statement to load tables, you should consider some of the implications.
Related tasks

Inserting a single row
The simplest form of the INSERT statement inserts a single row of data. In this form of the statement, you
specify the table name, the columns into which the data is to be inserted, and the data itself.

Implications of using an INSERT statement to load tables
If you plan to use the INSERT statement to load tables, you should consider some of the implications.

- If you are inserting a large number of rows, you can use the LOAD utility. Alternatively, use multiple
INSERT statements with predicates that isolate the data that is to be loaded, and then commit after
each insert operation.
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- When a table, whose indexes are already defined, is populated by using the INSERT statement, both the
FREEPAGE and the PCTFREE parameters are ignored. FREEPAGE and PCTFREE are in effect only during
a LOAD or REORG operation.

« Set the NOT LOGGED attribute for table spaces when large volumes of data are being inserted with
parallel INSERT processes. If the data in the table space is lost or damaged, it can be reinserted from its
original source.

« You can load a value for a ROWID column with an INSERT and fullselect only if the ROWID column
is defined as GENERATED BY DEFAULT. If you have a table with a column that is defined as ROWID
GENERATED ALWAYS, you can propagate non-ROWID columns from a table with the same definition.

« You cannot use an INSERT statement on system-maintained materialized query tables.

« REBUILD-pending (RBDP) status is set on a data-partitioned secondary index if you create the index
after you insert a row into a table. In addition, the last partition of the table space is set to REORG-
pending (REORP) restrictive status.

« When you insert a row into a table that resides in a partitioned table space and the value of the first
column of the limit key is null, the result of the INSERT depends on whether Db2 enforces the limit key
of the last partition:

— When Db2 enforces the limit key of the last partition, the INSERT fails (if the first column is
ascending).

— When Db2 enforces the limit key of the last partition, the rows are inserted into the first partition (if
the first column is descending).

— When Db2 does not enforce the limit key of the last partition, the rows are inserted into the last
partition (if the first column is ascending) or the first partition (if the first column is descending).

Db2 enforces the limit key of the last partition for the following table spaces:

— Table spaces using table-controlled or index-controlled partitioning that are large (DSSIZE greater
than, or equal to, 4 GB)

— Tables spaces using table-controlled partitioning that are large or non-large (any DSSIZE)

Related tasks

Inserting a single row
The simplest form of the INSERT statement inserts a single row of data. In this form of the statement, you
specify the table name, the columns into which the data is to be inserted, and the data itself.

Inserting multiple rows
You can use a form of INSERT that copies rows from another table.

Loading data with DRDA fast load (zLoad)

DRDA fast load, which is also known as zLoad, enables quick and easy loading of data from files that
reside on distributed clients.

Before you begin

Before using DRDA fast load, you must bind the DSNUT121 package at each location from which you want
to load data. The following example binds the DSNUT121 package at a remote location:

BIND PACKAGE (location.DSNUT121)
MEMBER (DSNUGSQL) -
ACTION(ADD) ISOLATION(CS) ENCODING(EBCDIC) -
VALIDATE (BIND) CURRENTDATA(NO) -
LIBRARY ('prefix.SDSNDBRM')

About this task

The Db2 for Linux®, UNIX, and Windows Call Level Interface (CLI) APIs, JDBC APIs, and the Command
Line Processor (CLP) support remote loading of data to Db2 for z/OS.
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Procedure
- Forinformation about how to invoke DRDA fast load, see the following topics:

CLP ZLOAD command
Loading a Db2 for z/OS table by using an IBM Data Server Driver for JDBC and SQLJ method
“Loading a Db2 for z/OS table by using a client CLI program” on page 134

Loading a Db2 for z/0S table by using a client CLI program

The DRDA fast LOAD process, which is also known as zLoad, can be used to execute a Db2 for z/OS LOAD
utility statement from a client program. You can write a client CLI program to do that.

Procedure

To load a Db2 for z/OS from a client CLI application, follow these steps:
1. Invoke the SQLSetStmtAttr function to set values for the following attributes:

SQL_ATTR_DB2ZLOAD_LOADSTMT
The text of the LOAD control statement.

SQL_ATTR_DB2ZLOAD_UTILITYID
The utility ID, which is a unique identifier that you can set so that you can identify a particular LOAD
statement invocation. Setting this attribute is optional.
2. Allocate a buffer for the data that is to be loaded.
3. Invoke the SQLSetStmtAttr function to set the SQL_ATTR_DB2ZLOAD_BEGIN attribute to indicate to
the CLI driver that the LOAD operation is to begin.
4. Invoke the SQLPutData function one or more times to send the data that is to be loaded to the CLI
driver.
5. When all the data has been sent to the driver, invoke the SQLSetStmtAttr function to set the
SQL_ATTR_DB2ZLOAD_END attribute. That attribute indicates to the CLI driver that the LOAD
operation is complete.

Example

The following code fragment demonstrates using the DRDA fast load process to load data from file
customer.data into table MYID.CUSTOMER_DATA.

This code fragment uses the STMT_HANDLE_CHECK macro. STMT_HANDLE_CHECK is in utilcli.h, which is
shipped with Db2 for Linux, UNIX, and Windows. For information on STMT_HANDLE_CHECK and the utility
functions that it invokes, see the following topics:

Declarations of utility functions used by DB2 CLI samples
Utility functions used by DB2 CLI samples

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <sqlclil.h>

#include "utilcli.h" /* Header file for CLI sample code x/
#include <sqlca.h>

int main(int argc, char % argv[])

SQLRETURN cliRC = SQL_SUCCESS;
int rc = 0;

SQLHANDLE henv; /* Environment handle =*/
SQLHANDLE hdbc; /* Connection handle */
SQLHANDLE hstmt; /* Statement handle */
SQLCHAR loadStmt[2000]; /* LOAD statement text */

SQLINTEGER loadStmtLen = 0; /* LOAD statement length x/
SQLCHAR loadFileName[200] = "customer.data";
/* Name of file with data =*/
/* to be loaded */
FILEx pFile; /* File handle for LOAD input =*/
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size_t 1Size = 0; /* Input file size */
SQLLEN iPutDataSize = 0; /* LOAD input buffer size */
SQLCHAR *pBuffer = NULL; /% LOAD input buffer pointer */
SQLINTEGER Retcode = 0;

SQLSMALLINT iStrlLen = 0;

SQLCHAR Msgbuff[3000]; /* LOAD messages buffer */
|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /
/* Allocate a statement handle. */
AR SRR SRR AR SRR SRR A SR ARSI S AR ISR AR /
cliRC = SQLAllocHandle(SQL_HANDLE_STMT, hdbc,&hstmt);
DBC_HANDLE_CHECK (hdbc, cliRC);
e /
/* Assign the LOAD control statement to the loadStmt */
/* variable. */
|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /

/

sprintf((char*)loadStmt,
(charx)"TEMPLATE SORTIN DSN &JO..&ST..SORTIN.T&TIME. " +
"SPACE(10,10) CYL DISP(NEW,DELETE,DELETE) TEMPLATE SORTOUT " +
"DSN &JO..&ST..SORTOUT.T&TIME. SPACE(10,10) CYL " +
"DISP(NEW,DELETE,DELETE) LOAD DATA INDDN SYSCLIEN " +
"WORKDDN (SORTIN,SORTOUT) REPLACE PREFORMAT LOG(NO) " +
"REUSE NOCOPYPEND FORMAT DELIMITED EBCDIC " +
"INTO TABLE MYID.CUSTOMER_DATA NUMRECS 30000");

loadStmtLen = strlen((charx)loadStmt);

/* Open file block.cust.del, which contains the data to %/
/* be loaded, and associate it with file handle pfile. */
R e s /
pFile = fopen((charx)loadFileName, "rb" );

if ( pFile == NULL)

printf("Exrror allocating LOAD input file\n");
return -1;

/********************************************************/
/* Set the pointer to the end of the file. */

/
cliRC = fseek(pFile , O , SEEK_END);
if ( cliRC )

printf("Cannot set the file pointer to the end of the file\n");
return -1;

/********************************************************/
/* Get the current position in the file, which is the */
/* file size. */
/********************************************************/
1Size = ftell (pFile);

if ( 1Size <= 0 )

printf("Cannot get the size of the file\n");
return -1;

/

/* Set the pointer to the beginning of the file. */
[ *kkkkkkkkkkok sk kok ok k ok sk kok ok sk ko ok ok k ok ok ok ok ko ko ok ok ok k ok ko k ok ok k ok ok ok /
cliRC = fseek( pFile, OL, SEEK_SET );

if ( cliRC )
printf("Cannot set the file pointer to the beginning of the file\n");
return -1;

[ AR SRS A AFEFAFEFA RS S A AFAFAFIFE TSRS AFAFAFA TR /

/* Allocate an input buffer. For this example, the */

/* buffer size is half the file size. */

[HRERH A AFAFAFA TR RIS A A TR TR SRR AAFAFAR AR /

iPutDataSize = ( 1Size / 2);

pBuffer = (SQLCHAR*)malloc( (iPutDataSize+1));
e /
/* Read a block of data from the file into the buffer. =*/
/********************************************************/
fread(pBuffer, 1, iPutDataSize, pFile);

|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /
/* Set attributes for doing a zLoad operation. */

|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /
e L /
/* Set statement attribute SQL_ATTR_DB2ZLOAD_LOADSTMT  x/
/* to a pointer to the loadStmt variable. */
R S b T et /

cliRC = SQLSetStmtAttr(hstmt,
(SQLINTEGER)SQL_ATTR_DB2ZLOAD_LOADSTMT,
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(SQLPOINTER)loadStmt, (SQLINTEGER)loadStmtLen);
STMT_HANDLE_CHECK (hstmt, hdbc, cliRC); /* Check result =*/
/********************************************************/
/* Set statement attribute SQL_ATTR_DB2ZLOAD_BEGIN to */
/* SQL_TRUE, to indicate that loading data is to start. */
/********************************************************/
cliRC = SQLSetStmtAttr(hstmt,

(SQLINTEGER)SQL_ATTR_DB2ZLOAD_BEGIN,

(SQLPOINTER)SQL_TRUE, SQL_IS_INTEGER);

STMT_HANDLE_CHECK (hstmt, hdbc, cliRC); /* Check result =«/

/
cliRC = SQLPutData(hstmt, pBuffer, iPutDataSize);
STMT_HANDLE_CHECK (hstmt, hdbc, cliRC); /* Check result =/

o L S T e /
/* Move the input file pointer to the next block of */
/* data */

|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /

/
if ( 1Size % 2 == 1)
i
iPutDataSize = iPutDataSize +1;

/********************************************************/

/* Read the other half of the data. */
|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /

fread(pBuffer, 1, iPutDataSize, pFile);
|||||||||||||||||||||||||||||||||||||||||||||||||||||||| /

/* Send the remaining data to the CLI driver. */

/********************************************************/
cliRC = SQLPutData(hstmt, pBuffer, iPutDataSize);
STMT_HANDLE_CHECK (hstmt, hdbc, cliRC);
/********************************************************/
/* Set the statement attribute to SQL_TRUE, to indicate */
/* that loading data is to end. */
/********************************************************/
cliRC = SQLSetStmtAttr(hstmt,
(SQLINTEGER)SQL_ATTR_DB2ZLOAD_END,
(SQLPOINTER)SQL_TRUE, SQL_IS_INTEGER);
STMT_HANDLE_CHECK (hstmt, hdbc, cliRC); /* Check result =«/

/* Close the input file */
[HRERE S I AFHFE R SRS AAFAFAFI R RS SRS A TR /
fclose(pFile);

/********************************************************/
/* Retrieve the return code from the zLoad. */

/
cliRC = SQLGetDiagField( SQL_HANDLE_STMT, hstmt, 1,
SQL_DIAG_DB2ZLOAD_RETCODE, &Retcode,
SQL_IS_INTEGER, NULL);
/********************************************************/
/* Retrieve the messages from the zlLoad. */

cliRC = SQLGetDiagField( SQL_HANDLE_STMT, hstmt, 1,
SQL_DIAG_DB2ZLOAD_LOAD_MSGS, (SQLPOINTER)Msgbuff, 3000,
&iStrLen);

Loading data from DL/I

You might want to convert data in IMS DL/I databases from a hierarchical structure to a relational
structure so that it can be loaded into Db2 tables.

Procedure
Use the DataRefresher licensed program.

Related concepts
Tools for moving Db2 data
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Moving Db2 data can be complicated. Fortunately, several tools exist that can help to simplify the process.

Implementing Db2 stored procedures

You might choose to use stored procedures for code that is used repeatedly. Other benefits of using
stored procedures include reducing network traffic, returning result sets to an application, or allowing
access to data without granting the privileges to the applications.

About this task
Introductory concepts
Procedures (Introduction to Db2 for z/OS)

A stored procedure is a compiled program that can execute SQL statements and is stored at a local or
remote Db2 server. You can invoke a stored procedure from an application program or from the command
line processor. A single call to a stored procedure from a client application can access the database at the
server several times.

A typical stored procedure contains two or more SQL statements and some manipulative or logical
processing in a host language or SQL procedure statements. You can call stored procedures from other
applications or from the command line. Db2 provides some stored procedures, but you can also create
your own.

Procedure
See Implementing Db2 stored procedures.

Related tasks

Creating external stored procedures (Db2 Application programming and SQL)

Creating external SQL procedures (deprecated) (Db2 Application programming and SQL)
Creating native SQL procedures (Db2 Application programming and SQL)

Related reference

Procedures that are supplied with Db2 (Db2 SQL)

Creating stored procedures

The process that you follow to create a stored procedure depends on the type of stored procedure that
you want to create.

Before you begin

You must complete some configuration tasks for the Db2 environment before you can use any of the
following types of procedures:

« External stored procedures
« Native SQL procedures that satisfy any of the following conditions:
— Calls at least one external stored procedure, external SQL procedure, or user-defined function.
— Defined with ALLOW DEBUG MODE or DISALLOW DEBUG MODE.
« External SQL procedures (deprecated)
« Db2-supplied stored procedures
For instructions, see Installation step 21: Configure Db2 for running stored procedures and user-defined

functions (Db2 Installation and Migration) or Migration step 23: Configure Db2 for running stored
procedures and user-defined functions (optional) (Db2 Installation and Migration).
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